ATLAS: Agent Tuning via Learning Critical Steps

Zhixun Chen'*, Ming Li?**, Yuxuan Huang?®, Yali Du*, Meng Fang?®, Tianyi Zhou?
"University of Technology Sydney, ?University of Maryland,
3University of Liverpool, *King’s College London,
zhixun.chen@student.uts.edu.au, {minglii, tianyil}@umd.edu
{yuxuan.huang, meng.fang}@liverpool.ac.uk, yali.du@kcl.ac.uk

Abstract

Large Language Model (LLM) agents have
demonstrated remarkable generalization ca-
pabilities across multi-domain tasks. Existing
agent tuning approaches typically employ su-
pervised finetuning on entire expert trajectories.
However, behavior-cloning of full trajectories
can introduce expert bias and weaken general-
ization to states not covered by the expert data.
Additionally, critical steps—such as planning,
complex reasoning for intermediate subtasks,
and strategic decision-making—are essential to
success in agent tasks, so learning these steps
is the key to improving LLM agents. For more
effective and efficient agent tuning, we propose
ATLAS that identifies the critical steps in
expert trajectories and finetunes LLMs solely
on these steps with reduced costs. By steering
the training’s focus to a few critical steps, our
method mitigates the risk of overfitting entire
trajectories and promotes generalization across
different environments and tasks. In extensive
experiments, an LLM finetuned on only ~30%
critical steps selected by ATLAS outperforms
the LLM finetuned on all steps and recent
open-source LLM agents. ATLAS maintains
and improves base LLM skills as generalist
agents interacting with diverse environments.

1 Introduction

An intelligent agent can perceive its environ-
ment, process information, and take actions to
achieve specific goals or objectives (Maes, 1995;
Wooldridge and Jennings, 1995). Traditional Al
agents, especially empowered by Monte Carlo
Tree Search (MCTS) or Reinforcement learning,
have shown great potential in complex and difficult
tasks (Silver et al., 2017; Vinyals et al., 2019).
However, these methods are task-specific and
suffer from weak generalization across different
task domains or environments. On the other hand,
the recent rise of Large Language Models (LLMs)
(Brown et al., 2020; Team, 2024a; Touvron et al.,
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Figure 1: The proposed ATLAS identifies the critical
steps in expert trajectories collected from diverse inter-
active environments and finetunes the agent on these
steps only, where a; represents the expert action in step-
1. ATLAS alleviates the potential overfitting to experts’
every-step behaviors and achieves better generalizability
by training on much fewer steps (“less is better”).

2023a,b; Jiang et al., 2023) provide powerful
foundation models with rich prior knowledge
and reasoning capabilities, leading to remark-
able generalization performance across various
downstream applications (Zhao et al., 2023; Xu
et al., 2024). Their unprecedented performance in
different domains, including instruction following,
reasoning, planning, and tool usage, makes LL.Ms
ideal agents in multi-task settings (Wei et al., 2022;
Kojima et al., 2022; Qin et al., 2023; Patil et al.,
2023; Li et al., 2023, 2024a,b; Wang et al., 2024a).

Despite their effectiveness, transferring capa-
bilities across tasks remains challenging due to
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overfitting to expert trajectories and training ineffi-
ciency. Most existing agent tuning methods rely on
imitation of every step of expert trajectories (Chen
et al., 2023; Zeng et al., 2023; Chen et al., 2024;
Zhang et al., 2024; Xi et al., 2024; Song et al.,
2024). For instance, FireAct (Chen et al., 2023)
generates diverse expert trajectories to fine-tune
LLMs with enhanced planning abilities, while
AgentTuning (Zeng et al., 2023) combines expert
trajectories from various interactive environments
with general instruction datasets to improve agents’
generalization capability.

However, fine-tuning on the entire expert trajec-
tories can introduce expert bias, causing the model
to overfit to specific behaviors and diminishing
its ability to generalize to unseen environments
(Ghosh et al., 2024). While experts in a few critical
steps indeed provide key supervised information
to improve the agent, the agent may already excel
in other non-critical steps. Additionally, fitting the
full trajectories of one task may lead to declines
in others due to the potential distribution gap
and negative transfer between tasks (Song et al.,
2024). Moreover, imitating expert trajectories on
redundant steps or sub-optimal/replaceable actions
incurs excessive training costs.

To address the above challenges, we propose AT-
LAS, Agent Tuning via Learning Critical Steps,
a novel approach that identifies the critical steps
within expert trajectories and only finetunes LLMs
on those selected steps, which is illustrated in Fig-
ure 1. By steering the training’s focus to a few crit-
ical steps, we not only reduce the backpropagation
cost for training but also lower the overfitting risk to
whole trajectories. Moreover, imitation on partial
trajectories mitigates the expert bias, and encour-
ages generalization across environments and tasks.

In ATLAS, an oracle LLM (GPT4o0 by default)
is utilized as the selector to identify the critical
steps semantically based on four criteria: key
observations, plan formulation, recalling prior
information, and pivotal actions. These critical
steps are essential to the success of downstream
tasks, but they are usually challenging to be
generated by the base LLMs. Our training focuses
on finetuning base models on these selected steps.
Our experiments provide extensive comparisons
between ATLAS and other agent-tuning strategies
or LLM agents. As indicated by the results in
Figure 2, ATLAS-finetuned agent maintains and
improves the generalization capabilities of base
LLMs in diverse environments, excelling on both
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Figure 2: Three base LLMs finetuned by ATLAS
vs. full trajectories (100% of the steps), evaluated on
held-in and held-out agentic tasks. ATLAS consistently
outperforms full-trajectory finetuning, indicating better
generalizability of ATLAS by training on fewer but
critical steps.

held-in and held-out tasks. Our main contributions
can be summarized as:

* We introduce a novel method ATLAS reduc-
ing the tokens for agent tuning to 30%, by se-
lecting the critical steps in expert trajectories.

o Agents finetuned on 30% critical steps
outperforms the baseline agents finetuned
on 100% steps, especially in the multi-task
learning scenario, mitigating the expert bias
and negative transfer across tasks.

* ATLAS-finetuned agent achieves a better
generalization capability than baseline agents
on not only held-in but also held-out tasks.

2 Preliminaries

As a multi-task learning framework, we define a
set of N environments as £. For any particular
environment £ € £ and a task prompt space I,
the agent’s dynamics is formalized as a Partially
Observable Markov Decision Process (POMDP)
(Sutton, 2018) Mg ; £ (S, A, O, T, ). In this for-
malization, S denotes the state space, A denotes the
action space, O denotes the observation space, T :
S x A — S represents the state transition function,
and r : S x A — R defines the reward function.
Upon receiving an instruction ¢ € I in environ-
ment E, the agent takes action a; ~ my(+|og; E, 1)
according to its policy 7y, where 6 represents the
policy parameters. For LLM agents, 7y is an LLM,
and its output is not limited to actions and depends
on the prompt. The environment then transitions to
a new state sy;4+1 € S based on the action, and the
agent receives a new observation o;41 € O. This
interaction continues as the agent engages with the
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Figure 3: Overall of ATLAS. The selector identifies critical steps in expert trajectories collected in multiple
environments, where “O” and “A” denote observation and action, respectively. Training loss is only computed on
the critical steps. This encourages more exploration of non-critical steps, reduces the training cost, and improves the

agent’s generalization performance.

environment until the task is completed or the max-
imum step limit is reached. We adopt the ReAct
framework (Yao et al., 2022b) for the LLM agent:
at each step ¢, the agent first generates reasoning
thought h; with a think prompt prompt;. Define
the trajectory up to step-t as

T1:t é (hlaaluolv'”?h’taataot)? (1)
The thought A, is sampled by
hy ~ 7o (+|T1:4—1; prompty, E, ). (2)

The action is then drawn from the same model with
another prompt prompt,, i.e.,

3)

The return of trajectory 7 = 7.7, G(1) =
Zthl ~r; with a discounting factor -, reflects the
agent’s performance in task ¢ within environment
E. We collect a dataset D of expert trajectories for
all environments in £ and tasks in .

at ~ 7T9('|7-1:t717 ht; promptaa E7 Z)

3 Methodology

In this section, we introduce our ATLAS, which
identifies critical steps of the expert trajectories
and finetunes LLLM agents solely on them.

3.1 Definition of Critical Steps

Critical steps are key actions or states within an
agent’s trajectory that have a substantial impact on
the return G(7). As depicted in Figure 3, these
steps are essential for ensuring the success of the

trajectory. We characterize critical steps as those
requiring precise decision-making and flawless ex-
ecution by the agent. In contrast, non-critical steps
are more flexible, allowing for adjustments or re-
arrangements without compromising the overall
trajectory. Typically, critical steps are challenging
for the base model’s policy to generate, whereas
non-critical steps are relatively easy for the base
model. To identify these steps, we sample expert
trajectories with dense rewards in available environ-
ments. We then empirically categorize four types
of critical steps: Plan Creation, Critical Observa-
tion, Critical Action, and Self Correction.

3.2 Selection of Critical Steps

Properly identifying and extracting critical steps
from a trajectory is essential for ensuring effective
analysis and learning. However, unlike instance-
level data selection for LLMs, which has been ex-
plored (Li et al., 2024d,c), step-level selection is
challenging since the task-related critical steps can
differ dramatically by their semantic meaning. To
address this issue, we leverage the selector to iden-
tify critical steps based on the critical step identifi-
cation prompt, prompt,.. This approach ensures a
more nuanced and context-aware assessment, help-
ing to accurately identify the most influential steps
for optimal performance.

The prompt initially defines the critical steps
with the four categories introduced above:

* Plan Creation: Steps where the LLM agent
formulates sub-goals by analyzing previous
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observations and considering the final objec-
tive, breaking down the larger goal into man-
ageable tasks that guide the agent’s actions
toward the overall outcome.

¢ Critical Observation: Steps where the LLM
agent identifies and analyzes key information
from the environment, which helps the agent
understand the objective or state and refine
its strategy and decision-making toward more
effective outcomes.

* Critical Action: Steps where the LLM agent
takes decisive and impactful actions based on
prior observations, significantly advancing the
process toward the final objectives. These
actions are crucial in shaping the direction
of the agent’s strategy and are often pivotal
moments that determine progress or failure,
ensuring that the agent remains on track to
achieve the desired outcome.

* Self Correction: Steps where the LLM
agent carefully recalls and assesses its
previous actions or decisions, especially after
encountering failure or suboptimal outcomes.
During this process, the agent reflects on what
went wrong, identifies areas for improvement,
and adjusts its approach to enhance future
performance, which helps the agent refine
its decision-making and better align with the
overall objective.

After defining critical steps, prompt, guides the
selector to comprehend the given trajectory and
summarize a high-level plan with sub-goals of
the trajectory to enhance its understanding of the
trajectory. Based on the sub-goals, the selector
identifies the critical steps and categorizes them
into four predefined categories. Notably, we
require the selector to select at most m percentage
of steps in the trajectory and return their indices as

C = selector(7;prompt,, m)

4

ATLAS does not ignore all other steps in the
trajectory during training. Instead, we keep the
whole original trajectory, including the non-critical
steps, as the input sequence but do not compute
teacher-force loss on their tokens during training.

Critical Step Identification Prompts

1. Generate a high-level plan or strategy from the expert
conversation, summarizing the key sub-goals required
to complete the task.

2. Determine the most critical action steps in the expert
conversation based on the plan and sub-goals, ensuring
the number of selected steps does not exceed {m% X
length(T)}.

3. Justify your selection of these critical steps, specifying
the category to which each step belongs.

\.

The full prompts are provided in Appendix D.1.

3.3 Agent Tuning on Critical Steps

Using the critical step dataset D., we optimize the
model by calculating the loss exclusively on these
critical steps. Training the agent on this reduced
set of essential steps enhances both the efficiency
and effectiveness of the fine-tuning process, ensur-
ing the model focuses on the key actions that con-
tribute to task success and gains knowledge rather
than merely mimicking expert behavior. Thus, the
objective function can be defined as:

E | > logmg(he|ris—1;prompty, B, i)+
7 Leec,

log mg(a¢|Ti:4—1, he; prompt,, £,7) |,

where 6 denotes the trainable parameter of the
LLM agent. This expectation-based objective en-
sures that the model maximizes probabilities at the
critical steps that most influence task success, fol-
lowing the same reasoning as in the full-trajectory
approach but applied selectively to D..

4 Experiments

4.1 Environments

In our experimental framework, environments are
categorized into held-in and held-out sets to eval-
uate the model’s performance. Held-in environ-
ments refer to the set of environments that are
included in the training dataset. These are the en-
vironments in which the models can be fine-tuned,
allowing them to learn and adapt their behavior
based on the provided expert trajectories. The per-
formance of the held-in environments measures
how well the model has learned from the training
data and its ability to replicate or improve upon ex-
pert behaviors within familiar settings. On the other
hand, held-out environments consist of environ-
ments and tasks that are excluded from the training
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process. These environments are used to assess
the model’s generalization capabilities, determin-
ing how effectively it can apply learned knowledge
to novel and unseen scenarios. The performance of
held-out environments indicates the model’s abil-
ity to generalize its decision-making and problem-
solving skills beyond the specific examples it was
trained on, highlighting its potential for adaptabil-
ity in diverse and dynamic real-world applications.

Specifically, our held-in environments include
web navigation task Webshop (Yao et al., 2022a);
textual digital games Textcraft (Prasad et al., 2023),
Wordle and Maze (Abdulhai et al., 2023); embod-
ied games Alfworld (Shridhar et al., 2020), Science-
world (Wang et al., 2022) and Babyai (Chevalier-
Boisvert et al., 2018); tool using tasks Weather,
Todo and Movie (Ma et al., 2024). It is important
to note that some environments provide a dense
reward r € [0, 1], while others offer only sparse
rewards € {0,1}. To maintain simplicity and
consistency, we follow the evaluation matrix defini-
tion used in previous work (Singh et al., 2024; Xi
et al., 2024) across all tasks. For the held-out envi-
ronments, we apply two tool usage environments
Sheet and Academic, and two game environments
Jericho and PDDL (Ma et al., 2024). A detailed
description of these environments can be found in
Appendix A.

4.2 Implementation Details

We apply the open-sourced dataset AgentTraj-L !
(Xi et al., 2024) as our unfiltered dataset D,,, which
contains the expert trajectories of all held-in tasks
mentioned above. We then filter the dataset to
obtain the critical step dataset D, by prompting
GPT-40 with the selection instruction .. For more
details, please refer to Appendix D.1.

We employ Llama-3.1-8B-Instruct (Dubey et al.,
2024) as the backbone model for our agent unless
specified. During training, we focus on the critical
step D., computing loss exclusively at these pivotal
steps in the trajectory. We set the maximum selec-
tion ratio m for the critical step to be 30%. More
information about the training setup is provided
in Appendix B. The evaluation prompts are based
on the React format (Yao et al., 2022b), consistent
with the structure of the training data.

"https://huggingface.co/datasets/AgentGym/AgentTraj-L

4.3 Baselines

We compare our LLM agent against three types
of baselines: closed-source models, open-source
models, and other fine-tuned LLM agents. Specif-
ically, for closed-source models, we include
GPT-3.5-Turbo (Ouyang et al., 2022), GPT-4-
Turbo (Team, 2024a), Claude 3 (Anthropic, 2024),
and DeepSpeek-Chat (Liu et al., 2024). For
open-source models, we evaluate Llama3-8B-
Instruct, Llama3.1-8B-Instruct (Dubey et al., 2024),
Gemma-2-9b-it (Gemma Team et al., 2024), Phi-3-
mini-128k-instruct, Phi-3.5-mini-instruct (Team,
2024b), Mistral-7B-Instruct-v0.3 (Jiang et al.,
2023) and Qwen2.5-7B-Instruct (Team, 2024c¢).
For LLM agents fine-tuned on expert trajecto-
ries, we compare Xlam-7B-r (Zhang et al., 2024),
AgentLM from AgentTuning(Zeng et al., 2023)
and AgentEvol from AgentGym (Xi et al., 2024).
We also fine-tune AgentTraj-L using the same base
model, but with SFT on the unfiltered dataset D, as
a baseline for a fair comparison. Additionally, we
introduce another baseline where the base model’s
perplexity on all steps of the training dataset is used
to select critical steps. Specifically, we choose the
top 30% of steps with the highest perplexity and
fine-tune on those steps.

4.4 Main Results

The results shown in Table 1 demonstrate the per-
formance of various models on held-in and held-out
tasks. For closed-source models, the reported out-
comes follow those presented in AgentGym (Xi
et al., 2024). On held-in tasks, our approach, fine-
tuned on just 30% of the entire tokens of the expert
trajectories, outperforms baseline methods across
most tasks. It also achieves over a 5% average
improvement compared to models fine-tuned with
unfiltered data. Furthermore, in certain tasks such
as Alfowrld and Babyai, our model surpasses some
advanced closed-source models. The perplexity-
based selection performs poorly because it solely
measures the token generation difficulty of one step
by the base model, which is affected by both the
step’s importance and expert bias. Consequently,
using perplexity for selection forces the model to
mimic the expert’s distribution rather than effec-
tively learning the task knowledge to solve the prob-
lem.

The results on held-out tasks demonstrate that
fine-tuning exclusively on critical steps enhances
the generalization of agents to unseen tasks. Focus-
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held-in

held-out

Model ‘ Alfworld Babyai Maze Movie Sciworld Textcraft Weather Webshop Wordle AVG ‘ Academic  Sheet Jericho PDDL AVG
Closed-Source Model

DeepSeek-Chat 51.00 45.67  4.00  70.00 16.80 23.00  75.00  70.00 11.00 24.00  39.05 - -

Claude-3-Haiku 0.00 1.93 4.00  50.00 0.83 0.00 65.00  55.00 5.50 16.00  19.83 - -

Claude-3-Sonnet 13.00 7925  4.00  50.00 278 38.00 80.00 65.00 1.50 36.00 36.95 - - - - -
GPT-3.5-Turbo 26.00 7136 4.00  70.00 7.64 47.00  40.00  25.00 12.50 20.00 3235 65.00 3834 1993 2498 37.06
GPT-4-Turbo 67.50 72.83 68.00 95.00 14.38 77.00  95.00  80.00 15.50 88.00 67.32 80.00 7583 5244 81.16 72.36
Open-Source Base Model

Llama-2-7B-Instruct 0.00 23.00 0.00 0.00 7.20 0.00 0.00 0.00 0.00 3.02 0.00 0.00 1.25 0.83 052
Llama-3-8B-Instruct 0.00 61.60 12.00 60.00 70.82 15.00  60.00  30.00 13.00 0.00 3224 40.00 3540 1051  16.67 25.65
Llama-3.1-8B-Instruct 0.00 60.69 16.00 65.00 19.57 9.00 65.00  40.00 2.00 0.00 27.72 40.00 3731 1923 1218 2718
Phi-3-mini-128k-instruct 0.00 19.80  8.00  50.00 19.10 1.00 40.00  20.00 1.00 4.00  16.29 25.00 30.21 1.25 125 1443
Phi-3.5-mini-instruct 0.00 21.00 12.00 60.00 18.20 3.00 60.00  30.00 2.00 6.00 21.22 30.00 33.62  0.56 0.83  16.25
Gemma2-9B-it 0.00 5200 8.00 55.00 72.60 0.00 45.00  0.00 0.00 0.00  23.26 30.00 3446 14.02 720 2142
Mistral-7B-Instruct-v0.3 0.00 17.30  4.00  0.00 48.00 0.00 10.00  5.00 0.00 0.00 8.43 0.00 9.69 1.96 250  3.54
Qwen2.5-7B-Instruct 0.00 67.00 16.00 75.00 15.30 7.00 85.00  30.00 3.00 12.00  31.03 55.00 39.00 1426 028 27.14
Fine-tuned Agents

Xlam-7B-r 17.50 62.00  0.00  20.00 12.00 1.00 15.00  10.00 37.50 4.00 17.9 35.00 2840 892 3.06 18.85
AgentLM-7B 71.00 049  12.00 5.00 1.63 4.00 15.00  0.00 36.50 4.00  14.96 10.00 1330 1588 278 1049
AgentEvol-7B 88.00 82.70  12.00 60.00 38.00 64.00  70.00  25.00 76.50 12.00 5282 25.00 2620  4.05 3.10 1459
AgentTraj-L (100% steps) | 83.00 7031 48.00 75.00 37.92 71.00 8500  55.00 68.00 12.00  60.52 75.00 4283 1518 11.71 36.18
Perplexity Selection 78.50 7759 24.00 65.00 53.54 59.00  70.00  30.00 66.50 8.00 53.21 30.00 36.48 13.28 876 2213
ATLAS (30% steps) 84.50 80.98 48.00 90.00 42.02 7200  90.00  60.00 71.50 20.00 65.91 70.00 49.39 1821 1584 38.36

Table 1: Performance of ATLAS-finetuned LLM agents vs. baseline LLMs and finetuned agents on held-in and
held-out test tasks. “Unfilter” finetunes an LLM on the unfiltered dataset of complete expert trajectories. The
best performance in each category is highlighted in bold. By finetuning LLMs only on the critical steps of expert
trajectories, ATLAS achieves outstanding agent performance on both held-in and held-out tasks.

ing solely on these steps reduces the need to fully
replicate the expert LLM’s distribution, allowing
agents to learn the knowledge of how to solve prob-
lems effectively. Unlike other approaches, such
as those described in (Zeng et al., 2023), which
mix a large amount of general instruction data with
task-specific trajectory data to enhance generaliza-
tion, our method achieves comparable performance
without relying on such datasets. This underscores
the effectiveness of critical step training in boosting
agents’ performance on held-out tasks.

To validate the effectiveness of our approach
across various backbone models, we perform exper-
iments using Mistral-7B-Instruct-v0.3 (Jiang et al.,
2023) and Qwen2.5-7B-Instruct (Team, 2024c).
The results, summarized in Table 2, demonstrate
that our method consistently enhances performance
across different models, yielding improvements on
both held-in and held-out tasks. The detailed re-
sults are shown in Appendix C.

4.5 Ablation Study
4.5.1 Ciritical Steps vs. Non-Critical Steps

To assess the effectiveness of critical steps, we
compare ATLAS with finetuning on non-critical
steps not selected by the selector LLM in ATLAS.
The number of steps for the non-critical selection
dataset remains identical to our fine-tuning dataset,
which is 30% of the entire training dataset.

The experimental results, presented in Table
2, indicate that fine-tuning with critical steps
positively impacts the performance on both held-in
and held-out tasks. In contrast, fine-tuning with

non-critical steps results in a negative impact
across all tasks. These findings suggest that
certain steps contribute positively to the agent’s
learning by providing useful knowledge, whereas
other steps introduce negative biases, leading to
a decline in performance.

4.5.2 Different Selection Ratio

The ratio of critical steps plays a crucial role in
the fine-tuning process. Therefore, we explore this
hyperparameter and require the teacher model to
select different proportions of steps from the expert
trajectory as critical steps to identify the optimal
ratio. As shown in Table 3, a 30% ratio yields the
best agent performance on both held-in and held-
out tasks. We also explore values of m greater than
30% but observed only a marginal increase in the
number of critical steps selected by the selector.
Consequently, we did not evaluate fine-tuning re-
sults for m larger than 30%. Motivated on these
findings, we adopt m = 30%. More detailed re-
sults can be found in Appendix C.

4.5.3 Ciritical Steps vs. Random Steps

To further evaluate the efficacy of using a selector
LLM for selecting critical steps, we conduct com-
parisons to randomly selected steps of different
ratios. Specifically, we randomly draw 30%, 20%,
and 10% steps from the original trajectories and
compare them with 30%, 20%, and 10% critical
steps for agent tuning.

The results are summarized in Table 3, with only
the average performance across tasks presented due
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Data

held-in

held-out

Alfworld Babyai Maze Movie

Sciworld  Textcraft

Todo

Weather Webshop Wordle AVG

Academic

Sheet Jericho PDDL

AVG

78.00 70.70
83.00 70.31
84.50 80.98

32.00
48.00
48.00

75.00
75.00
90.00

39.02
37.92
42.01

Non-critical Steps (30%)
Complete Trajectories (100%) by AgentTraj-L
Critical Steps (30%) by ATLAS

57.00
71.00
72.00

75.00
85.00
90.00

55.00
55.00
60.00

68.00
68.00
71.50

12.00
12.00
20.00

56.17
60.52
65.91

60.00
75.00
70.00

40.42
42.83
49.39

10.80
15.18
18.21

8.28
11.71
15.84

29.88
36.18
38.36

Table 2: Critical vs. Non-critical steps & complete trajectories for agent tuning (tested on held-in and held-out tasks).
The agent trained on ATLAS-selected critical steps does not only outperform the agent trained on full trajectories
but also surpasses the agent trained on non-critical steps by a large margin. This indicates that the critical steps
improve agent tuning while training on non-critical steps might be detrimental to the generalization.

Data Steps  held-in  held-out
Complete 100%  60.52 36.18
Random 30% 59.90 38.04
Random  20% 59.08 34.73
Random 10% 58.68 29.04
Critical 30% 65.91 38.36
Critical 20% 60.40 36.96
Critical 10% 58.99 31.18

Table 3: ATLAS vs. random selection of steps at differ-
ent ratios (including 100% as a reference).

to space constraints. Detailed results are provided
in Appendix C. Our results indicate that increasing
the ratio of random selection improves performance
of the fine-tuned LLM agent on both held-in and
held-out tasks. However, the random-selection’s
performance at all the three ratios remains inferior
to that achieved on ATLAS’s critical steps, particu-
larly at higher ratios, highlighting the effectiveness
of the selector.

4.5.4 Value Function defined Critical Steps

To further assess the accuracy of using GPT to
identify critical steps, we perform experiments to
compare datasets selected based on the estimated
value function. Following (Xiong et al., 2024), we
estimate the value of expert actions by traversing
all actions along the trajectory IV times. Specifi-
cally, the agent begins from a specific action in the
expert trajectory and performs rollouts from that
action NV times. The final rewards from these N
rollouts are summed and averaged to estimate the
value of the action. Subsequently, the differences
in value between consecutive steps are calculated,
and steps with differences exceeding a predefined
threshold are identified as critical. We set N = 5
for this experiment and a detailed methodology is
provided in Appendix B.3. Notably, the estimated
value function is designed for single-task training,
so we compare the performance on the BabyAl and
Weather tasks for evaluation These environments
are chosen because some others randomly gener-
ate goals upon reset, making rollouts infeasible.

Task Method Performance
ATLAS 78.93

BabyAl " Vijue Fune.  78.58
ATLAS 60.00

Weather Value Func. 60.00

Table 4: ATLAS vs. Value function (estimated oracle)
on critical step selection for the BabyAl and Weather
tasks. The value function follows (Xiong et al., 2024).
It measures the importance of each step in MDP but it is
computationally intractable in practice. This evaluation
aims to verify the consistency between LLM-selected
critical steps and their values in MDP.

Additionally, environments with long horizons are
impractical due to the extensive time and computa-
tional resources required. For instance, the rollout
of a dataset with 2000 trajectories, each averaging
25 steps, necessitates at least 6.5 x 10 inferences,
which is highly inefficient.

Table 4 shows that our method achieves perfor-
mance comparable to the estimated value function
approach. However, with limited rollouts, the esti-
mates are often inaccurate, producing values of 0
at initial steps and 1 at later steps. As a result, only
a few steps are identified as critical based on these
variations. Despite this limitation, the comparable
performance of the two methods suggests the poten-
tial for achieving better results with fewer critical
steps, which we plan to explore in future work.

4.5.5 Choices of Selector LLMs

In this section, we evaluate different models for
selecting critical steps. Specifically, we use the
open-source model Llama3.1-70B-Instruct? as the
comparison teacher model to identify critical steps
on three tasks Alfworld, BabyAl and Weather. The
results in Table 5 indicate that GPT4o selected
dataset can better fine-tune the LLM agents on
all three tasks, showing that the selector model’s
capability significantly impacts the quality of
the critical step dataset. The dataset selected

2https://huggingface.co/meta—llama/Llama—3.
1-70B-Instruct
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Task Selector Performance
Alfworld [0 0B 7830
BabyAl [l o8 6723
Weather 1SR 08 $5.00

Table 5: Ablation study of the selector LLM for crit-
ical step selection on Alfworld, BabyAl, and Weather
tasks. Average performance over tasks is reported.

by Llama3.1-70B-Instruct fails to accurately
identify critical steps, instead including many
non-critical steps, which in turn reduces the agents’
performance after fine-tuning.

4.6 Critical Step Verification

We conduct an additional ablation study to evaluate
the improvement in the base model’s performance
(LLaMA-3.1-8B-Instruct) when execution begins
immediately after each identified critical step. In
trajectories containing multiple critical steps, the
model is reinitialized after each one in an iterative
manner, ensuring that all critical steps are utilized
throughout the trajectory.

Experimental results on a representative sub-
set of 100 tasks from the BabyAl and Maze en-
vironments reveal notable performance improve-
ments when the model is initialized from critical
steps, compared to start from the beginning of the
task. This indicates that the base model is gen-
erally capable of generating all non-critical steps
autonomously and that training efforts should pri-
oritize learning from critical steps specifically.

Tasks From Scratch | From Critical Step
BabyAlI 54.8 76.4
Maze 18.0 44.0

Table 6: Performance comparison of the model initial-
ized from scratch vs. from critical steps on BabyAlI and
Maze tasks.

5 Related Work
5.1 LLM Agents

LLMs have demonstrated strong capabilities as
general-purpose agents, effectively handling com-
plex tasks across diverse environments without
task-specific training. Several recent works ex-
plore different paradigms to enhance the reason-
ing, planning, and learning abilities of LLM-based
agents. (Huang et al., 2022a) demonstrate that

LLMs can act as zero-shot planners, enabling
agents to perform complex tasks directly from nat-
ural language instructions. Building on this, Inner
Monologue (Huang et al., 2022b) proposes using in-
ternal dialogues for decision-making and planning,
further eliminating the need for external training.
Similarly, AUTOACT (Qiao et al., 2024) shows
that agents can learn to solve question-answering
tasks through self-generated strategies and plan-
ning. ReST meets ReAct (Aksitov et al., 2023)
introduces a self-improvement framework in which
agents enhance their multi-step reasoning through
iterative feedback. TextGrad (Yuksekgonul et al.,
2024) leverages LLMs for automatic differentia-
tion via textual reasoning, bypassing conventional
training pipelines.

In the realm of interactive and social intelligence,
SOTOPIA (Wang et al., 2024b) emphasizes real-
time human-agent communication for acquiring
socially intelligent behavior. MMAC-Copilot ex-
tends this by employing collaborative chains to
improve LLM agents’ performance in multimodal
interaction scenarios. (Fang et al., 2024) demon-
strate the effectiveness of integrating LLMs with
external symbolic modules for zero-shot symbolic
reasoning in text-based games. To improve agent
performance in dynamic environments, MC-DML
(Shi et al., 2025) combines LLMs with Monte Carlo
planning for text-based decision-making. Lastly,
HASARD (Tomilin et al., 2025) presents a vision-
based safe reinforcement learning benchmark that
challenges embodied agents with complex egocen-
tric tasks, advancing the evaluation of safety in
RL.

5.2 Tuning Agents

Fine-tuning large language models (LLMs) to en-
hance their performance in agent-related tasks has
emerged as a key area of research, with various
works proposing innovative frameworks, datasets,
and methods. FireAct (Chen et al., 2023) fine-
tunes models using various agent trajectories in the
ReAct format, achieving substantial performance
boosts. AgentTuning (Zeng et al., 2023) demon-
strates the value of instruction tuning with datasets
such as AgentInstruct, achieving superior task per-
formance with its AgentLM models. AgentBank
(Song et al., 2024) improves agent generalization
and performance by fine-tuning LLMs with more
than 50,000 diverse interaction trajectories. Agen-
tOhana (Zhang et al., 2024) standardizes and aggre-
gates agent trajectory datasets, facilitating efficient

25341



pipelines and providing state-of-the-art results with
its xLAM-v0.1 model. AGENTGYM (Xi et al.,
2024) enables agent self-evolution through the in-
teractive AGENTEVOL framework, which reduces
human supervision through environmental feed-
back. The IPR framework (Xiong et al., 2024) re-
fines LLM agents with step-level feedback, demon-
strating strong results on complex benchmarks.
Above all, these works highlight the critical role of
fine-tuning in advancing LLLM agent capabilities,
leveraging diverse data, iterative feedback mecha-
nisms, and innovative frameworks to improve gen-
eralization, robustness, and task efficiency.

6 Conclusion

In this work, we propose a novel method, ATLAS,
for fine-tuning LLM agents by focusing on critical
steps in expert trajectories. Using an oracle LLM
as the selector, we first construct a dataset of
critical steps, which highlights the most impactful
actions in the trajectories. We then optimize the
LLMs by computing and minimizing the loss
exclusively on these critical steps. Experimental
results demonstrate that by leveraging only
30% of the steps, our method achieves superior
performance in training environments compared to
finetuning on 100% of the trajectories. Moreover,
the improved generalization ability of our finetuned
agents is also reflected in enhanced performance
on held-out tasks. These findings underscore the
importance of critical step training in maintaining
and enhancing the strengths of LLM agents while
significantly reducing training costs. This approach
offers a cost-effective solution for fine-tuning
LLMs across diverse tasks and environments.

7 Limitation

While our proposed method, ATLAS, demon-
strates significant improvements in efficiency
and generalization for fine-tuning LLM agents
on multi-environments, some aspects could be
further improved. Firstly, the current approach
to selecting critical steps depends heavily on
powerful closed-source models. It is crucial to
explore methods that enable precise critical step se-
lection while minimizing time and computatiional
costs. Additionally, the existing selection process
primarily focuses on semantic aspects; combining
it with other metrics could enhance the accuracy
of identifying critical steps and further reduce the
tokens needed for fine-tuning.
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A Environment Details

ALFWorld (Shridhar et al., 2020): ALFWorld
is a simulated household environment developed
upon the TextWorld framework, designed to require
agents to perform tasks that involve spatial naviga-
tion and the application of common-sense knowl-
edge. Within this environment, the action space
includes interactions such as object manipulation
(e.g., lifting, repositioning), environmental inspec-
tion, and the operational use of furniture. Agent
actions are executed according to predefined logi-
cal rules, with the system generating contextually
appropriate feedback. The principal evaluation cri-
terion is the success rate, with each task sequence
capped at 30 iterations to balance efficiency and
feasibility. For the AGENTTRAIJ-L dataset, a total
of 2,420 trajectories were aggregated, consisting of
1,920 instances generated by state-of-the-art com-
putational models and 500 human-annotated exam-
ples to ensure diversity and grounding in real-world
reasoning.

BabyAI (Chevalier-Boisvert et al., 2018):
BabyAl is a grid-world simulation platform featur-
ing 40 instruction-following tasks that necessitate
agent-object interaction. Agents are constrained
to a 7x7 observational grid, permitting object ma-
nipulation only within immediate proximity. The
original framework employs visual observations
and primitive actions (e.g., "move forward," "turn
left"), while an adapted version substitutes visual
inputs with textual instructions and integrates high-
level action commands (e.g., "pick up green key 1,"
"go through blue locked door 2"), thereby broad-
ening the action space. A step-discounted reward
is assigned upon successful task completion, with
unsuccessful attempts yielding zero reward. For
AGENTTRAIJ-L, 810 trajectories were generated
using state-of-the-art models. Performance is evalu-
ated via task-specific rewards, capped at 20 rounds
per task.

MAZE (Abdulhai et al., 2023): Maze is a tex-
tual environment where agents possess positional
awareness, including their current location, tar-
get destination, and adjacent obstructions. Agents
select movement in one of four directional axes
(up, down, left, right) per step, with each action
incurring a penalty of -1 until goal attainment.
AGENTTRAIJ-L comprises 215 trajectories. Per-
formance is evaluated via success rate, with task
sequences capped at 15 iterations.

Movie (Ma et al., 2024): Movie is a structured
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environment enabling LLM agents to leverage a
specialized tool for accessing film-related metadata
(e.g., cinematic details, personnel, production enti-
ties). The framework offers 16 discrete actions to
execute task-specific objectives. It integrates The
Movie Database (TMDB) API, incorporating its
dataset and operational functions to facilitate agent
interactions. Agents obtain a binary reward (1 for
correct output alignment with reference solutions,
0 otherwise). AGENTTRAIJ-L comprises 215 an-
notated trajectories, with 20 questions reserved for
evaluation and the remainder allocated to training.
Success rate serves as the primary performance
metric, with task sequences limited to 12 iterations.

SciWorld (Wang et al., 2022): SciWorld func-
tions as an empirical assessment framework for
evaluating scientific reasoning capabilities in an in-
teractive textual environment, structured to reflect
elementary-level curricular standards. The plat-
form encompasses 30 diverse task categories, oper-
ationalizing activities such as tool-based measure-
ment and mechanical experimentation. It employs
a domain-specific action space, with a simulator
generating contextual feedback on action outcomes.
The AGENTTRAIJ-L dataset includes 2,120 trajec-
tories synthesized for evaluation. Task performance
is measured via reward accumulation, with each
trial restricted to a maximum of 30 iterations.

TextCraft (Prasad et al., 2023): TextCraft is a
text-based environment modeled after WordCraft,
designed for simulating item crafting through a hi-
erarchical framework of 544 nodes aligned with
Minecraft’s recipe hierarchy. Each task specifies a
target item and a sequence of compositional craft-
ing actions (e.g., “craft <item> using <ingredi-
ents>,” “get <item>,” “inventory”’), with complex-
ity ranging from 1 to 4 procedural steps. The en-
vironment provides real-time feedback on action
validity and execution states, enabling agents to
directly acquire non-craftable items. A reward of
1 is granted exclusively upon successful synthe-
sis of the target item. For evaluation, 100 tasks
are partitioned from a broader training set, with
AGENTTRAIJ-L comprising 374 trajectories (299
generated by state-of-the-art models, 75 human-
annotated). Success rate is the primary metric,
capped at 20 rounds per task for empirical vali-
dation.

TODOList (Ma et al., 2024): Todolist is a struc-
tured environment enabling LLLM agents to manage
personal agenda data through a task-oriented inter-
face with 11 discrete operational commands. The

tool integrates the TodoList API to operationalize
task management functionalities. Agents receive
binary reward allocation (1 for congruence with
reference outputs, 0 otherwise). AGENTTRAIJ-L
comprises 135 trajectories, with 20 task instances
reserved for evaluation and the remainder allocated
to training. Performance is assessed via success
rate, constrained to a maximum of 15 iterations per
task.

Weather (Ma et al., 2024): Weather is a struc-
tured environment enabling LLM agents to retrieve
meteorological parameters (e.g., temperature, pre-
cipitation, air quality) across spatiotemporal con-
texts via a specialized tool. The framework of-
fers 18 discrete operational commands, integrat-
ing the Open-Meteo API through Python-based
implementation to enable data querying functional-
ities. Agents receive a binary reward (1 for output
alignment with reference solutions, O otherwise).
AGENTTRAIJ-L includes 311 annotated trajecto-
ries, with 20 queries reserved for evaluation and the
remainder allocated to training. Performance is as-
sessed via success rate, constrained to a maximum
of 10 iterations per task.

WebShop (Yao et al., 2022a): Webshop is a sim-
ulated e-commerce platform where agents execute
product procurement tasks adhering to predefined
criteria through interface interactions (button-based
navigation) or text-based search functionality. The
environment integrates 12,000 structured instruc-
tions and leverages over one million real-world
Amazon product listings, with 6,910 instructions
selected for task execution. AGENTTRAJ-L in-
cludes 3,930 annotated trajectories. Performance is
quantified via success rate, with task sequences lim-
ited to 10 rounds to balance efficiency and practical
applicability.

Wordle (Abdulhai et al., 2023): Wordle is a
lexical reasoning assessment framework where
agents deduce a target word from a constrained five-
letter vocabulary. The environment operationalizes
character-level feedback after each guess, indicat-
ing positional accuracy and presence of charac-
ters. Agents accumulate a step penalty of -1 un-
til successful identification or attempt exhaustion.
AGENTTRAIJ-L contains 955 trajectories. Perfor-
mance is quantified via success rate, with trials
capped at 8 rounds for empirical validation.

Academia (Ma et al., 2024): Academia is a
structured environment enabling LLM agents to
access computer science research resources (e.g.,
publications, author metadata) via seven discrete

25346



operational commands. The tool integrates the Ci-
tation Network Dataset to implement core function-
alities. Agents receive binary rewards (1 for output
alignment with reference solutions, O otherwise).
Performance is assessed via success rate across 20
evaluation tasks, with trials capped at 12 rounds
per task.

Sheet (Ma et al., 2024): Sheet is a structured
environment enabling LLM agents to manipulate
spreadsheet data via 20 discrete operational com-
mands, leveraging the Google Sheets API. Reward
is determined by structural and content congru-
ence between the agent-modified spreadsheet and
a reference template, quantified on a 0-1 scale.
Evaluation employs 20 predefined tasks, with per-
formance measured via reward accumulation and
trials capped at 15 rounds per task.

Jericho (Ma et al., 2024): Jericho is a text-
based game framework designed to evaluate agents’
capacity for interactive exploration and dynamic
world modeling within fictional narratives. These
tasks demand agents to infer contextual rules
(e.g., magical systems) through iterative interac-
tion rather than pre-existing commonsense knowl-
edge. To address operational feasibility given LLM
agents’ context window constraints, original game
objectives (often requiring 50-300 steps) are re-
structured into modular subtasks achievable within
15 steps. For example, the zork1 dungeon explo-
ration is redefined as “locate the secret passage en-
trance in the living room,” reducing the sequence to
8 steps. This adaptation preserves core exploratory
challenges while aligning task complexity with
computational tractability.

PDDL (Ma et al., 2024): The Planning Do-
main Definition Language (PDDL) serves as a
framework for evaluating strategic reasoning in
symbolic planning tasks, with four benchmark do-
mains—Gripper, Barman, Blocksworld, and Tyre-
world—designed to test multi-step action sequenc-
ing under efficiency constraints. Agents must navi-
gate domain-specific objectives (e.g., transporting
objects, mixology, block stacking, tire installation)
by optimizing action sequences to minimize re-
dundant operations. For instance, in the Barman
domain, agents strategically allocate containers
to reduce cleaning cycles during cocktail prepa-
ration. To enable natural language interaction, sym-
bolic PDDL predicates (e.g., ontable(shaker1))
and actions (e.g., clean-shaker) are translated
into textual observations (e.g., “Shakerl is on
the table”) and instructions (e.g., “Clean shakerl

with handl while hand2 is empty”). Each do-
main features 10-20 curated multi-round problems,
with progress measured via a normalized match-
ing score that quantifies alignment between the
current state and the goal state. Full task comple-
tion (100% progress) requires satisfying all goal
conditions, such as hierarchical block placement
in Blocksworld. This adaptation bridges sym-
bolic planning with language-agent interoperability
while preserving strategic complexity.

B More Implementation Details

B.1 Training Configuration

We use the Adam optimizer (Kingma, 2014), with
a learning rate of 2e-5 and a cosine scheduler for
the agent fine-tuning. The models are trained with
3 epoches and a warmup rate 0.03. The batch size
is 128 and the max length of 8192. All experiments
are conducted on 4 NVIDIA A100 80G GPUs and
fine-tunes a Llama3.1-8B-Instruct on ATLAS takes
approximately 8 hours. We use PyTorch FSDP
(Paszke et al., 2019) for efficient training.

B.2 Perplexity Selection

The perplexity-based selection method identifies
critical steps by measuring the generation difficulty
of each step within a trajectory. We compute per-
plexity as the exponentiated average negative log-
likelihood of a step’s tokens under the model’s dis-
tribution. Formally, the perplexity for step x is
defined as:

||
1
PPL(z) = exp T Zlogp(:z:t | £1.4-1)
t=1

5)
where |z| is the token length of the step, and
p(x¢ | £14—1) is the model’s probability for token
x; given its context. Higher perplexity values indi-
cate steps that are more challenging for the model
to generate.
Instead of using a fixed threshold, we dynami-
cally select the top 30% of steps with the highest
perplexity within each trajectory.

B.3 Value Estimation

We follow the rollout setup of (Xiong et al., 2024),
which defines the rollout estimate reward function
as 7s(s¢, ay) as the estimated outcome reward from
the exploration starting step ¢. The agent with pol-
icy 7y is employed to rollout trajectory 7., from
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step t, based on the historical trajectory 7_1. The
environment then gives a final reward (i, 7,,, F')
for the trajectory. The estimated reward can be
calculated as:

Ts(St, at) = ETnNﬂ'S(Tt;n|Tt_1) [Y’O(i, Tn, E)] (6)

Due to the complexity of computing this expec-
tation value directly, we utilize the Monte Carlo
sampling technique for estimation. By drawing
N trajectories from step ¢ using 75, we create a
collection of trajectories:

{rO)i=1,... N} =MC,,(r_1;N) (7

The estimated reward is then calculated as:

N .
rs(st at) = % Zi:l TO(Zan,E), fort < n,
) To(i,Tn7E)7 fOI't = n.

®)

Then the value function V™ (s;) is estimated as the
expectation over all possible trajectories starting
from state s; under policy =:

n
Vﬂ-(st) = ETt:nNﬂ'(Tt;n|St) Z ’ykitrs(sk’ ak) )
k=t

(©))
where 7 is the discount factor which we set to be
0.99 here. Finally, we compute the difference be-
tween consecutive steps. If this difference exceeds
the threshold of 0.1, the step is identified as a crit-
ical step. At this point, we designate the expert
action corresponding to the same timestep ¢ as
trainable and calculate the loss associated with that
action.

C Additional Results

Detailed results of other backbone models, random
selection and different critical selection ratio m are
shown in Table 7.

D Prompts Details

D.1 Prompts of Critical Step Selection

Critcal Selection Prompts

A critical step is defined as a key action or decision that, if
performed correctly, significantly increases the likelihood
of successfully completing the task. It represents a turning
point in the process that influences the outcome of subse-
quent actions. More specifically, critical steps include:

¢ Plan Creation: Steps where the LLM agent formu-
lates sub-goals by analyzing previous observations
and considering the final objective, breaking down
the larger goal into manageable tasks that guide the
agent’s actions towards the overall outcome.

¢ Critical Observation: Steps where the LLM agent
identifies and analyzes key information from the en-
vironment, which help agent understand the objective
or state and refine its strategy and decision-making
towards more effective outcomes.

e Critical Action: Steps where the LLM agent takes
decisive and impactful actions based on prior obser-
vations, significantly advancing the process toward
the final objectives. These actions are crucial in shap-
ing the direction of the agent’s strategy and are often
pivotal moments that determine progress or failure,
ensuring that the agent remains on track to achieve
the desired outcome.

¢ Self Correction: Steps where the LLM agent care-
fully recalls and assesses its previous actions or de-
cisions, especially after encountering failure or sub-
optimal outcomes. During this process, the agent
reflects on what went wrong, identifies areas for im-
provement, and adjusts its approach to enhance future
performance, which helps the agent refine its decision-
making and better align with the overall objective.

Task Description: Your task is:

1. Induce a high-level plan or strategy based on the ex-
pert conversation, summarizing the key steps needed
to successfully complete the task.

2. Based on this high-level plan, identify the most criti-
cal action steps in the expert conversation. A maxi-
mum of {} steps may be chosen from the conversa-
tion.

3. Provide a detailed explanation for choosing these
critical steps, specifying which category (e.g., key
observation, planning, recall, pivotal action) they be-
long to and why mastering these steps ensures the
success of the task.

Answer Format:

1. The high-level plan is: [Summarize the strategy and
key steps for task completion]

2. The critical steps are: conversation]...]

3. Reason: [Explain why these steps are critical, includ-
ing which category they fall into (key observation,
planning, recall, pivotal action) and how they enable
the player to avoid mistakes in subsequent steps]
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I held-in I held-out

‘ Alfworld Babyai Maze Movie Sciworld Textcraft Todo Weather Webshop Wordle AVG ‘ Sheet Academic Jericho PDDL AVG

Mistral-7B-Instruct-v0.3

AgentTraj-L | 79.50 76.43  44.00 75.00 47.32 76.00  75.00  25.00 72.00 8.00 57.83 | 35.00 2239 6.55 250 16.61
Ours ‘ 85.00 77.73  40.00 85.00 56.59 69.00  85.00  30.00 72.00 8.00 60.83 ‘ 45.00 30.44 6.32 253 21.07

Qwen2.5-7B-Instruct

AgentTraj-L | 78.50 73.48 32.00 80.00 39.51 55.00  90.00  40.00 65.50 8.00  56.20

Model

55.00 41.56 1452 977 3021

Ours 76.50 80.90  40.00 80.00 41.32 64.00  80.00  40.00 62.50 12.00  57.72 | 55.00 39.96 1676  11.72  30.86
Random Selection

40% 83.50 73.08 60.00 85.00 37.51 69.00  75.00 50.00 69.50 16.00  61.86 | 55.00 40.71 1897 1596 32.66

30% 83.50 71.70  40.00 80.00 38.32 67.00  80.00 50.00 68.50 20.00 59.90 | 70.00 48.63 1480 18.71 38.04

20% 81.00 7230 36.00 80.00 39.98 65.00  80.00 60.00 64.50 12.00  59.08 | 65.00 4335 1393  16.64 3473

10% 78.50 72.78  32.00 80.00 41.02 66.00  80.00 55.00 65.50 16.00  58.68 | 55.00 36.95 9.80 1439 29.04
Critical Selection Ratio

30% 84.50 80.98  48.00 90.00 42.01 72.00  90.00  60.00 71.50 20.00 65.91 | 70.00 49.39 1821 1584 38.36

20% 82.50 73.77  48.00 80.00 34.68 72.00  80.00  50.00 71.00 12.00  60.40 | 70.00 43.90 25.01 8.94  36.96

10% 78.00 83.76 44.00 75.00 36.13 64.00  80.00  50.00 67.00 12.00  58.99 | 60.00 35.63 13.01 16.08 31.18

Table 7: Detailed performance of other backbone models, random selection and different critical selection ratio m.
The best performance in each section is highlighted in bold.

D.2 Prompts for Task Inference

We adopt the setup of AgentGym (Xi et al., 2024)
and utilize the same prompts for task inference. For
further details, please refer to Appendix G: Prompt
Details of AgentGym.
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