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Abstract

We introduce TestCase-Eval, a new benchmark
for systematic evaluation of LLMs in test-case
generation. TestCase-Eval includes 500 algo-
rithm problems and 100,000 human-crafted so-
lutions from the Codeforces platform. It fo-
cuses on two pivotal tasks: (1) Fault Coverage,
which measures how well LLM-generated test
sets probe diverse input scenarios and cover a
wide range of potential failure modes. (2) Fault
Exposure, which evaluates whether LLMs can
craft a tailored test input that reveals a spe-
cific incorrect code implementation. We pro-
vide a comprehensive assessment of 19 state-
of-the-art open-source and proprietary LLMs
on TestCase-Eval, offering insights into their
strengths and limitations in generating effective
test cases for algorithm problems.
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1 Introduction

Algorithmic problem-solving is fundamental to
computational fields such as software engineer-
ing, data science, and competitive program-
ming (Jimenez et al., 2023; Huang et al., 2023; Jain
etal.,2024; Yu et al., 2024a; El-Kishky et al., 2025).
The correctness and robustness of algorithmic solu-
tions hinge on the quality of test suites—carefully
designed inputs that uncover edge cases, corner
conditions, performance limitations, and common
failure scenarios (Austin et al., 2021; Hendrycks
etal., 2021; Li et al., 2022). Traditionally, crafting
such test cases requires significant domain exper-
tise and manual effort. With the rapid advancement
of LLMs capable of sophisticated code generation,
a crucial question arises: Can LLMs generate
high-quality test cases that match or surpass
those designed by human experts?

We introduce TestCase-Eval, a comprehensive
benchmark for systematically evaluating LLMs in
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test-case generation for algorithmic problems. It
comprises 500 up-to-date algorithm problems and
100,000 corresponding real-human crafted solu-
tions, both sourced from the Codeforces platform.
As illustrated in Figure 1, TestCase-Eval features
two core tasks, each targeting a crucial aspect of
test-case quality: (1) Fault Coverage, which evalu-
ates whether LLM-generated test cases effectively
explore diverse input scenarios, including edge
cases and boundary conditions, to expose various
types of incorrect solutions. (2) Fault Exposure,
which evaluates whether an LLM can generate a
targeted test input that successfully exposes the
flaws in a specific given incorrect solution.

We conduct an extensive evaluation on TestCase-
Eval, covering 19 frontier open-source and pro-
prietary LLMs. Our experimental results demon-
strate that TestCase-Eval presents a significant
challenge, with even top-performing models like
Qwen3-32B scoring only 43.8% on the Fault Ex-
posure task—far below human expert performance
(93.3%). These findings underscore the inherent
difficulty of TestCase-Eval. Furthermore, our in-
depth analysis of reasoning LLMs, CoT reasoning,
and model performance across different program-
ming languages and error types offers valuable in-
sights for future advancements in the field.

2 Related Work

Prior works on LLM-based test-case generation
follows two main directions: (1) Enhancing code
generation via self-debugging, where models itera-
tively refine solutions by generating and analyzing
test cases (Chen et al., 2022; Zhang et al., 2023;
Shinn et al., 2023; Jiao et al., 2024; Zeng et al.,
2025). (2) Improving code evaluation by leverag-
ing LL.Ms to generate diverse test cases, as used in
recent code generation evaluation benchmarks (Liu
et al., 2023; Du et al., 2024; Yu et al., 2024b; Jain
et al., 2024). Despite these advancements, a sys-
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Figure 1: An overview of TestCase-Eval and the research pipeline in this study.

tematic study on the standalone capability of LLMs
in test-case generation remains an open challenge.
A closely related benchmark for algorithmic prob-
lem test-case generation is TestEval (Wang et al.,
2024), which evaluates test generation for Leet-
Code problems but relies on traditional Line and
Branch Coverage assessment (illustrated in Ap-
pendix A.1), which may be inadequate for algo-
rithmic problem settings. For instance, the 6.7B
DeepSeek-Coder achieves over 90% in TestEval,
with top models nearing 100%. Our work shifts the
focus to more challenging CodeForces competition
problems and introduces two novel and challenging
tasks. Even state-of-the-art models achieve only
around 40% on the task of Fault Exposure.

3 TestCase-Eval Benchmark

This section discusses the TestCase-Eval bench-
mark construction and task settings, as illustrated
in Figure 1.

3.1 Source Data Collection

We first outline the data collection process, which
involves collecting problems with corresponding
correct and incorrect human-written solutions.

Problem Collection. We collect algorithmic
problems from Codeforces contests held between
January 1, 2024, and December 30, 2024. This
time frame falls outside the pretraining period of
most existing foundation models, reducing poten-
tial data memorization concerns. Our goal is to
curate a dataset that (1) includes a substantial num-
ber of incorrect submissions and (2) ensures ac-
curate offline evaluation. To achieve this, we ap-
ply a series of filtering steps. First, we exclude
problems requiring special judge functionalities

(detailed in Appendix B.3), as these allow multi-
ple valid outputs for a single input, often leading
to unreliable evaluations. Next, we verify each
problem by running ten correct human-written so-
lutions sourced from Codeforces, ensuring they
consistently produce identical outputs for the same
test inputs. Additionally, we remove problems with
fewer than 1,000 online incorrect submissions to
ensure a diverse range of mistakes. After this se-
lection process, our final dataset includes a total of
500 problems. Figure 3 in Appendix presents the
distribution of problem difficulty ratings.

Human-written Solution Collection. For each
problem in TestCase-Eval, we collect 200 incorrect
submissions (i.e., human-written solutions along
with their evaluation outcomes) from the Code-
forces platform. The platform provides detailed
error types for each incorrect submission, such
as “Memory Limit Exceeded”, “Time Limit Ex-
ceeded”, “Runtime Error”, and “Wrong Answer”.
Additionally, it specifies the test case index where
the error occurred (e.g., “Wrong answer on test
5”), with higher indices generally indicating more
complex or inherent errors. Leveraging this infor-
mation, we categorize incorrect submissions into
three difficulty levels: Easy, Medium, and Hard.
(Detailed difficulty definition and distribution are
illustrated in Appendix B.2) To ensure diversity, we
select code written in three widely used program-
ming languages: C++, Python, and Java. We begin
by crawling the submission logs for each prob-
lem, which contain the complete history of contes-
tant submissions. These logs are carefully filtered
based on test case failures and programming lan-
guage criteria, resulting in a comprehensive dataset
of 100,000 submissions. (Detailed dataset collec-
tion and sampling pipeline are illustrated in Ap-
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pendix B.2)

We next outline the construction process for the
two evaluation tasks in TestCase-Eval.

3.2 Fault Coverage Evaluation (Task 1)

This task assesses the LLM’s ability to generate
comprehensive test inputs that effectively detect
faulty code implementations. Specifically, given
the description of an algorithmic problem, the LLM
must thoroughly understand the problem and gen-
erate a specified number of test cases that maxi-
mize coverage of incorrect solution scenarios. Let
Ty = {t1,t2,...,tn} represent the set of N test
inputs generated by the LLM. For each test input ¢;,
let F(¢;) denote the subset of incorrect submissions
it detects, drawn from the complete set of incor-
rect solutions Fiota1, the final score for this task is
defined as the coverage rate of incorrect solutions
when generating N test inputs:

UY, 7(t:)
|-Eota1‘

CovQN =

It quantifies the LLLM’s effectiveness in generat-
ing diverse and impactful test cases that expose
incorrect implementations.

3.3 Fault Exposure Evaluation (Task 2)

This task is inspired by the hacking phase in Code-
Forces competitions, where participants analyze
others’ solutions and attempt to “hack” them by
providing inputs that reveal flaws in the code. The
goal is to assess the LLM’s ability to understand
both the problem and the specific errors present
in the faulty implementation. Given the descrip-
tion of an algorithmic problem and a single faulty
code implementation f; within the sampled set F
(a strategically sampled subset of Fio1), Task 2
requires the LLM to generate a single test input
t; to exploit the fault. The Fault Exposure Rate is
computed as:

1
Fault Exposure Rate = 7 Z e(fi, ti), where
fieF

if t; successfully exposes fault in f;,

17
6(f’i’t’i) = {

0, otherwise.

It measures both general test case generation capa-
bilities and targeted fault detection performance.

4 Experiment

4.1 Experiment Setup

We evaluate 11 series of open-source models,
including Qwen2.5 (Yang et al., 2024b) and
Qwen2.5-Coder (Hui et al., 2024), Qwen3 (Yang
et al.,, 2025), QwQ (Team, 2025), Llama-
3.1&3.3 (Meta, 2024), Gemma-3 (Team et al.,
2025), DeepSeek-R1 (DeepSeek-Al et al., 2025),
Mistral-Small (Jiang et al., 2023), Codestral (Team,
2024), and SeedCoder (Seed, 2025). We also eval-
uate two series of proprietary models, including
GPT-40 (OpenAl, 2024) and GPT-4.1 (OpenAl,
2025). Appendix C.1 details the parameter settings
and model configurations. We evaluate the models
with both Direct Output and Chain-of-Thought
prompts, with prompting examples presented in
Appendix C.2. We utilize the sandbox environ-
ment from ExecEval (Khan et al., 2023) for code
execution and test input evaluation, ensuring secure
execution and reliable assessment of results. To ap-
proximate human-expert-level performance on
TestCase-Eval, we randomly sampled 20 problems
from the dataset. Two human experts, with Code-
forces ratings of 2080 and 2237, independently
completed both Task 1 and Task 2 for each problem.
Their performance was then averaged to obtain the
final assessment.

4.2 Experimental Results and Analysis

Table 1 illustrates the model performance on
TestCase-Eval. Our key findings are as follows:

TestCase-Eval presents substantial challenges
for current models. The TestCase-Eval bench-
mark is highly challenging, as evidenced by the
significant performance gap between models and
human experts on both tasks. This gap is par-
ticularly pronounced in Task 2 (Fault Exposure),
where human experts achieve a 93.3% fault expo-
sure rate, more than double the best-performing
model, Qwen3-32B (43.8%). While Task 1 (Fault
Coverage) also shows a considerable gap, mod-
els achieve relatively higher scores, suggesting
that generating a broad set of test cases is more
tractable than triggering specific code flaws. Fur-
thermore, we observe that Task 2 yields more stable
and reproducible results across multiple evaluation
runs, whereas Task 1 scores exhibit higher variance,
likely due to the stochastic nature of generating a
diverse set of test inputs.
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Chain-of-Thought Direct Output

Models T1: Fault Coverage T2: Fault Exposure
c@] c@5 c@10c@20 Easy Med. Hard Ovr. GPT-4.1
Human Expert 562 857 93.5 97.2 950 92.5 91.8 93.3
GPT-4.1 453 675 74.1 80.0 429 343 303 365
GPT-4.1-mini 388 632 68.5 72.6 392 324 274 33.6 GPT-4.1-mini
GPT-40 364 603 69.7 73.5 37.5 305 25.2 317
Qwen3-8B 462 785 879 92.1 48.6 39.8 33.1 413
Qwen3-32B 50.8 823 92.6 95.7 527 425 332 43.8 Quen25-Coder-328
R1-Distill-Qwen-32B 31.9 653 75.6 82.6 48.7 39.7[339 41.6 0 1 20 3
QwQ-32B 373 589 67.6 783 494 38.0 30.2 40.2 — v bython
Qwen2.5-7B 386 654 73.0 79.1 398 342 295 350 |
Qwen2.5-Coder-7B 367 63.2 705 765 37.2 33.1 29.9 33.7
Qwen2.5-32B 444 709 79.6 884 388 304 255 323 40/
Qwen2.5-Coder-32B  35.8 667 81.8 89.7 40.5 34.0 273 34.6
Qwen2.5-72B 382 57.8 652 73.1 33.6 27.5 242 290 O]
Llama-3.1-70B 478 754 848 909 379 335 305 343 ]
Llama-3.3-70B 432 725 812 88.6 33.8 27.9 252 29.5
Mistral-Small-24B 355 719 80.4 883 37.4 31.9 284 331 101
Codestral-22B 348 68.8 874 90.8 349 282 264 303 | ‘ ‘
Gemma-3-12B 304 546 61.0 653 357 31.9 333 33.8 GPT-4.1 GPT-4.1-mini Qwen2.5-Coder-328
Gemma-3-27B 324 556 64.1 707 343 283 283 30.7
Seed-Coder-8B 307 632 756 874 345 28.1 255 299  Figure 2: (Top) Performance comparison between

Table 1: Performance of the evaluated LLMs with CoT reason-
ing on TestCase-Eval. For Task 1, we report Coverage @N; for

Task 2, we report fault exposure rate.

Open-source models compete with or surpass
proprietary counterparts. Our results indicate
that leading open-source models are highly com-
petitive. In Task 1 (Fault Coverage), several
open-source models, including Qwen3-32B (50.8
cov@1) and Llama-3.1-70B (47.8 cov@1), outper-
form the best proprietary model, GPT-4.1 (45.3
cov@1). The trend continues at higher N values,
where Qwen3-32B’s cov@20 score of 95.7 sig-
nificantly surpasses GPT-4.1’s 80.0. In the more
reasoning-intensive Task 2, while the Qwen3 series
leads, GPT-4.1 shows strong performance with a
36.5% fault exposure rate, outperforming all other
general-purpose open-source models like Llama-
3.1-70B (34.3%). This highlights a competitive
landscape where proprietary models do not hold a
universal advantage in our benchmark.

Reasoning LLMs outperform general-purpose
LLM:s on both tasks. Reasoning-oriented mod-
els, such as the Qwen3 series, demonstrate superior
performance on both tasks. Notably, Qwen3-32B
achieves the highest scores in Task 1 across all met-
rics (e.g., 50.8 cov@1 and 95.7 cov@20), clearly
surpassing strong general-purpose models such as
Llama-3.1-70B, as well as proprietary models like
GPT-4.1. This performance gap becomes even
more pronounced in Task 2, which demands deeper

CoT prompting and direct-output prompting for
Task 2. (Bottom) Overall model performance us-
ing CoT prompting across C++, Java, and Python
in Task 2.

analytical capabilities. Qwen3-32B and R1-Distill-
Qwen-32B attain the top two fault exposure rates,
at 43.8% and 41.6% respectively, with a substantial
margin over all other evaluated models. These re-
sults suggest that reasoning models excel because
they are better equipped to analyze algorithmic
problem descriptions, systematically identify pos-
sible fault patterns, and generate high-quality test
inputs.

CoT prompts vs direct-output prompts. Our
experiments reveal that CoT prompting signifi-
cantly outperforms direct-output prompting in gen-
erating test cases (Figure 2). This advantage stems
from CoT’s structured reasoning process, which
guides the model through intermediate steps be-
fore arriving at the final output. Such an approach
is particularly beneficial for the complex tasks in
TestCase-Eval, where systematic thinking is crucial.
When generating test cases for fault exposure, CoT
prompting led to more effective fault detection, es-
pecially in challenging edge cases. This suggests
that models benefit from explicit reasoning steps,
as they help decompose intricate problems and im-
prove fault exposure rate in nuanced scenarios.

Comparison of fault exposure results across dif-
ferent programming languages. In Fault Expo-
sure task, model performance varies across pro-
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gramming languages. As shown in Figure 2, mod-
els generally achieve higher fault exposure rates on
Python solutions, likely due to Python’s dynamic
typing, flexible syntax, and interpreted execution,
which facilitate the generation of diverse test cases
that reveal faults. In contrast, C++ and Java exhibit
lower fault exposure rates, possibly due to their
strict type enforcement, manual memory manage-
ment, and compiled execution, which can limit the
likelihood of generating inputs that reveal subtle
faults. Addressing these differences through tar-
geted adaptation could help improve fault detection
across a wider range of programming languages.

Performance breakdown to four major error
types. Table 2 provides a detailed breakdown
of model performance on task 2 across four ma-
jor error types: Wrong Answer (WA), Runtime
Error (RE), Time Limit Exceeded (TLE), and
Memory Limit Exceeded (MLE). A clear trend
emerges from the data: models generally demon-
strate stronger capabilities in detecting logical and
execution-related faults (WA and RE) compared
to resource-based faults (TLE and MLE). This
suggests that current LLMs are generally better
at detecting logical or edge-case errors than time
or memory inefficiencies.

Notably, the best-performing models, Qwen3-
32B and RI1-Distill-Qwen-32B, exhibit signifi-
cantly higher accuracy on Wrong Answer type.
Given that WA constitutes the largest proportion
of error types, their superior performance in this
category is the primary driver of their high overall
accuracy (43.8% and 41.6%, respectively). This
finding underscores that the strength of these ad-
vanced reasoning models lies in their enhanced
ability to construct precise test cases that target and
expose logical inconsistencies within code.

5 Conclusion

We introduce TestCase-Eval, a new benchmark for
evaluating LLMs in test-case generation for algo-
rithmic problems, with a focus on Fault Coverage
and Fault Exposure. Our results show that all the
evaluated LLMs struggle with harder faults, high-
lighting the challenge of automated test-case gen-
eration. Although CoT prompting enhances perfor-
mance, a substantial gap remains between frontier
LLMs and human experts. These findings empha-
size the need for further research to enhance LLMs’
capabilities in generating high-quality test cases
and their practical application in software testing.

Models WA RE TLE MLE Ovr.
GPT-4.1 42.0 354 209 251 365
GPT-4.1-mini 393 32.0 174 246 33.6
GPT-40 37.1 29.0 164 25.1 31.7
Qwen3-8B 48.0 39.0 228 269 413
Qwen3-32B 522 387 212 223 438
R1-Distill-Qwen-32B 48.0 37.8 239 30.3 41.6
QwQ-32B 49.1 35.1 164 149 40.2
Qwen2.5-7B 38.7 374 236 314 350
Qwen2.5-Coder-7B 35.5 39.8 26.5 36.0 33.7
Qwen2.5-32B 36.8 347 18.0 28.6 323
Qwen2.5-Coder-32B 389 38.3 21.0 269 34.6
Qwen2.5-72B 33.0 30.5 16.8 20.6 29.0
Llama-3.1-70B 36.5 33.9 277 36.6 343
Llama-3.3-70B 329 30.2 19.3 24.6 29.5
Mistral-Small-24B 35.8 37.4 23.1 40.0 33.1
Codestral-22B 33.1 35.0 20.3 314 303
Gemma-3-12B 358 35.1 27.7 309 338
Gemma-3-27B 33,5 333 223 21.7 307
Seed-Coder-8B 32.8 31.7 205 314 299

Table 2: Performance breakdown of evaluated LLMs on
task 2 (fault exposure), reported by four error types.

Limitations

While TestCase-Eval provides a comprehensive
benchmark for evaluating LL.Ms in test-case gener-
ation, several limitations warrant further investiga-
tion: (1) Our evaluation primarily emphasizes quan-
titative performance indicators, such as fault cov-
erage and exposure rates, which might not capture
the nuanced failure modes that may arise in LLM-
generated test cases. Future work could include
more detailed error analyses to uncover specific
failure patterns and model weaknesses. (2) The
difficulty levels (Easy, Medium, Hard) in TestCase-
Eval are determined by the test case index where
an incorrect solution first fails. While this provides
a reasonable estimate of error complexity, it does
not explicitly categorize the types of mistakes. (3)
Our benchmark focuses on correctness-based faults
and does not systematically test performance bot-
tlenecks (e.g., time limit exceeded, memory limit
exceeded). Although some incorrect submissions
fail due to resource constraints, we do not explicitly
assess whether LLMs generate test cases that effec-
tively expose computational complexity flaws. (4)
While TestCase-Eval targets test-case generation,
practical software testing also requires identifying
the root cause and location of bugs. Future work
could extend this to more holistic debugging and
fault localization tasks.
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A Related Work

A.1 Line and Branch Coverage

In the realm of software testing, two pervasive
metrics are Line Coverage and Branch Coverage.
These are often used to evaluate the adequacy of
test cases in executing program code.

Specifically, Line Coverage measures the per-
centage of lines of code that have been executed by
a set of test cases. It provides insight into which
lines of the codebase are actually executed during
testing, aiming to ensure that all parts of the code
are tested at least once. Branch Coverage takes a
more granular approach by focusing on the control
structures within the code, such as if statements and
switch cases. It evaluates whether each possible
branch (i.e., each path through a control structure)
has been executed. This metric ensures that all
possible execution paths are tested.

While these metrics are invaluable in traditional
software testing, they fall short in the context of
competitive algorithm problems for several reasons:
(1) Algorithm Complexity and Diversity: Competi-
tive algorithm problems often involve complex data
structures and intricate algorithmic logic that can-
not be fully represented by simple line or branch
execution. The focus is on the correctness and
efficiency of the algorithm, rather than merely exe-
cuting each line or branch of code. (2) Outcome-
Oriented Nature: The primary goal in algorithm
competitions is to solve problems correctly and ef-
ficiently, not just to achieve high code coverage.
An algorithm may achieve high line and branch
coverage but still fail to solve the problem correctly
or efficiently. (3) Diversity of Test Cases: Algo-
rithm competition problems require testing against
a wide variety of edge cases and specific inputs.
The generation and evaluation of these test cases
extend beyond the scope of simple line and branch
coverage metrics, which may not adequately reflect
the comprehensiveness of the test cases in ensur-
ing algorithmic correctness and robustness. Tradi-
tional Line and Branch Coverage metrics may be
inadequate in the context of algorithmic problems.
Therefore, we propose two new tasks, Fault Cover-
age and Fault Exposure, along with corresponding
evaluation metrics.

B TestCase-Eval Benchmark

We provide a detailed explanation of the problems
and human-written solutions within the dataset.

2500-3500
800-1100

28.8% 232%
8%

13.2%

15.4% 2100-2400

19.4%
1200-1500

1600-2000

Figure 3: Distribution of Problem Difficulty Levels.

B.1 Problems

Each problem sourced from the Codeforces plat-
form comprises several key elements: 1) title, 2)
time limit, 3) memory limit, 4) problem descrip-
tion, 5) input format, 6) output format, 7) test case
examples, and 8) optional note. We utilize all of
this data to form the problem_description
string, which acts as the input for the LLM.

Additionally, we analyze the distribution of prob-
lem difficulty ratings, which is illustrated in Figure
Figure 3.

B.2 Human-written Solutions

To ensure both the representativeness and diversity
of error patterns in our benchmark, we developed
a comprehensive dataset collection and sampling
pipeline.

For each selected Codeforces problem, we first
crawled the complete submission logs to collect a
representative set of user-submitted incorrect solu-
tions. Specifically, for each problem, we initially
sampled 100 incorrect solutions for each of the
three major programming languages (C++, Python,
and Java), resulting in a preliminary pool. We then
applied multiple rounds of filtering and cleaning to
ensure quality and diversity. This process yielded
a final set of 118,611 human-written incorrect solu-
tions across 500 algorithmic problems, amounting
to an average of 237 solutions per problem. These
submissions reflect genuine programming errors
from a diverse pool of users, capturing a broad
spectrum of error types and difficulty levels ob-
served in real-world programming scenarios.

We imposed strict criteria on the sampled so-
lutions: each must be semantically valid and exe-
cutable, passing compilation and basic test cases
without syntax or runtime errors, and failing only
under specific, non-trivial input conditions. This de-
sign ensures our benchmark targets input-sensitive

1058



faults—precisely those that require sophisticated
and diverse test input generation to detect.

To construct a manageable yet representative
subset for Task 2, we performed stratified sampling
for each problem. We began by analyzing the dis-
tribution of incorrect solutions by error type and
difficulty, which we defined based on the index of
the first failed test case. Guided by this analysis,
we sampled 20 incorrect solutions per problem, en-
suring balanced representation across three major
programming languages and maintaining propor-
tional coverage of both error types and difficulty
levels.

Codeforces problems typically include between
a dozen and over two hundred test cases, each com-
prising a set of inputs and expected outputs. For a
given submission, the verdict “Wrong answer on
test 5” indicates that the solution passed the first
four test cases but failed on the fifth. The index
of the first failed test case thus serves as a crucial
signal for assessing both the difficulty of a solution
and the effectiveness of generated test cases.

Based on this index, we categorize solutions into
three levels of difficulty: Easy, Medium, and Hard.
Specifically, we sort all human-written solutions
for each problem by the index of the first error,
assigning the bottom 40% to Easy, the middle 30%
to Medium, and the top 30% to Hard.

B.3 Special Judge

In competitive programming platforms like Code-
forces, certain problems permit multiple valid test
outputs for a single test input. To validate such
outputs, a special judge is employed. This cus-
tom code evaluates the correctness of each output,
as straightforward comparison to a reference out-
put is inadequate due to the problem’s complexity.
Figure 4 illustrates a problem that necessitates a
special judge.

For accurate offline evaluation, we excluded all
problems requiring a special judge. Such problems
can cause inconsistent assessments since they allow
multiple correct outputs for the same input.

B.4 Multiple Test Cases

In competitive programming platforms (especially
Codeforces), multiple test cases within a single
test input are a standard feature. As illustrated in
Figure 4, problem input specifications often be-
gin with instructions such as “Each test contains
multiple test cases” emphasizing the expectation
that solutions correctly process a batch of cases

in one execution. Through manual inspection of
our dataset, we verified that 439 out of the 500
problems inherently require handling multiple test
cases. To ensure comprehensive test coverage, we
designed our prompt in Appendix C.2 to explicitly
guide LLMs in generating diverse test cases in a
single test input.
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B. Kevin and Geometry

time limit per test: 1 second
memory limit per test: 256 megabytes

Kevin has n sticks with length a1, as, ..., a,.

Kevin wants to select 4 sticks from these to form an isosceles trapezoid* with a positive area. Note that rectangles and squares are also
considered isosceles trapezoids. Help Kevin find a solution. If no solution exists, output —1.

* Anisosceles trapezoid is a convex quadrilateral with a line of symmetry bisecting one pair of opposite sides. In any isosceles trapezoid, two opposite sides
(the bases) are parallel, and the two other sides (the legs) are of equal length.

Input
Each test contains multiple test cases. The first line contains the number of test cases ¢ (1 < ¢t < 10")A The description of the test cases
follows.

The first line of each test case contains a single integern (4 < n < 2 - 10%).
The second line contains 7 integers ay, @z, ...,a, (1 < a; < 10%).
Itis guaranteed that the sum of n over all test cases does not exceed 2 - 10°.

Output
For each test case, output 4 integers — the lengths of sticks. If no solution exists, output —1.

If there are multiple solutions, print any of them.

T This indicts the problem needs a special judge
Example

input Copy

7

4

55510
4
10510 5
a4

1234

4

1113

6
421571
6

10 200 30 300 30 100
4

12

output Copy

55510
5510 10
-1
-1
1145

100000000 100000000 1 2

Note
In the first test case, you can form an isosceles trapezoid with bases of length 5 and 10, and two legs of length 5.

In the second test case, you can form an isosceles trapezoid with two bases of length 5 and two legs of length 10. A rectangle is
i ani id here.

In the third test case, there are no sticks with the same length. It's impossible to form an isosceles trapezoid.

In the fourth test case, it's i ible to form an i id with a positive area.

Figure 4: An example of a problem that needs a special judge.
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C Experiment Setup
C.1 Evaluated Model Configuration

Table 3 details the configuration of each evaluated model. Across all experiments, the temperature is
set to 1.0 to ensure diversity in the LLM-generated test cases. The maximum output length is generally
configured to 2048 tokens, which suffices for most standard models. However, for reasoning models
like QwQ-32B and R1-Distill-Qwen-32B, this maximum output length is extended to 18,000 tokens
to accommodate their long CoT reasoning mechanisms. All inference processes are conducted on two
NVIDIA A100-80G GPUs.

C.2 CoT and Direct Output Prompts
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Model Citation Version

GPT-4.1 OpenAl (2025) gpt-4.1-2025-04-14

GPT-4.1-mini OpenAl (2025) gpt-4.1-mini-2025-04-14

GPT-40 OpenAl (2024) gpt-40-2024-11-20

Qwen3-8B Yang et al. (2025) Qwen/Qwen3-8B

Qwen3-32B Yang et al. (2025) Qwen/Qwen3-32B

R1-Distill-Qwen-32B | DeepSeek-Al et al. (2025) | deepseek-ai/DeepSeek-R1-Distill-Qwen-32B
QwQ-32B Team (2025) Qwen/QwQ-32B

Qwen2.5-7B Yang et al. (2024a) Qwen/Qwen2.5-7B-Instruct
Qwen2.5-Coder-7B Hui et al. (2024) Qwen/Qwen2.5-Coder-7B-Instruct
Qwen2.5-32B Yang et al. (2024b) Qwen/Qwen2.5-32B-Instruct
Qwen2.5-Coder-32B Hui et al. (2024) Qwen/Qwen2.5-Coder-32B-Instruct
Qwen2.5-72B Yang et al. (2024b) Qwen/Qwen2.5-72B-Instruct
Llama-3.1-70B Meta (2024) meta-llama/Llama-3.1-70B-Instruct
Llama-3.3-70B Meta (2024) meta-llama/Llama-3.3-70B-Instruct
Mistral-Small-24B Jiang et al. (2023) mistralai/Mistral-Small-24B-Instruct-2501
Codestral-22B Team (2024) mistralai/Codestral-22B-v0.1
Gemma-3-12B Team et al. (2025) google/gemma-3-12b-it

Gemma-3-27B Team et al. (2025) google/gemma-3-27b-it

Seed-Coder-8B Seed (2025) ByteDance-Seed/Seed-Coder-8B-Instruct

Table 3: Model List.

The Chain-of-Thought Prompt in Task1

Task:
Generate a challenging test input for the algorithm problem:
{problem_description}

Instructions:

- Focus on edge cases or scenarios that maximize the failure probability in faulty solutions.

- Due to the output length limit, you should generate a small-scale test input that is complete and valid.
- Output the test input directly, not code to generate it.

Output format:

‘Y'‘plaintext
{test input}

ANAURY

Think step by step.

Figure 5: The Chain-of-Thought prompt used in Task1.

The Direct Output prompt in Task1

Task:
Generate a challenging test input for the algorithm problem:
{problem_description}

Instructions:

- Focus on edge cases or scenarios that maximize the failure probability in faulty solutions.

- Due to the output length limit, you should generate a small-scale test input that is complete and valid.
- Output the test input directly, not code to generate it.

Output format:

ARNRY

plaintext
{test input}

ANANR

Only output the test input, no explanations.

Figure 6: The Direct Output prompt used in Task1.
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The Chain-of-Thought prompt in Task2

Task:

Generate a challenging test input that exposes the bug in the buggy code of the algorithm problem:
Algorithm Problem: {problem_description}

Buggy Code: {buggy_code}

Instructions:
- Focus on edge cases or scenarios that maximize the failure probability in faulty solutions.

- Due to the output length limit, you should generate a small-scale test input that is complete and valid.
- Output the test input directly, not code to generate it.

Output format:

AURURY

plaintext
{test input}

ANAUR

Think step by step.

Figure 7: The Chain-of-Thought prompt used in Task2.

The Direct Output prompt in Task2

Task:

Generate a challenging test input that exposes the bug in the buggy code of the algorithm problem:
Algorithm Problem: {problem_description}
Buggy Code: {buggy_code}

Instructions:
- Focus on edge cases or scenarios that maximize the failure probability in faulty solutions.

- Due to the output length limit, you should generate a small-scale test input that is complete and valid.
- Output the test input directly, not code to generate it.

Output format:

‘Y '‘plaintext
{test input}

ANANRY

Only output the test input, no explanations.

Figure 8: The Direct Output prompt used in Task2.
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