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Abstract

Advancing LLM reasoning skills has captivated
wide interest. However, current post-training
techniques rely heavily on supervisory signals,
such as outcome supervision or auxiliary re-
ward models, which face the problem of scal-
ability and high annotation costs. This moti-
vates us to enhance LLM reasoning without
the need for external supervision. We intro-
duce a generalizable and purely unsupervised
self-training framework, named Genius. With-
out external auxiliary, Genius requires to seek
the optimal response sequence in a stepwise
manner and optimize the LLM. To explore
the potential steps and exploit the optimal
ones, Genius introduces a stepwise foresight
re-sampling strategy to sample and estimate
the step value by simulating future outcomes.
Further, we recognize that the unsupervised set-
ting inevitably induces the intrinsic noise and
uncertainty. To provide a robust optimization,
we propose an advantage-calibrated optimiza-
tion (ACO) loss function to mitigate estima-
tion inconsistencies. Combining these tech-
niques together, Genius provides an advanced
initial step towards self-improve LLM reason-
ing with general queries and without supervi-
sion, revolutionizing reasoning scaling laws
given the vast availability of general queries.
The code will be released at https://github.
com/xufangzhi/Genius.

1 Introduction

Reasoning skills are crucial for Large Language
Models (LLMs) to achieve human-level intelli-
gence (Achiam et al., 2023; Team et al., 2023).
Recent efforts (Qwen, 2024; Guo et al., 2025) fo-
cus on enhancing reasoning capabilities during the
post-training phase (Li et al., 2025). Typically, ex-
isting methods rely on supervision, which can be
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Figure 1: Typical reinforce-like approaches to boost
LLM reasoning. (a) and (b) abstract two types of
reinforce-like methods, which require final answer and
verification respectively. (c) depicts the ultimate goal of
our research. x denotes the input query, a denotes the
LLM-generated responses that contain multiple steps,
and y is the final answer (if exists).

divided into two main approaches. One stream is
supervised fine-tuning (SFT) which requires the
well-annotated response (a) paired with the query
(x). The other line of work is reinforce-like ap-
proaches that require either ground-truth answers
or verification. The former needs rule-based match-
ing of the answer, as depicted in Fig. 1(a). Though
they are effective in specific domains like math
and coding, many other problems lack clear solu-
tions or explicit ground truth, presenting challenges
for generalization to broader reasoning tasks. The
latter utilizes the external reward model for ver-
ification. However, the training of a generalized
reward model relies on expensive annotation (Light-
man et al., 2023) and it may induce the reward
hacking problem (Amodei et al., 2016; Gao et al.,
2023). Considering these limitations of scalabil-
ity, it would revolutionize reasoning scaling law

13153

Proceedings of the 63rd Annual Meeting of the Association for Computational Linguistics (Volume 1: Long Papers), pages 13153—-13167

July 27 - August 1, 2025 ©2025 Association for Computational Linguistics


https://github.com/xufangzhi/Genius
https://github.com/xufangzhi/Genius

if we could achieve effective and efficient post-
training simply from general queries. Therefore, it
motivates us to raise a research question of How
to advance LLM reasoning ability without any
external supervision ? (Fig. 1(c)).

This work tackles this problem by proposing a
generalizable self-training framework, named Ge-
nius. As depicted in Fig. 1(c), Genius only requires
the policy LLM itself with a set of unsupervised
queries. Without the external auxiliary, it builds
upon the self-training paradigm that the LLM first
generates response a given the input query x, and
selects the optimal ones for training. As an ini-
tial attempt, Genius paves the way to self-improve
LLM reasoning with unsupervised general queries.

To generate training data for self-training, a cru-
cial challenge is to determine how to collect and
self-reward LLM responses without relying on ex-
ternal auxiliary resources. One intuitive solution is
to have the LLM generate the entire response and
then evaluate the response based on its sequence
confidence (Xu et al., 2024a), re-prompt the model
to assign scores (Yuan et al., 2024), or apply self-
consistency methods (Prasad et al., 2024). How-
ever, these attempts primarily focus on response-
level rewards, while step-wise supervision could
provide more stable and fine-grained training (Ue-
sato et al., 2022; Lightman et al., 2023; Wang et al.,
2024a). Recent efforts like (Zhang et al., 2024) em-
ploy step-level sampling, but they naturally inherit
the short-sighted limitation of auto-regressive gen-
eration, lacking global adherence to overarching
goals (Ma et al., 2024). Search-based rewarding
(e.g., MCTS-style methods) provides more global-
awareness but requires intricate backtracking pro-
cesses, which are notoriously time-consuming.

To this end, Genius seeks the optimal response
sequence via stepwise sampling and collects high-
quality preference pairs with rewards. Without re-
liance on external supervision to obtain the global-
awareness, Genius adopts a coarse step estimation
by simply rolling out future steps, referred to as
foresight (Ma et al., 2024; Xu et al., 2025a) and
using their uncertainty as the foresight score to
evaluate candidate steps. Based on this technique,
we propose the stepwise foresight re-sampling ap-
proach: using foresight scores to approximate the
distribution that is sampled to determine the next
step (for exploration) and re-sampled to create step-
level preference pairs (for exploitation).

Although the above approach offers a quality-

efficiency balanced solution for superior sample-
and-reward, calculating the distribution of fore-
sight scores based on a few rollouts may results
in a biased estimation of step values, inevitably
inducing noise to the self-supervision labels. How-
ever, previous self-training methods simply em-
ploy either supervised fine-tuning (Zelikman et al.,
2022) or reinforced learning strategies (Yuan et al.,
2024) for optimization, neglecting the uncertainty
of self-supervision (Liang et al., 2024). We tack-
les this second challenge — improving the robust-
ness of self-training optimization — by introduc-
ing an advantage-calibrated loss function (ACO),
which penalizes inconsistent estimation between
foresight score and step advantage. We find that
ACO, compared to SFT (Zelikman et al., 2022),
and DPO (Rafailov et al., 2024) improves training
stability and boosts performance.

Genius offers a unique perspective on post-
training: LLMs can self-improve their general rea-
soning abilities using general queries without any
form of external supervision. With merely 25K
unsupervised general queries, Genius surprisingly
improves the average performance across diverse
reasoning benchmarks by >7%. We also demon-
strate that the scaling law on general queries consis-
tently improves with more training steps (see § 4.2).
Given the abundance of general data available, this
scaling can significantly enhance reasoning capabil-
ities and further pushes the boundary of reasoning
scaling law (Guo et al., 2025).

2 Methodology

2.1 Preliminary

One major advantage of Genius is that it only re-
quires unsupervised natural language (NL) queries
as inputs. Under the self-training setting, the LLM
Ty generates responses given the query, and then
select the optimal ones to optimize itself. The main
objectives of Genius are divided into two parts: (1)
synthesizing and rewarding the responses (§ 2.2);
(2) optimizing the LLM with responses (§ 2.3).
Figure 2 presents the overall framework of Genius.

To achieve the first objective, Genius models
the response as a sequence of steps. The globally
optimal response is derived by stepwise sampling
and rewarding. At each timestamp, Genius first
rollouts a set of candidate steps and self-rewards
them via simulating future steps (Fig. 2(a)). Then,
we select the optimal next step (Fig. 2(b)) and col-
lect preference pairs for training (Fig. 2(c)). As
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Figure 2: The overall framework of Genius. It only receives the unsupervised NL queries as inputs. To complete
goal of self-improving, the policy LLM goes through K steps of sampling and rewarding for each query (Step
1-4), collects the high-quality response sequence as the training data (Step 5), and trains itself with the advantage

calibrated optimization loss (Step 6).

for the second objective, Genius derives the step
advantages during the sampling (Fig. 2(d)), and
adopts them to optimize the LLM with designed
reinforced loss.

For clearer illustration, we introduce the follow-
ing symbols at the timestamp k: aj denotes the
current step with the step value of Q. a~j, repre-
sents the preceding steps while a’~, is the simu-
lated future steps. T = (a<g,ak,a’sy) denotes
the curated response for training. For simplicity,
we omit the symbol index in some descriptions.

2.2 Exploration and Exploitation via
Foresight Re-Sampling

To ensure the diversity, we use beam search strat-
egy (Freitag and Al-Onaizan, 2017) during the step-
wise sampling. We define the step beam size as M,
as illustrated in Fig. 2 where we plot a simple case
of M = 2.

Step Rollouts with Foresight. At Step k— 1, Ge-
nius keeps M preceding paths a, each consisting
of k — 1 steps. The value of the last step in the path
is defined as Q,(ﬁ)l where m € [1, M]. For each
beam m, Genius first rollouts N candidate steps
ag, leading to M * N candidate steps totally.

To address the limitation of auto-regressive gen-
eration and construct the globally-aware response,
Genius performs the simulation of future steps
based on each candidate step a;. We refer to this
process as foresight (Fig. 2(a)). This allows us
to derive the response sequence along with their
respective foresight scores, calculated using the
averaged log probability of the remaining steps:

aly, fr ~ mo(-lack; ax). (1)

With these simulated future steps a’,;, the com-

pleted response can be constructed, written as
T = (ack,ax,al ;). Here we obtain M * N fore-
sight scores fi. They can be utilized to approxi-
mate a distribution Fj,. After normalization, the
elements of F, are given by:

Fi(i) = exp(fy /7)) D_exp(f /1) @)

In this expression, Fy(i) denotes the foresight
score at index ¢, where i € [1, M = N]. 7 is the tem-
perature parameter used to control the sharpness of
the distribution.

Re-Sampling for Exploration and Exploitation.
Based on the foresight technique, Genius further
selects the steps afgm) for current timestamp £ via

sampling on the distribution of Fy, (Fig. 2(b)):
{a,(cm)}%zl ~ Categorical(Fy,). 3)

In this way, we can keep M beams for exploration
in the next step. Here, we define the () value of

each selected step a,({m)

QU .= pim )

Besides the exploration, Genius also exploits the
entire response sequence T}, = (ay,ay,al ;) at
each timestamp k& for optimization (Fig. 2(c)). To
encourage diversity and avoid overfitting on similar
responses, we introduce the re-sampling strategy
based on the distribution F'.. The response with the
highest foresight score f;” is chosen as the positive
one, written as 7;". The negative response is re-
sampled from F ()

with the foresight score:

T} ~ Categorical(Fy/ f&) (5)
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The corresponding foresight score of the negative
path is f,i. With such a re-sampling strategy, the
balance between exploration and exploitation can
be achieved.

Advantages and Data Construction. Since the
reasoning sequences are completed from different
beams, it is insufficient to simply evaluate each
step with the foresight score fi. Therefore, Genius
derives the advantage value Ay for both positive
and negative response sequences:

F=F -0 A=fi-Qa ©
From the equation, the foresight score is calibrated
with the @) value of the previous step.

In this way, the training preference pair obtained

from each step k is constructed in the quintuple
format, i.e., (z, T, AV, T}, Ab).

2.3 Advantage-Calibrated Optimization

Given the constructed preference pairs, we can opti-
mize the LLMs through reinforced learning. There
remains two critical steps unaddressed: (i) formu-
lating the self-rewards for preference optimization;
and (ii) deriving the optimization objective.

Formulating Self-Rewards as Preferences.
Building upon Bradley-Terry model (Bradley and
Terry, 1952), the measurement of the preferences
can be formulated as:

p*(Tw . Tl\x) — exp(r*(x,T“’))

=o(r*(z, T") — r*(z, Tl))

(N

where 7*(T'|x) represents the optimal reward func-
tion. o(-) = 1/(1+exp(—z)) denotes the sigmoid
function. Based on this modeling, the well-trained
reward model 7, is required to further optimize the
LLM policy via RL fine-tuning. However, under
our unsupervised setting, training the reward model
becomes impractical.

In the context of DPO (Rafailov et al., 2024), the
policy LLM g is leveraged as the implicit reward
model. The self-reward function ¢ is modeled as:

(T
¢(z,T) = Blog ﬂrjtf(}f;))

7o(T|x)
Trret (| )

+ Blog Z(x)
3)
x Blog

exp(r*(x, Th)) + exp(r*(z, Tt))

1 0‘ a — oo
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Figure 3: Visualization of the calibration function. The
x-axis denotes the the differences between A; and A,,,
while the y-axis is the value of the calibration term. By
adjusting o, we can control the decay rate of the curve.

where ¢ denotes the reference model and Z(x) =
> 7 Tref(T|z)exp(¢p(x, T') / B) represents the parti-
tion function. With this approximation, the stan-
dard rewards for both the positive and negative
response sequences can be derived:

_ mo(T"|x) mo(T"|)
(Z)w - Blog Wref(Tw’fB) ) Cbl - Blog Wref(Tl’x>
©)

ACO Loss Function. Under the unsupervised
setting, the training pairs are sampled based on the
distribution of foresight score. It would induce the
noise during the optimization. The above formu-
lation of self-rewards treats each preference pair
with equal scale, making it difficult to detect the
exception and improve the robustness. Therefore,
we propose to employ the calculated advantage
value A to calibrate the self-reward function ¢. In
detail, we add the relaxation term w(z, A) for the
self-rewards of the negative response sequence:

mo(T"|)
Teef(T! )’

(Al . Aw
(AaA)’l> (11)

where A; — A,, denotes the differences in the ad-
vantages brought by the negative steps and positive
steps. « is the hyper-parameter to control the scale
of the relaxation term.

For better understanding, we visualize w(z, A)
in Figure 3. This function can be categorized into
two distinct regions: the Normal Region and the
Calibration Region. In the Normal Region, where
A; — A, <0, the negative response sequence is

di(x, T = Bw(zx, A)log (10)

w(z, A) = clip (exp
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distinguishable from the positive one. Conversely,
when A; — A, > 0, the Calibration Region is
engaged, offering increased relaxation to the nega-
tive sample. Through the adjustment of the hyper-
parameter «, we can regulate the extent of this
flexibility. In short, if the negative response se-
quence provides more actual advantages than the
positive one, then it will be less punished (with
smaller weight in the self-reward calculation).

Substituting the self-reward function ¢,, and ¢;
into Eq. 7 and optimizing it using the form of nega-
tive log-likelihood, the ACO loss is derived:

W@(Tw|x>
L =K ~pl log =73
ACO (z,Tw,T;)~DOBT [ﬁ & Tref (Tow| )
(A — Ay T
_ elip (exp —(A = Ay) ’ 1) log W(lm}
a 7Tref(Tl"r)
(12)

We include the gradient analysis of ACO loss
function and its relations to other robust preference
optimization strategies in Appendix A.

3 Experiments

3.1 Implementation Details

Training Corpora The training queries are re-
spectively sourced from two general corpora,
Magpie (Xu et al.,, 2024c) and OpenHermes-
2.5 (Teknium, 2023). Considering the computa-
tional cost, we opt to randomly select 25K queries
from Magpie and 32K queries from OpenHermes-
2.5. They are utilized respectively as the sources
for self-training.

Evaluation Tasks To comprehensively evaluate
the basic reasoning abilities of the LLMs, we incor-
porate the following benchmarks: GSM8K (Cobbe
etal., 2021), MATH (Hendrycks et al., 2021), and
GPQA (Rein et al., 2023) for math reasoning, Re-
Clor (Yu et al., 2020) and LogiQA (Liu et al.,
2021) for logical reasoning, StrategyQA (Geva
et al., 2021) and ARC-Challenge (Clark et al.,
2018) for general reasoning. Moreover, we also
include the some general benchmarks to verify the
performance stability on the general domain: Al-
pacaEval (Li et al., 2023), WildBench (Lin et al.,
2024), and ArenaHard (Li et al., 2024) for sub-
jective evaluation, WikiBench (Kuo et al., 2024),
MMLU (Hendrycks et al., 2020), and MMLU-
Pro (Wang et al.,, 2024b) for objective evalu-
ation. Also, the competition-level benchmark
AIME2024 (Veeraboina, 2023) is included to prove
the scalability.

Baselines One line of baselines requires su-
pervision (labeled response) beyond the training
queries, including SFT and SPIN (Chen et al,,
2024). Another line of methods only needs un-
supervised queries as the input, covering STaR (Ze-
likman et al., 2022), CoH (Liu et al., 2024), Self-
Rewarding (Yuan et al., 2024) and ScPO (Prasad
et al., 2024). Details refer to Appendix B.1.

Base LLMs In the main experiments, we utilize
LLaMA3.1-8B-Instruct (Dubey et al., 2024) as the
backbone. To verify the generalization capabil-
ity, we also apply the self-training approaches on
Qwen2.5-Instruct series models (Yang et al., 2024),
including 3B and 7B variants.

Training and Inference Setup For the foresight
sampling configuration, we set M=2, N=4, and
K=4. Based on it, the total number of training
pairs is 100K and 128K for Magpie and OpenHer-
mes2.5 respectively. The inference process is ac-
celerated by the vLLM engine. Setup details refer
to Appendix B.2.

3.2 Main Results

In Table 1, we present the evaluation results. In
addition to presenting individual results for each
dataset, the average performances are also reported
in the last column.

Genius significantly boosts the reasoning abili-
ties of LLaMA3.1, surpassing all strong base-
lines. With merely 25K unsupervised training
queries (i.e., self-training from Magpie), Genius
demonstrates a notable enhancement in the aver-
age CoT reasoning performance of LLaMA3.1-8B-
Instruct by 7.43%. This improvement is further un-
derscored when using OpenHermes as the training
corpus. In comparison to strong baselines, Genius
consistently exhibits state-of-the-art performance,
showcasing an average advantage of >2%. Among
them, Genius presents obvious more advantages
in challenging tasks (e.g., MATH), outperforming
Self-Rewarding by >4%. Moreover, the superiority
of Genius is consistent across all the evaluation
benchmarks, while other baselines (e.g., CoH and
SPIN) show deviations in performances.

Self-training with RL optimization is more effec-
tive in improving reasoning with general data.
Among the baselines, RL-based self-training meth-
ods (e.g., CoH, Self-Rewarding and ScPO), ex-
hibit consistent advantages over supervised fine-
tuning baselines (e.g., SFT and STaR). Since cur-
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Models | GSMSK MATH ReClor LogiQA StrategyQA GPQA ARC-c | Avg.
LLaMA3.1-8B-Instruct (CoT) | 7028 30.52 49.40 3333 58.91 26.56 7833 | 49.65
Self-Training from Magpie (25K)

w/ Supervision
SFT 71.72 26.27 52.80 37.78 57.34 26.79 74.06 | 49.54
SPIN (Chen et al., 2024) 7491 31.49 57.40 40.09 71.35 29.91 83.96 | 55.59
w/o Supervision
STaR (Zelikman et al., 2022) 72.86 29.32 46.40 35.94 33.36 20.31 67.24 | 43.63
CoH (Liu et al., 2024) 74.37 32.29 56.20 38.56 69.08 28.13 82.51 54.45
Self-Rewarding (Yuan et al., 2024) 76.04 30.19 55.80 37.94 70.48 28.35 82.17 | 54.42
ScPO (Prasad et al., 2024) 71.11 30.99 55.00 40.40 59.87 28.57 78.92 | 52.12
Genius | 78.32 34.64 58.80 40.86 72.53 30.35 84.04 | 57.08
Self-Training from OpenHermes2.5 (32K)
w/ Supervision
SFT 63.68 21.64 45.00 29.03 48.47 23.44 69.37 | 42.95
SPIN (Chen et al., 2024) 63.61 24.74 54.00 3533 59.00 28.57 71.76 | 48.14
w/o Supervision
STaR (Zelikman et al., 2022) 75.51 29.47 43.60 34.87 19.34 22.99 68.43 | 42.03
CoH (Liu et al., 2024) 74.29 31.22 54.80 38.40 69.91 29.69 81.48 | 54.26
Self-Rewarding (Yuan et al., 2024) 73.92 29.99 56.00 39.78 67.55 30.13 81.66 | 54.15
ScPO (Prasad et al., 2024) 73.54 31.27 54.80 41.01 58.65 28.79 79.52 | 52.51
Genius | 75.82 34.42 57.60 41.63 70.79 34.82 83.19 | 56.90

Table 1: Main Results. The self-training performances from Mappie and OpenHermes2.5 corpora are reported

independently. The optimal results are in bold and the suboptimal ones are underlined.

rent LLMs (e.g., LLaMA3.1) have been well op-
timized to perform chain-of-thought reasoning, it
requires RL to cultivate a broader generalization ca-
pacity, rather than relying on SFT to inject reason-
ing patterns. Moreover, it is observed that the su-
pervision of ground-truth responses does not yield
enhancements, whereas self-generated responses
can serve as an effective source to achieve perfor-
mance boosts.

Performance Consistency on General Tasks.
Beyond the reasoning-intensive tasks, it is also
non-trivial to maintain the performances on the
general benchmarks after post-training. Supported
by the evaluation suite of OpenCompass (Contrib-
utors, 2023; Cao et al., 2024), we experiment on
6 widely-used general benchmarks, which are cat-
egorized into subjective and objective evaluation.
We report the evaluation results in Table 2.

Overall, Genius keeps the stability of the perfor-
mances on the general domain, with slight improve-
ments in most cases. Specifically, self-training
with Genius also achieves huge performance gains
in Arena-Hard benchmark, which reflects the su-
perior alignment with human preference. On the
knowledge-intensive benchmarks (i.e., WikiBench,
MMLU, and MMLU-Pro), Genius can maintain
the performances of the base LLMs, avoiding catas-
trophic forgetting after post-training.

3.3 Generalization and Adaptation

In this section, we analyze the generalization and
adaptation of Genius to (i) different backbone
LLMs, and (ii) on the competition-level task.

Generalization to other backbone LLMs. Be-
sides the experiments on LLaMA3.1, we also sup-
plement the evaluations on Qwen2.5-series. Fig. 4a
and 4b present the average performance across 7
benchmarks on Qwen2.5-3B-Instruct and Qwen2.5-
7B-Instruct respectively. Compared with all the
strong baselines, Genius shows the highest per-
formance gains over the base LLM. Notably, self-
training on Qwen2.5 series models does not yield
larger benefits than on LLaMA3.1-8B-Instruct.
Some of the baselines even fail in some cases. One
hypothesis is that Qwen2.5-Instruct has conducted
comprehensive post-training, which makes it chal-
lenging for further advancement. It does not con-
flict with our key contribution that Genius serves
as a versatile post-training technique, as it can
function both as an ongoing self-training method
for post-trained LL.Ms and as an alternative post-
training strategy for the model itself.

Adaptation to Challenging Task. Although Ge-
nius is not targeted for training large reasoning
model like DeepSeek-R1, it is interesting to evalu-
ate the challenging problems and uncover the po-
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Models ‘

Subjective Benchmarks

Objective Benchmarks

AlpacaEval WildBench Arena-H | WikiBench MMLU MMLU-Pro
LLaMA3.1-8B-Instruct 24.60 -1.11 30.31 27.65 71.14 48.62
Genius [From Magpie (25K)] 26.96 2.68 50.00 28.75 71.86 48.44
Genius [From OpenHermes (32K)] 25.47 1.44 50.00 27.00 72.21 49.19
Table 2: Performances on benchmarks in the general domain.

~ 62 AIME 2024 (Pass@1
< 6o 352 = —
9 > X Zero-shot +6.67
7 58 +1.83 -~ .
< +0.38 © 20 Il + Genius
I - Q
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Z 5
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3B-Instruct Rewarding LLaMA3.1-8B Qwen2.5-7B

(a) Base LLM: Qwen2.5-3B-Instruct -Instruct -Instruct

2 68 Figure 5: Results on AIME 2024.
< 71 +2.16
=
S 667 voal +0.79  +0.81 pling strategy alleviates the short-sightedness of
% 651 ; 2031 language model generation, and the employment of
oi 64 1 foresight score optimizes the self-rewarding of the
z 63 : : : : step value. Secondly, replacing the sampling with

73?;2‘;;;15“ SPIN CoH Revsvzlrging ScPO  Genius the greedy selection also leads to significant drops.

(b) Base LLM: Qwen2.5-7B-Instruct

Figure 4: Generalization to Qwen2.5 series models. All
methods are trained on the OpenHermes?2.5 split. The
numbers above the bars represent the average perfor-
mance gain relative to the base model.

tential. Figure 5 supplements the experiments on
the competition-level task AIME 2024. We evalu-
ate the model trained on OpenHermes2.5 split from
LLaMA3.1-8B-Instruct and Qwen2.5-7B-Instruct
respectively. It is observed that Genius boosts the
performances by 6.67%. It verifies that Genius not
only improves upon the fundamental LLM reason-
ing capabilities but also expands the boundaries of
LLMs to address more intricate scenarios.

4 Analysis
4.1 Ablation Studies

To uncover the effectiveness of the major contribu-
tions of Genius, sample-and-reward strategy and
optimization objectives are ablated respectively.

Ablation of Sampling Strategy. Table 3 presents
the ablation results. Firstly, ablating the foresight
module results in 3.17%-3.25% average perfor-
mance drops. It illustrates that the foresight sam-

It verifies that our re-sampling strategy strikes the
balance between exploration and exploitation.

Ablation of Optimization Methods. We present
the comparison between various optimization ap-
proaches in Table 4, covering DPO, SimPO, 1PO,
ROPO and SFT. Among these popular approaches,
our ACO loss function stands out, showcasing
significant advantages with an average perfor-
mance improvement across 7 reasoning bench-
marks. Compared to the robustness optimization
strategy ROPO, ACO is more suitable for self-
training scenarios.

4.2 Post-Training Scaling Law

Limited by computational resources, we only pro-
vide the 10K-level training attempts, presented in
the main table. To give the direction of future post-
training scaling, Figure 6 shows the down-sampled
scaling curves. We have the following findings.

Genius holds great potential for further scalabil-
ity. From Figure 6, it is observed that Genius can
rapidly self-improve with limited training steps.
The evolution progress proceeds smoothly with
the training steps increasing. This curve suggests
that self-training with Genius is far from saturation
and still has room for improvement, whereas other
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Variants | GSM8K MATH ReClor

LogiQA  StrategyQA GPQA ARC-c | Avg. A

Self-Training from Magpie (25K)

Genius 78.32 34.64 58.80 40.86 72.53 30.35 84.04 | 57.08 -
w/o foresight 71.65 31.07 57.60 39.17 66.20 30.13 81.57 | 5391 +3.17
w/o sampling 69.29 31.37 57.60 39.17 68.03 24.33 81.06 | 5298 +4.10

Self-Training from OpenHermes2.5 (32K)

Genius 75.82 34.42 57.60 41.63 70.79 34.82 83.19 | 56.90 -
w/o foresight 73.01 30.74 57.60 35.94 67.25 29.46 81.57 | 53.65 +3.25
w/o sampling 72.93 30.59 56.00 41.17 65.76 30.13 80.03 | 53.80 +3.10

Table 3: Ablation studies on the sampling strategy. w/o foresight ablates the look-ahead process and simply samples
from the distribution formed by step uncertainty. w/o sampling indicates that we adopt a greedy approach by
selecting the two steps with the highest foresight score for exploration, while the step with the lowest foresight score

serves as the negative response for exploitation.

Models Average Performances

Magpie  OpenHermes
LLaMA3.1-8B-Instruct (CoT) | 49.65 49.65
w/ Foresight Sampling
+ACO 57.08 56.90
+ DPO (Rafailov et al., 2024) 55.51 55.73
+ SimPO (Meng et al., 2025) 50.42 50.87
+IPO (Azar et al., 2024) 5231 52.20
+ ROPO (Liang et al., 2024) 55.30 55.25
+ SFT 44.63 49.70

Table 4: Comparison of different reinforced loss. In the
experiments, we only replace the optimization methods
while keep the foresight sampling strategy unchanged.

baseline methods appear to face challenges when
expanded in scale.

5 Related Works

Post-Training for LLM Reasoning. Boosting
LLM reasoning by post-training has been a hot
topic recently. Some efforts perform large-
scale imitation learning on well-curated reasoning
data (Yue et al., 2024; Toshniwal et al., 2024; Xu
et al., 2025b) to build large reasoning models for
the specific domain (e.g., math, code). Considering
the huge annotation costs, some recent endeavors
have turned to self-training techniques to synthe-
size the reasoning trajectories more efficiently (Sun
et al., 2024b). However, these efforts still rely on
supervision signals and in-domain training corpus,
either with explicit outcome supervision (Zelik-
man et al., 2022; Xu et al., 2024a; Trung et al.,
2024; Cheng et al., 2024) or auxiliary reward mod-
els (Zeng et al., 2024; Jiao et al., 2024). Conversely,
we embark on a new path towards self-improving
the general reasoning ability of LLMs without any
form of supervision.

CoH ScPO
=»>— Self-Rewarding —#— Genius
Magpie OpenHermes
58 £P 58 —2
£ 561 561
wn
3
g 54 54
g
=
o)
A~ 521 521
2
<
501 501

1000 2000
Training Steps

0 500 1000 1500 0
Training Steps

Figure 6: Post-training scaling law with LLaMA3.1-8B-
Instruct as the base LLM.

Optimization Techniques. Previous works (Yue
et al., 2024; Hu et al., 2023; Wang et al., 2025)
often rely on supervised fine-tuning to inject new
reasoning patterns (e.g., reflection, refinement) into
the foundational LLMs. With the development
of stronger backbones, some efforts (Prasad et al.,
2024; Cui et al., 2025; Guo et al., 2025) focus on of-
fering the RL-based solution (Rafailov et al., 2024;
Shao et al., 2024) to improve LLM reasoning, prov-
ing the RL scaling effect with outcome rewards. In
our work, we propose a novel reinforced learning
objective to perform robust optimization under the
unsupervised setting. We uncover the promising
scaling law of self-training with RL optimization.

6 Conclusion

This paper focuses on tackling the challenging and
critical task of enhancing LLM reasoning, with-
out relying on any external supervision. A gen-

13160



eralizable and purely unsupervised self-training
framework, named Genius, is proposed to address
several key technical challenges on how to: (1)
sample responses; (2) self-reward responses with-
out external auxiliary; (3) robustly optimize with
the self-curated data. Extensive experiments on 7
reasoning benchmarks, 7 general benchmarks, and
1 competition-level math task are included to com-
prehensively evaluate the LLM performance after
post-training. The analysis of the scaling law curve
uncovers the huge potential on further scalability.
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A Gradient Analysis of ACO

Derivation of the Gradient. The complete form
of ACO loss function is written as:

7I‘9(Tw|l‘)

Laco (2,7, T)~DI08T [ﬁ % et (T2)
. — (A1 — Aw) o (T"|x)

— Bel —— = 1| log ————~
BC P <exp (% ’ °8 7"‘ref(Tl|x)

To simplify the formulation, we denote the ad-
vantage calibration term as w(x, A):

w(z, A) = clip (exp M, 1>
«

Our objective is to derive the gradient VyLaco. At
the beginning, we define:

mo (1| )
Trer (T]2)

mo(T'|z)

2z = [lo AN e
Blog et (TV]7)

— Bw(z, A)log

The gradient of the ACO loss can be represented
in the form of:
VoLaco = —E( rw r1yVolog o(z)
o'(2)

= _E(:B,T“’,Tl) U(z) ng

Using the unique characteristics of sigmoid func-
tion: ¢ (z) = o(z)(1 — o(x)) and o(—z) =
1 — o(z), the gradient of ACO becomes:

VoLaco = —E(, rwiy(1 —0(2))Vez  (13)

Now we need to compute Vgz. Since w(z, A)
is independent of 6, the gradient of z reduces to:

mo(T"|)
Wref(Twlx)
7o(T'|x)
Tret(T )

Vyz = fVglog
— pw(x, A)Vylog

The gradients of the log probability terms are:

mo (1| )
Volog———= =Vpyl T
0 108 Tret(T%2) o log mo(T"|x)
o (T"|) !
Vylog ———= = Vyglog mg(T"|x
olog T iy ~ velos o(T"|z)

Replacing them into the gradient of z, we have:

Voz = Vglogmg(TV|x)

(14)
— Bw(z, A)Vglog 7o (T"|x)

Substituting Eq. 14 into Eq. 13, the gradient of
ACO is derived as:
VoLaco = —Eg oy (1 —0(2))-
————
scale
[8V4log mo(T|x) — Buw(x, A)Vglog 7o (T"|2)]

postive and negative gradients

(15)

In this equation, 1 — o(z) controls the scale of
the gradients. Putting z in the formula, then we can
obtain the following format:

mo(T"|x)
Tref (T )
mo(1T"[2)
Tref (T )

1—0(z) = pw(z, A)log
(16)
— plog

When the negative trajectory 7" brings more
advantages (i.e., higher A-value), w(z, A) would
decrease in value according to the illustration in
Fig. 3. Then, the gradient scale 1 — o(z) drops, of-
fering less optimization to the corresponding train-
ing data pairs. It aligns with our initial motivation
of calibrating with advantage values.

Relationship with Other Reinforced Loss Func-
tions. With the derived gradient formulation, we
discuss the relationship between ACO and other
representative reinforced loss function (Furuta
etal., 2025). DPO, ¢c-DPO, and ROPO are included,
where the latter two losses are specifically designed
for the robust optimization.
DPO. The formulation of DPO loss is:

7o (T |)
Tret (T ] 2)

(T |2)
Wref(Tl|33)>

Lppo = —log o <B log
—plog

The gradient of DPO Vg Lppo can be represented
as the same formulation of Eq. 15 and 16, where
the gradient scale is 1 — o(z). The DPO loss can
be regarded as the special case of ACO loss, with
a — 400.

¢-DPO. The c-DPO loss is designed to apply the
label smoothing technique to alleviate the noise. Its

formulation is:
Lec.ppo =

mp(T|x) mo(T'|x)
B 610{-’;0 (ﬁ log 71'ref(T”“U|35') B ﬁlog ﬂ-ref(Tl|x))
w .
—(1—-e€loga (5 log ;i zf((];quL)) — Blog ;Zf((?f‘ \lx)))
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The gradient of c-DPO VL. ppo has the scale
of (1 —¢€) — o(z) with @ — +oo. Compared
with our ACO loss, c-DPO offers static and equal
calibration for each data pair with the use of ¢,
while ACO loss provides an adaptive solution.

ROPO. The ROPO loss specially proposed for
the robust optimization:

mo(T'|z) - (T |2) )
Tref(THx) ™ e (T | )
mo(T%) mo(T'e) )
Tref(TY|x) ~ et (T )

Lropo = —70 <5

—nlogtf(B

It has the similar gradient formulation with ACO
loss when a@ — +o0. Its gradient scale can be
derived as (v —no(z))(1 —o(z)). The main differ-
ence is ROPO provides the robust calibration with
the positive and negative gradients, while ACO loss
obtains the advantage during the sampling process.

B Implementation Details

B.1 Baselines

SFT We finetune the LLM given the input query
(x) and the labeled response (a).

SPIN (Chen et al., 2024) It iteratively refines the
model-generated response against the labeled ones
with an objective similar to DPO.

STaR (Zelikman et al., 2022) It continuously
bootstraps from the self-constructed response
through finetuning.

CoH (Liu et al., 2024) It obtains both positive
and negative responses via self-prompting and op-
timizes LLM with DPO loss function.

Self-Rewarding (Yuan et al., 2024) It leverages
the LLM itself as a judge to label the self-generated
responses (1-5 scores), then the LLM is optimized
with DPO loss on the constructed preference pairs.

ScPO (Prasad et al., 2024) This approach gener-
ates multiple trajectories and labels the preference
with self-consistency. To address the open-ended
generation scenarios, we modify the implementa-
tion of self-consistency with the cluster strategy.

B.2 Setup

Sampling. The foresight sampling process is sup-
ported by 32¥*A100 GPUs of 80GB VRAM, and
it is accelerated by the vLLM engine. To ensure
the diversity of sampling, we set the generation
temperature to 0.6. The step beam size M is set to

2, the rollout number on each beam N is set to 4,
and the number of foresight steps K is 4.

Training. The optimization of LLM is imple-
mented with 8*A100 GPUs of 80GB VRAM, sup-
ported by Deepspeed Zero3 and FlashAttention?2.
The total training batch size is set to 128, and the
learning rate is Se-7. The hyper-parameter « in the
ACO loss is set to 1. Based on the configuration of
sampling, we keep 4 training pairs for each query
(collect one at each timestamp). Therefore, the size
of the training datasets is 100,000 and 128,000 for
Magpie and OpenHermes-2.5 respectively.

Inference. The inference is supported by the
vLLM engine. We keep the default configuration of
vLLM with a temperature of 1.0. For GSM8K and
MATH benchmarks, we leverage the widely-used
few-shot examples, utilizing 4-shot for GSM8K
and 8-shot for MATH. For other benchmarks, we
evaluate under the zero-shot setting.

C Analysis of The Training Corpus

We visualize the data distribution difference
between the training corpus and the evalua-
tion tasks in Fig. 7. In the implementa-
tion, we utilize the sentence-embedding model
(multi-ga-mpnet-base-dot-v1) to acquire the
high-dimensional embeddings of the queries. Sub-
sequently, we employ the t-SNE algorithm to
visually represent these embeddings in a lower-
dimensional space. A set of 500 samples are ran-
domly selected in each dataset.

To differentiate the data domains, we employ
the following color scheme: red denotes the gen-
eral training corpus, purple denotes mathematical
datasets, yellow denotes logical datasets, and green
is used for other reasoning datasets. It is observed
that the data distribution of the general training cor-
pus is distinct and independent from that of other
evaluation domains. It supports our conclusion that
Genius paves the way to self-improve LLM rea-
soning from unsupervised queries in the general
domain.

Following the similarity analysis proposed
in (Xu et al., 2024b), we also report the intra- and
inter-class sample distances in Table 5.

The average similarity between the training cor-
pus and the domain-specific downstream tasks, as
depicted in the table, is notably low. Among the
tasks evaluated, the logical reasoning benchmarks
(i.e., ReClor and LogiQA) exhibit the least resem-
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Figure 7: Visualization of data distribution. The training corpus is marked in red color.

Task \ w/ Self w/Magpie w/ OpenHermes
GSMSK 0.3967 0.1343 0.1256
MATH 0.1641 0.0908 0.0719
GPQA 0.1907 0.0566 0.0602
ReClor 0.2609 0.0552 0.0792
LogiQA 0.2330 0.0732 0.0930
StrategyQA | 0.1186 -0.0045 0.0025
ARC-c 0.2276 0.0673 0.0843

Table 5: Comparison between intra- and inter-class dis-
tance. w/ Self denotes the distance within the task
queries. w/ Magpie means the distance between the
target task with Magpie training corpus, while w/ Open-
Hermes denotes the distance between the target task
with OpenHermes2.5 training corpus.

blance to the training corpus, making them an ideal
evaluation scenario for our approach.

D More Experiments on Coding Tasks

Besides the natural language reasoning and un-
derstanding tasks, it is also interesting to present
the potential of Genius on coding-related bench-
marks, which is one of the key abilities of
LLMs (Sun et al., 2024a). Table 6 reports the
performances on MBPP (Austin et al., 2021) and
LiveCodeBench (Jain et al., 2024).

Models | MBPP  LiveCodeBench
LLaMA3.1-8B-Instruct 69.65 19.50
Genius [From Magpie] 71.60 19.75
Genius [From OpenHermes] 71.98 21.25

Table 6: Experiments on coding tasks.

It is observed that self-training with Genius on
the general data would also benefit the LLM cod-

ing abilities, which involve strict formats and struc-
tured representations.
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