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Abstract

Reinforcement learning (RL) with tree search
has demonstrated superior performance in tra-
ditional reasoning tasks. Compared to conven-
tional independent chain sampling strategies
with outcome supervision, tree search enables
better exploration of the reasoning space and
provides dense, on-policy process rewards dur-
ing RL training but remains under-explored
in On-Policy LLM RL. We propose TreeRL,
a reinforcement learning framework that di-
rectly incorporates on-policy tree search for
RL training. Our approach includes interme-
diate supervision and eliminates the need for
separate reward model training. Existing ap-
proaches typically train a separate process re-
ward model, which can suffer from distribu-
tion mismatch and reward hacking. We also
introduce a cost-effective tree search approach
that achieves higher search efficiency under the
same generation token budget by strategically
branching from high-uncertainty intermediate
steps rather than using random branching. Ex-
periments on challenging math and code rea-
soning benchmarks demonstrate that TreeRL
achieves superior performance compared to tra-
ditional ChainRL, highlighting the potential of
tree search for LLM. TreeRL is open-sourced
at https://github.com/THUDM/TreeRL.

1 Introduction

Large language models (LLMs) have demonstrated
remarkable capabilities across diverse complex rea-
soning tasks (Achiam et al., 2023; Team et al.,
2023; Dubey et al., 2024), including mathemat-
ics (Shao et al., 2024b), programming (Lozhkov
et al., 2024; Zhu et al., 2024), and autonomous
agents (Zhou et al., 2024). Reinforcement learn-
ing (RL) has emerged as a powerful approach
to significantly improve the reasoning abilities of
LLMs by optimizing the policy through reward

*Equal contribution; order is alphabetical.
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Figure 1: Left: Performance comparison of sampling
strategies. EPTree consistently outperforms i.i.d multi-
chain sampling and MCTS under different inference
budgets. Right: TreeRL powered with EPTree demon-
strates better performance than ChainRL with i.i.d multi-
chain sampling.

feedback (OpenAI, 2024; Guo et al., 2025; Hou
et al., 2025; Shao et al., 2024b).

Current RL methods for LLM training generally
independently sample multiple trajectories (Shao
et al., 2024b; Wang et al., 2024b; Touvron et al.,
2023) and obtain reward signals based on the final
answers. However, tree search, which has demon-
strated significant success in other domains like
AlphaZero (Silver et al., 2017), remains under-
developed in reinforcement learning for LLM rea-
soning. Existing efforts have mainly focused on
using tree search to enhance inference-time per-
formance alongside an external reward (Zhang
et al., 2024a; Chen et al., 2024a), or to produce
data for offline training (Chen et al., 2024a; Xie
et al., 2024; Zhang et al., 2024a) (e.g., finetuning
or DPO (Rafailov et al., 2023)), as illustrated in
Figure 2. But Guo et al. (2025) also demonstrates
the limitation of distribution shift and reward hack-
ing in offline tree search compared to online RL
training. Up to now, the potential of on-policy RL
training incorporating tree search to improve LLM
reasoning remains largely unexplored.

The challenges are two-fold. First, classical
Monte Carlo Tree Search (MCTS) (Browne et al.,
2012) can be less effective nd efficient than inde-
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pendently sampling multiple responses. MCTS
achieves a lower PassRate performance under the
same inference cost, as shown in Figure 1. The
step-by-step generation requires numerous itera-
tions and is not friendly to modern LLM inference
engines. Second, though tree search could provide
fine-grained process supervision, the derived of-
fline process reward model almost contributes to
no performance improvement in RL training (Guo
et al., 2025).

To address this gap, we propose TreeRL, a rein-
forcement learning (RL) approach for LLMs em-
ployed with tree search. Under the same inference
cost as independent multiple sampling, our method
generates more diverse and effective responses and
also provides on-policy process supervision signals
to further boost RL performance.

First, we introduce an efficient and effective
tree search strategy EPTree. Unlike MCTS which
breaks answers into smaller parts to allow the
model to explore step-by-step, we obtain a new
response by forking branches from the most uncer-
tain intermediate tokens in the existing tree based
on entropy and continuing the generation until the
final answer. Thus EPTree requires fewer tokens
but encourages effective exploration for the diverse
answers. And it typically requires only around two
iterations to form the generation trees.

One step further, we leverage the tree search for
reinforcement learning with process supervision.
Each step in the trees is assigned a credit based on
advantage, i.e., how much that step improves the
likelihood of reaching a correct solution compared
to other steps. The process signal for a given rea-
soning step is calculated as a weighted sum of two
components: 1) global advantage, which reflects
the step’s potential over the overall correctness rate
for the question, and 2) local advantage, which
quantifies the improvement the step provides com-

pared to its parent step in the tree. Since these
advantage signals are derived directly from the on-
policy generated trees, they are inherently resistant
to reward hacking (Skalse et al., 2022) and do not
rely on any additional reward models.

We evaluate TreeRL on challenging college-
level and competition-level math and code rea-
soning benchmarks based on Qwen (Qwen, 2024)
and GLM (GLM et al., 2024). Experiments show
that TreeRL achieves superior performance and
demonstrates advantages over traditional indepen-
dent multi-chain sampling. The gain benefits from
both EPTree with promising PassRate performance
and process supervision. These results highlight
the potential of RL with tree search to advance
complex reasoning capabilities for LLM. The im-
plementation of TreeRL is available at https:
//github.com/THUDM/TreeRL.

2 Preliminary

To align the fine-tuned model πθ with feedback
signals, Ouyang et al. (2022) proposes to apply
reinforcement learning (RL) to enable LLM to
learn from self-exploration. Reinforcement learn-
ing maximizes a reward signal, e.g., human pref-
erence or final answer correctness. The typical
RL for the LLM process works as follows: for a
given prompt x, the policy model πθ generates K
possible responses, denoted as (y1, . . . ,yK). The
reward function r(x,yi) then assigns a scalar re-
ward to each pair (x,yi). Afterward, the policy
model πθ is updated using reinforcement learning
to optimize the following objective:

E
x∼pdata,y∼πθ

1

K

K∑

i

A(x,yi) log πθ(yi|x) (1)

where A(·) is the advantage function and usually
defined as A(x,yi) = β(r(x,yi) − b), where b
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Figure 3: Illustration of TreeRL. In each iteration, TreeRL first performs a tree search using EPTree, progressively
expanding branches from the top-N most uncertain tokens. The resulting tree, along with the process supervision
signals derived from each step, is then fed into reinforcement learning to update the policy model.

is the baseline (Mei et al., 2022; Chung et al.,
2021) and varies in different methods. For example,
A(yi) = r(yi)−mean{r(yi)}

std{r(yi)} in GRPO (Shao et al.,

2024b) and A(yi) = r(yi) − 1
K−1

∑K
j ̸=i r(yi) in

RLOO (Ahmadian et al., 2024).

3 TreeRL: Reinforcement Learning with
Tree Search

In this section, we present TreeRL to improve
LLM reasoning with tree search. Figure 3 shows
the overview of TreeRL. We first present an effi-
cient and effective tree search algorithm EPTree,
which guides tree search by token-level uncertainty
instead of traditional Monte Carlo Tree Search
(MCTS) (Browne et al., 2012). Then, we show
how to integrate the tree search into reinforcement
learning with process supervision to improve rea-
soning capability further.

3.1 Entropy-Guided Tree Search

We aim to optimize the tree-search algorithm for
RL training and thus emphasize the PassRate met-
ric, which evaluates the algorithm’s ability to gen-
erate diverse yet correct answers under a given
inference budget. Furthermore, the tree-search al-
gorithm must be efficient and highly parallelizable.
In contrast, traditional MCTS requires numerous
iterative generations, making it less efficient in cur-
rent LLM inference engines like VLLM (Kwon
et al., 2023).

We propose an entropy-guided tree search al-
gorithm, EPTree. The core idea is to iteratively
expand the search tree by forking new branches

(nodes) from the top-N most uncertain tokens (as
measured by entropy) across existing trees. This
encourages exploration in regions of high model
uncertainty, leading to improved performance. Crit-
ically, EPTree can generate multiple trees in paral-
lel, and the expansion process requires only around
2 iterations to build a diverse and informative tree,
making it highly efficient. The algorithm runs the
following steps.

Initialization. To generate M trees in parallel,
we first construct M chains by generating M re-
sponses for a given prompt x as initialization of Ti
for further expansion:

Y (i) = {yi ∼ πθ(· | x)}, for i = 1, 2, . . . ,M

where πθ is the policy model and x is the prompt.

Forking token selection. Next, we aim to expand
the trees by forking new branches from the existing
trees. We propose forking from the tokens with
the highest uncertainty, as these tokens provide the
most informative signals for the model and encour-
age exploration. We use cross-entropy as a measure
of uncertainty, which quantifies the uncertainty in
the policy model πθ when predicting a given to-
ken. To promote expansion, the top-N tokens with
the highest entropy values are selected across the
whole tree Ti. Specifically, the entropy of each
token v in the tree Ti is calculated as follows:

Bi = Top-NH(·|x) {(t,H (yt | x,y<t)) | t ∈ Ti}

where H(yt) = − log πθ(yt | x,y<t) denotes the
entropy of token yt. Additionally, we mask tokens
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Figure 4: Generation diversity comparison of EPTree,
MCTS, and i.i.d. multi-chain sampling. Both EP-
Tree and MCTS produce approximately 2× different
responses compared to i.i.d. multi-chain sampling.

near the end of sequences, as the model is expected
to explore different reasoning paths rather than sim-
ply revisiting previous answers.
Expansion. Given the selected tokens for each tree,
we continue the generation process from these to-
kens to form new branches. For each forking point
t, with the prefix yt and prompt x, we generate T
different candidate responses until completion:

Y
(i)

new ∼ {πθ (· | x,y<t) , for (t, ·) ∈ Bi}T

where y<t denotes the prefix response before token
t. This results in M ×N × T tree nodes in total(
N × T for each tree Ti ), each corresponding to a
new response. The tree structure Ti is updated to
include these new nodes:

Ti ← Ti ∪ Y
(i)

new

After initialization, the forking and expansion
process is repeated for L iterations, leading to
M×(T×N×L+1) leaves (responses). We denote
this entropy-guided tree search as an (M,N,L, T )-
tree, where M is the number of parallel trees, N is
the number of forked points per iteration, L is the
number of iterations, and T is the branching factor
at each forking point.

In comparison to independent multi-chain sam-
pling, the EPTree is capable of producing a larger
number of diverse responses under the same infer-
ence cost, as illustrated in Figure 4. This offers the
potential to enhance RL performance by learning
from more varied responses.

3.2 Reinforcement Learning with EPTree
In this part, we show how to integrate EPTree into
RL training. Beyond the superior potential to find

correct trajectories, hierarchical tree structures also
provide more fine-grained process supervision for
intermediate steps for RL training.

3.2.1 Process Supervision from Tree Search
At each step, we estimate the value using Monte
Carlo methods. Specifically, for a step sn (corre-
sponding to a node in the tree), let L(sn) denote the
set of all leaf nodes that are descendants of node
sn (including node sn itself if it is a leaf). The
value V (sn) of node sn is computed as the ratio of
correct leaf nodes among its descendants:

V (sn) =
1

|L(sn)|
∑

l∈L(sn)
1(l is correct)

This value reflects the potential of the node sn to
lead to correct answers. Based on value, process su-
pervision for each step is defined using advantages,
i.e., how much a step is better than other steps,
which include both global and local advantages.

The global advantage of a step sn represents its
potential to lead to a correct outcome compared to
the overall correctness ratio of all samples. Without
loss of generality, assume that there exists a virtual
root node for all subtrees, and the value of the root
node V (root) represents the average correctness
of all generated responses. The global advantage is
then computed as:

GA(sn) = V (sn)− V (root) (2)

Essentially, the global advantage of sn is equiv-
alent to the normalized value, which can be ob-
tained by first normalizing the reward across all
leaf nodes—subtracting the average reward—and
then calculating the average rewards for L(sn).

The local advantage of a node sn quantifies the
improvement the step sn provides compared to its
parent step p(sn) and is defined as:

LA(sn) = V (sn)− V (p(sn)) (3)

where V (p(sn)) denotes the value of the node
p(sn). LA(sn) > 0 indicates that step sn is more
likely to lead to the correct result than its parent
node, suggesting that this step should be encour-
aged, and vice versa.

To compute the final reward for each step, we
combine the global and local advantages as follows:

R(sn) = GA(sn) + LA(sn) (4)

The definition could be viewed as a spe-
cial case of Generalized Advantage Estimation
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Algorithm 1 TreeRL
Input: Prompt x, Policy πθ, Number of Trees M , Forking Points N , Iterations L, Branches T
Output: Optimized Policy π∗

θ

for i = 1 to M do ▷ Create M trees with M(1 +NLT ) leaves
Y (i) ← {yi ∼ πθ(· | x)}, Ti ← {Y (i)} ▷ Initialization
for l = 1 to L do ▷ Iterative Expansion

H(yt)← − log πθ(yt | x,y<t), ∀ t ∈ Ti
Bi,l ← Top-NH(·|x) {(t,H (yt | x,y<t)) | t ∈ Ti}
for each selected forking point (t, ·) ∈ Bi,l do

Y
(i,l)

new ∼ {πθ (· | x,y<t) , for (t, ·) ∈ Bi,l}T
Ti ← Ti ∪ Y

(i,l)
new , j ∈ {1, · · · , T}

for each step sn in Ti do ▷ Process Reward Calculation

V (sn)←
1

|L(sn)|
∑

l∈L(sn) 1(l is correct)

R(sn)← |L(sn)|−1/2

︸ ︷︷ ︸
Re-weight Factor

·[V (sn)− V (root)︸ ︷︷ ︸
Global Advantage

+V (sn)− V (p(sn)︸ ︷︷ ︸
Local Advantage

]

Update πθ using RL with process reward by Policy Gradient

(GAE) (Schulman et al., 2015). The general form
of GAE in LLM is defined as:

A(sn → sn+t) = γtV (sn+t)− V (sn) (5)

where t represents any integer time step, and γ is
typically set to 1 in most cases. Thus, the local
advantage defined in Eq 3 corresponds to the case
where t = 1, while the global advantage corre-
sponds to the case where n = 0. Inspired by the
GAE, the process supervision signal can be defined
as a more generalized format by considering not
only the root and direct parent but also all of its
ancestor nodes in the trajectory:

RGAE(sn) =
∑

j∈P (sn)

λj · [V (sn)− V (sj)]

where P (sn) represents the set of ancestor nodes
of sn and λj denotes the weight of each step. In
this work, we focus on a special format that only
considers the direct parent and the root node.

3.2.2 Training with Process Superivison
At each iteration, we first utilize EPTree described
in Section 3.1 to generate M trees T = {Ti}Mi for
the prompt, where each leaf node in T together
with its all prefix corresponds to a complete se-
quence. For each step in the tree, the process super-
vision signal is assigned based on Equation (4) to
reflect its importance.

The sequences {S1, S2, . . . , S(M×N×L×T+M)}
extracted from the trees are used for RL train-
ing. As all non-leaf steps appear in multiple se-
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Figure 5: Search performance of EPTree, MCTS, and
multi-chain sampling on Omni-MATH-500 using Qwen-
2.5-14B-SFT. EPTree consistently outperforms all base-
lines under the different inference costs.

quences and will be repeatedly computed in op-
timization, we downweight the reward of these
steps to prevent overfitting. The reward for each
non-leaf step is modified by dividing the square
root of the number of leaf nodes in its subtree:
R(sn) = R(sn)/

√
|L(sn)|. This adjustment leads

to improved performance in our experiments. The
overall pipeline of TreeRL is illustrated in Alg 1.

4 Experiment

4.1 Setup
Training Details. We train SFT models based
on Qwen-2.5-14B (Qwen, 2024) and GLM4-
9B (GLM et al., 2024) as initialization for RL train-
ing and finetune them using the public dataset from
(Hou et al., 2025) for 2 epochs. Then, to iden-
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Table 1: Experiment results on math reasoning tasks. We report Accuracy(%) for all datasets.

MATH500
Omni-MA

TH-500
AIME2024 AMC

Olympiad
Bench

LiveCode
Bench

Avg

GPT-4o 76.6 26.8 9.3 45.8 43.3 29.5 38.6
Llama-3.1-8B-Instruct 52.8 15.0 10.9 22.6 15.6 11.6 21.4
Llama-3.3-70B-Instruct 73.9 27.9 24.2 50.9 35.7 25.5 39.7
GLM4-9B-chat 50.1 12.9 1.7 17.2 14.7 16.5 18.9
Qwen-2.5-7B-Instruct 76.5 26.0 13.3 41.9 35.0 16.8 34.9
Qwen-2.5-Math-7B-Instruct 82.7 29.7 16.7 50.6 40.7 8.1 38.1
Qwen-2.5-14B-Instruct 78.9 28.7 13.7 54.5 41.8 27.7 40.9

SFT (GLM-9B) 56.0 18.2 8.3 29.2 22.5 14.2 24.7
ChainRL (GLM-9B) 63.0 21.8 6.1 31.6 23.9 16.6 27.2
TreeRL (GLM-9B) 64.5 20.8 11.4 38.5 24.8 15.8 29.3

SFT (Qwen-2.5-14B) 76.6 29.5 10.6 48.0 36.9 14.5 36.0
ChainRL (Qwen-2.5-14B) 81.6 32.7 22.2 53.9 41.1 18.2 41.6
TreeRL (Qwen-2.5-14B) 81.7 36.7 28.0 55.9 44.6 20.8 44.5
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Figure 6: Performance comparison between TreeRL and ChainRL during training. We report the average perfor-
mance across all six datasets (Left), OlympiadBench (Middle), and Omni-MATH-500 (Right). The results for the
other benchmarks can be found in the Appendix D.

tify the best tree search setting for RL under a
given inference cost, we investigate various combi-
nations of hyperparameters (M,N,L, T ) using the
trained Qwen-2.5-14B-SFT model on the Omni-
MATH-500 dataset with PassRate as the target met-
ric, and the results can be found in Table 4 in Ap-
pendix. The baseline i.i.d multi-chain samplings
correspond to setting N = L = T = 0.

For the RL training, we compare the perfor-

mance of RL using multi-chain sampling, referred
to as ChainRL, to the proposed TreeRL under
the same inference cost derived from the previous
search to ensure a fair comparison. For TreeRL,
we used sampling parameters (M,N,L, T ) =
(6, 2, 1, 2), generating 30 responses per prompt.
This is comparable to multi-chain sampling with
16 responses per prompt, given similar generation
token budgets. Each iteration used 16 prompts for
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a single gradient update, resulting in a batch size of
256 for ChainRL and 480 for TreeRL. Therefore,
TreeRL actually performs reinforcement learning
with the same inference cost but with more training
computation during training. We use rule-based
reward based on the correctness of the final answer,
i.e., +1 for correct and 0 for wrong. The KL ef-
ficiency is set to β = 10−4, with a learning rate
of 1.5× 10−6. During sampling, the temperature
is 1.2, the top-p value is 0.95, and the maximum
sequence length is 8,192. For RL training, the train-
ing data all come from publicly available datasets,
including MATH-train (Hendrycks et al., 2021) and
NuminaMath (Li et al., 2024a), and we sample a
subset for training.
Evaluation We use PassRate to evaluate the ef-
fectiveness of the proposed tree search algorithm.
PassRate measures the potential of a model to reach
at least one correct answer among all the generated
solutions. It should be noted that we compare tree
sampling and chain sampling under similar infer-
ence budgets, i.e., generation tokens. Specifically,
given an evaluation dataset D, for each sample
d ∈ D, let Ld be the set of generated responses and
c(l) ∈ {0, 1} be a binary indicator of correctness
for a response l. The PassRate is computed as:

PassRate =
1

|D|
∑

d∈D
max
l∈Ld

c(l)

For reinforcement learning, we evaluate the policy
model on 6 challenging reasoning benchmarks us-
ing greedy sampling, including MATH(Hendrycks
et al., 2021), Omni-MATH (Gao et al., 2024),
AIME2024(Li et al., 2024a), AMC(Li et al.,
2024a), OlympiadBench(He et al., 2024), and Live-
CodeBench (Jain et al., 2024). For the MATH
dataset, we use a subset known as MATH500 based
on the split defined by (Lightman et al.). For Omni-
MATH, we randomly sample a subset for evalu-
ation, named Omni-MATH-500, which consists
of 500 examples for efficient yet comprehensive
assessment. Each dataset undergoes multiple eval-
uations to minimize variance; for instance, we eval-
uate MATH500 and Omni-MATH-500 three times
each, while AIME is evaluated 32 times, consider-
ing AIME2024 consists of only 30 questions. For
LiveCodeBench, we report the performance using
the data between 202407 to 202411.

4.2 Results of EPTree
Table 4 shows the overall performance on Omni-
MATH-500 and illustrates the efficiency and effec-

tiveness trade-off across different sampling meth-
ods. EPTree demonstrates a significant advantage
over the baseline multi-chain sampling method and
the MCTS method under the same inference cost.
And EPTree shows consistently better performance
across different generation costs and outperforms
the multi-chain sampling by around 3% in Pass-
Rate. Compared to MCTS, EPTree demonstrates a
more significant advantage, with the margin widen-
ing as the inference cost increases.

4.3 Results on RL training

Table 1 presents the performance of various sam-
pling strategies in RL training. Notably, TreeRL
equipped with EPTree sampling outperforms tradi-
tional multi-chain sampling across different bench-
marks. In particular, Figure 6 illustrates the evalua-
tion performance over various training steps. While
both sampling strategies exhibit similar perfor-
mance during the early stages of training, TreeRL
begins to show an advantage around 100 steps and
continues to improve consistently. This indicates
that the TreeRL achieves better prompt efficiency
by delivering enhanced performance with the same
number of training prompts. Overall, these results
underscore the promise of integrating tree search
and process supervision into RL training.

4.4 Ablation Study on EPTree Sampling

Effects of entropy-based forking. Table 2 illus-
trates the performance across different strategies
when forking new branches in tree expansion. EP-
Tree shows better PassRate than random forking
with fewer generation tokens, which demonstrates
the advantage of EPTree. In addition, both tree
sampling strategies outperform multi-chain sam-
pling, offering the potential of tree search.

Case study on forking tokens. To help better
understand EPTree, we conduct case studies to an-
alyze what type of tokens tend to be selected. We
examine frequency by identifying the top-10 tokens
that most often serve as forking points, and the re-
sults are illustrated in Figure 7. It can be observed
that mathematical operators (\(), logical conjunc-
tions, and transitional terms (“Since”, “But”) are
frequently selected. Notably, the token “wait” ap-
pears frequently, as o1-like models often use it for
self-reflection steps.
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Table 2: Ablation of EPTree on Omni-MATH-500. We
compare forking branches using random and entropy-
based strategies on Qwen-2.5-14B-SFT. (16, 0, 0, 0) cor-
responds to multi-chain sampling. Entropy denotes
whether to use entropy-based forking strategy. EP-
Tree model shows better PassRate performance yet with
fewer generation tokens.

(M,N,L, T ) Entropy PassRate ↑ #Token ↓
(6, 2, 1, 2) ✓ 56.9 22268
(6, 2, 1, 2) ✗ 54.8 24213
(16, 0, 0, 0) - 52.4 19858

(8, 4, 2, 2) ✓ 71.0 77768
(8, 4, 2, 2) ✗ 70.0 89452
(64, 0, 0, 0) - 67.4 79367
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Figure 7: Frequent words of sampled forking tokens in
EPTree sampling on Omni-MATH-500.

4.5 Ablation on TreeRL

To test the effectiveness of process supervision in
TreeRL, we compare different designs of process
supervision signals. Additionally, since the TreeRL
uses more traces than RL with multi-chain sam-
pling, we also evaluate how the increased training
cost impacts performance. The results are pre-
sented in Table 3. The results demonstrate that
RL with reweighted local and global advantage
achieves the best performance. Removing either
component could lead to a decline in performance.
Moreover, using a subset of sampled responses
shows less improvement compared to utilizing the
entire set. This suggests that, in addition to higher
PassRate and process supervision, tree search en-
hances RL performance by enabling more training
within the same inference cost.

5 Related Work

5.1 Reinforcement Learning for LLM
Reasoning

Recent advanced (Guo et al., 2025; Zhu et al., 2024;
OpenAI, 2024; Ouyang et al., 2022) have demon-
strated the effectiveness of reinforcement learning
in LLM alignment and reasoning. Most existing
methods train a reward model or use rule-based
rewards for the entire response. In parallel, process
supervision(Lightman et al., 2023) has shown a
particularly promising performance than outcome
supervision. Most existing works resort to training
a process reward model (PRM) based on human-
or auto-annotated process signals(Lightman et al.,
2023; Wang et al., 2024a; Luo et al., 2024; Setlur
et al., 2024) and apply the static PRM for RL train-
ing (Shao et al., 2024a; Wang et al., 2024a). How-
ever, a static PRM could suffer from distribution
shift and reward hacking as RL training progresses.
(Kazemnejad et al., 2024) overcomes this problem
by conducting Monte Carlo rollouts to estimate the
value for each step, but it suffers from high com-
putation cost with around quadratic computational
complexity and thus hinders scalability.

5.2 Tree Search for LLM Reasoning
Tree search has mainly been explored in LLM align-
ment and inference, especially for data synthesis
and offline preference training. Xie et al. (2024)
employs MCTS to generate step-level preference
pairs for DPO (Rafailov et al., 2024). Chen et al.
(2024b); Feng et al. (2024); Zhang et al. (2024b)
employ MCTS to iteratively generate high-quality
SFT data or produce process supervision signals
for training. Other works explore reward-guided
search (Snell et al., 2024; Yao et al., 2023; Long,
2023) to boost the performance in the inference
stage. However, few efforts have been devoted to
studying how to explicitly integrate tree search into
reinforcement learning training like AlphaZero (Sil-
ver et al., 2017) to improve LLM reasoning.

6 Conclusion

This work presents TreeRL, an RL approach that
combines tree search with process supervision to
enhance LLM reasoning. EPTree improves re-
sponse diversity and performance over traditional
methods like MCTS and i.i.d multi-chain sampling.
Then, we conduct reinforcement learning with EP-
Tree and the derived process supervision from tree
search. Experiments on math reasoning tasks show
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Table 3: Ablation on the effectiveness of different process signals for RL training using Qwen2.5-14B. GA and LA

denote the global and local advantages, respectively. n refers to the number of leaf nodes that can be reached from
the given step. #Response denotes the number of responses used for training.

Reward #Responses MATH500
Omni-MA

TH-500
AIME2024 AMC

Olympiad
Bench

LiveCode
Bench

Avg Gain

(GA + LA)/
√
n 30 81.7 36.7 28.0 55.9 44.6 20.8 -

GA + LA 30 81.5 32.0 24.1 56.2 42.1 19.7 -1.9 ↓
GA/
√
n 30 80.1 35.1 24.7 55.5 42.8 20.7 -1.3 ↓

(GA + LA)/
√
n 16 80.1 32.5 24.5 52.9 41.7 15.8 -3.2 ↓

that the TreeRL outperforms existing techniques,
highlighting the potential of RL with tree search to
advance LLM in complex reasoning tasks.

7 Limitation

In this work, we propose to improve reinforcement
learning with on-policy tree search. While this
approach demonstrates promising performance, it
does come with several limitations. First, current
LLM inference engines do not offer special opti-
mizations for tree search, meaning the proposed
EPTree still requires 2+ iterations, resulting in a
performance that is approximately 2× slower than
multi-chain sampling. Additionally, we utilize pro-
cess supervision from tree search for RL training
and attempt to optimize it from the perspective of
advantage and re-weighting. Further efforts, in-
cluding how to assign appropriate weights to the
importance of different steps, how to define more
meaningful process signals from the tree structure,
and how to implement step-level reward normaliza-
tion, deserve more exploration.
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A Position Distribution Analysis

We study the position of selected forking tokens
in their branches. As illustrated in Figure 8, we
plot the relative positions of forking points, calcu-
lated as the ratio between a token’s forking position
and its branch length. The resulting distribution
shows a roughly uniform pattern, which supports
our assumptions presented in Appendix B.

0.0 0.2 0.4 0.6 0.8 1.0
Relative Position

0.0

0.2

0.4

0.6

0.8

1.0

1.2

1.4

1.6

De
ns

ity

Forking Token Position Distribution by EPTree
Uniform Distribution

Figure 8: Distribution of the relative positions of forking
tokens selected by EPTree on Omni-MATH-500, based
on the ratio of forking position to branch length.

B Theoritical Analysis of EPTree

Theorem 1. Consider a setting where forking to-
kens follow a uniform distribution U(0, 1) within
each branch, and generation lengths remain fixed
without repetition, subject to the constraint that
parameter l ≤ 2. Under these conditions, the
entropy-guided tree search algorithm presented in
Section 3.1 yields a leaf count that is bounded be-

tween
4

3
and

12

5
times that of a multi-sampling ap-

proach, while maintaining identical computational
complexity in terms of total token evaluations.

Proof. We present the proof of Theorem 1 by an-
alyzing two cases based on the branching process
illustrated in Figure 9. Let x1, x2, . . . , xn be i.i.d.
random variables uniformly distributed on [0, 1].

Case l = 1: Assume all completion lengths are
unit 1. The total completion length of the entropy-
tree is:

L = 1 + t ·
n∑

i=1

(1− xi).

The expected total length is:

E[L] = 1 + t ·
n∑

i=1

E[1− xi] = 1 +
nt

2
.

The number of leaves in the tree is:

Ntree = 1 + nt.

x1

x2

x3

Figure 1: Branching process illustration when n =

3, t = 2, where x1, x2, x3
i.i.d∼ U(0, 1).

1

Figure 9: Forking token illustration when n = 3, t = 2,
where x1, x2, x3

i.i.d∼ U(0, 1).

For the multi-sample approach with the same com-
pletion tokens, the number of leaves is:

Nmulti = 1 +
nt

2
.

The ratio of the number of leaves in the tree to the
multi-sample approach is:

R(n, t) =
1 + nt

1 + nt
2

.

Let x = nt ≥ 1. Then:

R(x) =
1 + x

1 + x
2

.

The derivative of R(x) with respect to x is:

R′(x) =
1

(
1 +

x

2

)2 > 0,

indicating that R(x) is monotonically increasing.
Evaluating at the endpoints:

R(1) =
4

3
, lim

x→∞
R(x) = 2.

Thus, R(n, t) ∈
[
4

3
, 2

)
when l = 1.

Case l = 2: In this scenario, the next top-n
entropy token appears either on the main chain or
on one of the branches. The probabilities of these
events are:

1

1 + t
∑

i (1− xi)
and

1− xi
1 + t

∑
i (1− xi)

,
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Respectively. The expected new completion length
is:

E [li] = E



1

2
+

t

2

∑
i (1− xi)

2

1 + t
∑

i (1− xi)


 := φ.

Through Monte Carlo simulation, it is observed that
φ monotonically decreases with n. As n→∞, the

ratio tends to
1

3
. For n = 1, the integral value is

ln 2− 1

4
. Thus, φ ∈

(
1

3
, ln 2− 1

4

]
.

The total generation length is:

1 +
1

2
nt+ nt · φ,

And the number of leaves is:

1 + 2nt.

For the same completion length, the number of
leaves in the multi-sample approach is:

1 +

(
1

2
+ φ

)
nt.

The ratio of the number of leaves in the tree to the
multi-sample approach is:

R(nt) =
1 + 2nt

1 +

(
1

2
+ φ

)
nt

,

Which is also monotonically increasing in nt.
Therefore:

R(nt) ∈
[

6

3 + 2φ
,

4

1 + 2φ

)
.

Specifically:





R(nt) ≥ 6

3 + 2 ·
(
ln 2− 1

4

) ≈ 1.544

R(nt) <
4

1 + 2 · 1
3

= 2.4

Combining both cases, the ratio R(n, t) lies in the

interval
[
4

3
,
12

5

)
.

Table 4: (M,N,L, T ) Parameter Evaluation of EPTree
on Omni-MATH-500. The table reports the leaf number,
PassRate, and total generation tokens under different
parameter combinations for k = 16 and k = 64.

(M, N, L, T) #Leaf ↑ PassRate ↑ #Token ↓
k = 16

multi-16 16 52.4 19858
(8, 3, 1, 1) 32 58.4 25223
(7, 2, 1, 2) 35 59.2 26200
(6, 2, 2, 1) 30 54.4 20537
(6, 2, 1, 2) 30 56.9 22268
(5, 3, 1, 2) 35 58.6 25269
(5, 2, 1, 3) 35 56.0 25210
(5, 3, 2, 1) 35 58.0 22668
(5, 1, 2, 3) 35 58.6 21895

k = 64

multi-64 64 67.4 79367
(16, 2, 2, 2) 144 70.0 88257
(16, 4, 1, 2) 144 71.4 101744
(16, 2, 1, 4) 144 72.6 100468
(9, 5, 1, 3) 144 71.9 98193
(9, 3, 1, 5) 144 71.6 97193
(8, 8, 1, 2) 136 70.7 92946
(8, 4, 1, 4) 136 69.7 90015
(8, 8, 2, 1) 136 68.6 79582
(8, 4, 2, 2) 136 71.0 77768
(8, 2, 2, 4) 136 69.4 76750

C Detailed Evaluation of EPTree

Table 4 presents a comprehensive evaluation of EP-
Tree in comparison to the multi-chain baseline for
k = 16. We select the RL training configuration
(6, 2, 1, 2), as it offers a similar inference cost to
the chain-16 setting while demonstrating improved
efficiency (requiring only one interaction) and ef-
fectiveness (achieving 56.9 compared to 52.4).

D Results on Other Reasoning
Benchmarks

Figure 10 and 11 provide additional RL training
results on MATH500, AMC, LiveCodeBench, and
AIME2024, demonstrating that TreeRL with EP-
Tree sampling outperforms RL with traditional
multi-chain sampling across various benchmarks.

E TreeRL on General tasks

To further evaluate TreeRL’s generalizability, we
further conducted experiments on general tasks.
We evaluate TreeRL and ChainRL on 3 general
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Figure 10: Performance comparison between TreeRL and ChainRL on MATH500 (Upper Left), AMC (Upper
Right), LiveCodeBench (Lower Left), and AIME2024 (Lower Right); experiments are based on Qwen-2.5-14B.
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Figure 11: Performance comparison between TreeRL and ChainRL on MATH500 (Upper Left), AMC (Upper
Right), LiveCodeBench (Lower Left), and AIME2024 (Lower Right); experiments are based on GLM4-9B.
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tasks: MMLU-Pro (Wang et al., 2024c), Arena-
Hard (Li et al., 2024b), and IFEval (Zhou et al.,
2023).

• MMLU-Pro extends MMLU (Hendrycks
et al., 2020) with more challenging reason-
ing tasks, fewer noisy questions, and a larger
answer set (4-10 options). We use the chain-
of-thought prompt and measure the pass rate.

• Arena-Hard consists of 500 difficult prompts
from Chatbot Arena, focusing on human-like
preferences. We evaluate using the win rate
score, comparing against the GPT-4-0314
baseline.

• IFEval tests the model’s ability to follow
prompt instructions. We use the strict prompt
metric for evaluation.

MMLU-Pro Arena-hard IFEval Avg

SFT 57.6 57.5 49.9 55.0
ChainRL 64.5 72.2 56.0 64.2
TreeRL 64.5 71.8 58.2 64.9

Table 5: Performance on general benchmarks.

As is shown in Table 5, we observe a compa-
rable performance between TreeRL and ChainRL.
This indicates that while TreeRL exhibits a par-
ticular advantage in reasoning tasks, it maintains
its performance in general tasks, achieving robust
performance in diverse task types.
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