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Abstract

Solving complex tasks in a single attempt is
challenging for large language models (LLMs).
Iterative interaction with the environment and
feedback is often required to achieve success,
making effective feedback utilization a critical
topic. Existing approaches either struggle with
length generalization or rely on naive retries
without leveraging prior information. In this pa-
per, we introduce FTTT, a novel paradigm that
formulates feedback utilization as an optimiza-
tion problem at test time. Additionally, we pro-
pose a learnable test-time optimizer, OPTUNE,
to effectively exploit feedback. Experiments
on two LLMs across four reasoning datasets
demonstrate that FT'TT and OPTUNE achieve
superior scalability and performance!.

1 Introduction

Leveraging external feedback from interactions
with the environment during test time has emerged
as a promising approach for large language models
(LLMs). This includes applications such as LLM-
based agents (Yao et al., 2023; Shinn et al., 2023)
and, more recently, test-time scaling (Wu et al.,
2024; Snell et al., 2024; Liu et al., 2025). Such
methods further enhance the potential of LLMs to
solve challenging tasks, e.g., Olympiad-level math
problems (Guan et al., 2025) and competitive pro-
gramming (OpenAl et al., 2025).

Significant progress in this area typically falls
into two categories (Snell et al., 2024), as illustrated
in Figure 1: sequential revision and parallel sam-
pling. Sequential revision methods (Shinn et al.,
2023; Madaan et al., 2023) incorporate previous
attempts into the LLM’s context, while parallel
sampling methods (Xie et al., 2023; Brown et al.,
2024) generate new attempts independently of prior
failures. However, both approaches have notable
limitations. Sequential revision is computationally
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expensive due to long context lengths and faces
challenges (Muennighoff et al., 2025), such as po-
sition bias (Liu et al., 2024) and attention noise (Ye
et al., 2024b). In contrast, parallel sampling, while
efficient, fails to learn from previous errors (Brown
et al., 2024). Unlike these paradigms, human rea-
soning follows a different pattern: humans store
recent experiences in “fast weights” (Schmidhuber,
1992; Ba et al., 2016; Schlag et al., 2021), enabling
them to neither revisit past errors explicitly nor start
each attempt without any prior knowledge. Recent
research suggests that the weights of neural net-
works could serve as a natural memory mechanism
during test time (Wang et al., 2024).

Building on these observations, we propose a
novel paradigm that leverages Test-Time Training
(TTT) (Sun et al., 2020, 2023) to store past experi-
ences in model weights rather than in the context.
This approach bridges the gap between sequential
revision and parallel sampling by indirectly incor-
porating knowledge into the LLM without disrupt-
ing in-context reasoning. Specifically, we intro-
duce Feedback-based Test-Time Training (FTTT),
which employs a carefully designed TTT task
based on feedback enriched with self-reflection.
We demonstrate that FTTT improves test-time
computation scalability on two mathematical rea-
soning and two code generation datasets, using
Llama-3.1-8B-Instruct (Dubey et al., 2024) and
Mistral-7B-Instruct-v@.3 (Jiang et al., 2023).

Inspired by advancements in learning to opti-
mize (Chen et al., 2022), we explore training learn-
able test-time optimizers to yield Pareto-optimal
cost-performance tradeoffs. Our proposed learn-
able optimizer, OPTUNE, is a lightweight neural
network that predicts weight updates from the gra-
dients of the previous attempt. Unlike traditional
parameter-efficient fine-tuning (PEFT) methods,
OPTUNE works on the gradient rather than the
activation space. Experiments on three reason-
ing datasets and two different LLMs demonstrate
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Figure 1: Comparison between sequential revision, parallel sampling, and feedback-based test-time training. [1is
the failed attempt and O is the successful attempt. — indicates the LLM generation with the input on the left of the
arrow and the output on the right. --» denotes the LLM training, where the left of the arrow is the training data.

the effectiveness of OPTUNE, outperforming five
widely used PEFT baselines.

2 Feedback-based Test-Time Training

2.1 The Test-Time Training Task

The problem of exploiting test-time feedback is
as (Shinn et al., 2023): given a question (), a
model M attempts to solve () within a budget of
N attempts. A verifier V' evaluates each attempt,
such as the n-th attempt A,,, and provides feed-
back V' (A,,). This work focuses on binary verifiers,
which determine whether A,, is correct. These ver-
ifiers are well-established, rule-based systems that
are both cost-effective and efficient to evaluate.

When the model generates attempts sequentially,
our goal is to enable M to learn from previous
attempts to improve subsequent ones. To achieve
this, we frame learning from previous attempts as
a training problem: at each step n, we optimize
M using Q, A,, and V(A,), aiming for M to
generate a better A, 1. This way internalizes the
past attempts into weights for efficient inference of
Ap+1. As aresult, the sequence of attempts can be
viewed as an /N-step optimization process.

A key challenge is designing an effective super-
vised task using @), A,, and V(A,) to improve
the model’s ability to solve (). We build on the
intuition that a model capable of judging the cor-
rectness of a solution should also be able to solve
the question itself. Concretely, given Q and A,,, we
train M to predict verbal feedback F' that aligns
with V' (4,,). This leads to our FTTT loss:

Lerrr (Q, Ap) = —flog My 1 (F | Q, 4,) (1)

where [y is the length of F' and M, denotes the
raw LLM. In this work, F’ is set to “Your answer is
incorrect.” when V' (A4,,) implies an incorrect A,,.

2.2 Self-Reflected Feedback

Since we are working with a binary verifier, the
learning signal is limited at each interaction. Previ-
ous research suggests that LLMs can self-correct
errors when provided with external signals (Huang
et al., 2024). Inspired by this, we aim to enhance
the learning signal by leveraging the model to
generate silver-standard training labels via self-
reflection.

We first sample a reflection R,, from the model
given ), A,, F and the instruction P (see Ap-
pendix B for details of P):

RnNMO(R’QaAﬂAFvP) (2)

In practice, we use My to generate R, to miti-
gate the risk of degraded self-reflection ability after
training. The auxiliary loss is then defined as:

[«aux (Q7 Am Rn) = 7& log AIIL*I (Rn | Q7 Am F) (3)

where [,, is the length of R,,. Eq. 3 can be inter-
preted as a sequence-level distillation loss (Kim
and Rush, 2016), where knowledge from the raw
model M is distilled into the trained model M,,_1
to prevent overfitting. Finally, the overall loss is as:

Eﬁnal = EFTTT + Eaux (4)

Below is a training example with self-reflection,
where underlined sentences are the training target:
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Algorithm 1 FEEDBACK-BASED TTT

Require: The question (), the model M, the ver-
ifier V, the budget IV, the verbal feedback F',
the instruction P

I:n<+1

2: whilen < N do

3: Ap~M,_1(A|Q)

4: if V' (A4,,) is passed then

5: return A,

6: else

7: Compute the loss £ using Eq. 1
8: if enable self-reflection then

9: R, ~ My (R|Q, A, F,P)
10: Compute the loss Ly« using Eq. 3
11: L+ L+ Loux
12: end if
13: Update M,,_; using L to get M,
14: end if
15: n<—n+1

16: end while

17: return Ay

Training Example with Self-Reflection

User: Solve the following math problem . ..
Assistant: . .. the final answer is: . ..
User: Your answer is incorrect. Here is

the summary of the mistakes in the previous

The underlined sentence corresponds to F' in Eq. 1
and the wave-underlined sentence represents 12,
for Eq. 3. Algorithm 1 summarizes our FTTT.

Discussion. As shown in Table 1, FTTT com-
bines the strengths of sequential revision and paral-
lel sampling. Like sequential revision, it leverages
memory (i.e., weights) to store past failed attempts,
while avoiding the length generalization issues as
in parallel sampling. Figure 1 highlights the ad-
vantages of FTTT from a probabilistic graphical
model perspective, where both sequential revision
and parallel sampling are special cases of FTTT
with additional independence assumptions. In par-
ticular, sequential revision assumes that attempts
form a Markov process, whereas parallel sampling
treats each attempt as independent.

In terms of efficiency, FTTT is highly optimized.
Since we only update M once at each attempt
in practice, FTTT requires only one additional
backward propagation computed in parallel for all
tokens in one attempt, whose cost is negligible.
The dominant overhead of FTTT is generating R,,.

Self Length

Method Reflection Memory Generalization

Revision (Snell et al., 2024)
Self-Refine (Madaan et al., 2023)
Best-of-N (Brown et al., 2024)

Beam Search (Ow and Morton, 1988)
Guided Beam Search (Xie et al., 2023)

FTTT (ours) |

STSN > % N %
AT T S NN
AN N N

Table 1: Comparing the advantages and drawbacks of
FTTT and related works.

However, FTTT is still much faster than sequential
revision (see Section 4.2), as R,, is typically short.

Moreover, FTTT closely resembles vanilla
TTT (Sun et al., 2020), but with additional inputs
beyond @, such as A,, V (4,,), and R, as defined
in the problem. Consequently, it inherits the same
convergence guarantees as TTT.

3 A Learnable Test-Time Optimizer

3.1 The Learning to Optimize Problem

Although FTTT achieves success (see Section 4.2),
it simply applies the gradients of the feedback re-
ceived so far to update the weights. This raises the
question: can we design a better test-time optimizer
that more effectively exploits feedback?

Motivated by learning to optimize (Chen et al.,

2022), we adopt a neural network as the test-time
optimizer. Concretely, this learnable test-time op-
timizer is formulated as fp (Q, {4,V (4i)}i—y),
which predicts updates for all LLM weights based
on the previous n attempts, and 6 is the opti-
mizer parameter. However, this direct formula-
tion leads to prohibitively large networks due to
high-dimensional input and output spaces. For a
maximum number of m tokens per attempt and an
[-layer LLM, the input space grows to n. X m X [,
even when updating only a scalar weight at each
layer (we exclude the token count of (), as it is
significantly smaller than m). Since updates for
all weight matrices across all layers are predicted
jointly, the dimensionality of the input and output
spaces becomes unmanageable. We therefore sim-
plify fp by introducing the following assumptions:

(A1): Markov Property: The latest attempt
captures all relevant information from pre-
vious attempts.

(A2): Independent Update: The optimizer pre-
dicts updates for each weight matrix in-
dependently, similar to conventional opti-
mizers (Kingma and Ba, 2015).

A1 eliminates the dependency on n and A2 en-

ables updates to be predicted independently for
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each weight, significantly reducing the size of the

output space. The learnable test-time optimizer

now becomes Vi, = fo. (Q, A,V (A,)),

where it predicts the update for the weight WW; in

the i-th layer based on () and the latest attempt A,,.
To train all f, we define the following loss:

Loneta = — log M (/1 | Q, {W +Vw |V e W}) (5)

where A is the ground-truth for Q and W is the set
of LLM weights. Here we consider only a one-step
optimization problem, as a multi-step version in-
volves the non-differentiable generation of A. Eq. 5
encourages f to predict updates that increase the
likelihood of generating the correct answer after
applying these updates.

3.2 A Parameter-Efficient Architecture in The
Gradient Space

Given the limited learning signal at test time, we
design the learnable optimizer to be parameter-
efficient to alleviate overfitting. However, the in-
put and output spaces of fg,, (Q,A,,V (A,)) are
large due to their lengths, Iﬁaking even a simple
linear projection parameter-intensive. Additionally,
V (A,) may be heterogeneous to ) and 4,, e.g.,
a scalar, posing challenges for modeling.

Inspired by the success of FT'TT in Section 2
and recent works (Mitchell et al., 2022; Wang et al.,
2024), we propose a parameter-efficient architec-
ture in the gradient space as the learnable optimizer.

Gradient-based Input Compression. Instead of
directly inputting @, A,, and V (4,,), we first
project them into the gradient space, since recent
work suggests that long context can be effectively
compressed by gradients (Wang et al., 2024). This
way reduces the token count m in A, to a constant
and unifies the spaces of ), A,, and V (4,,) to
ease the modeling. Besides, the gradient encodes
the knowledge about W;, enabling efficient model-
ing of fg,,, , which no longer needs to learn such
knowledgé with massive resources as in the black-
box optimization (Chen et al., 2017). To compress
@ and A,,, we use the next token prediction loss,
while for V' (A,,), we include Lrprpr in Eq. 1. The
final loss for compressing the optimizer input is:

['compress =

1
—ElogM (An | Q) + LerTT (6)

The input of fy,, to predict the update of W; now
is the gradient VZWi of Leompress W.r.t. W;. Conse-
quently, fg,,, receives a fixed-size tensor as input
rather than alvariable—length sequence.

fan)
\\

Figure 2: The model architecture of OPTUNE.

Gradient Decomposition. Although fy,, oper-
ates on a smaller space after compression, the di-
mensionality of the gradient space remains large
for direct processing. We utilize the observation
that Vi, € R¥4 (assuming W; € R9*9) can be
decomposed into two vectors to further reduce the
dimensionalities (Mitchell et al., 2022): the input
to a linear projection with weight W;, u; € R%*1,
and the gradient of Lcompress W.I.t. the output of the
same linear projection, d; 1 € R?*!. In this frame-

work, fp,, takes the decomposed u; and ;41 as its
input and predicts u; and 5i+1. The update is then
reconstructed as Vyy, = 5i+112iT. This approach

reduces the dimension from d2 to 2d.

Model Architecture. The architecture of
fow (¢i,di1+1), named OPTUNE, is shown in
Figure 2 and defined as follows:

[, 0541 = Norm ([u;, 8;41]) @)
h; = 63Dropout (91 [ai, g¢+1]) (8)
[ﬂz’, Si+1} = hi + [, 6ig1] ©

where 6; € R™?¢ and 0, € R?**" are the op-
timizer parameters with » < d. [] denotes the
vector concatenation. Norm normalizes u; and
d;4+1 to have zero mean and unit variance sepa-
rately. Dropout is the dropout regularization (Sri-
vastava et al., 2014). In practice, ; and 6, are
shared across all weights with the same shape. We
design OPTUNE this way as rank reduction and
dropout help mitigate the overfitting risk, which
is severe in our scenario due to the sparse, binary
feedback. OPTUNE is similar to the Bottleneck
Adapter (Houlsby et al., 2019), with the key dif-
ference that its input is gradients and its output is
the weight update. As such, OPTUNE can also be
regarded as a specialized PEFT technique tailored
to reasoning.

4 Experiments

4.1 Setup

Datasets. We evaluate both baselines and our
method on math and coding reasoning tasks: (a)

5044



Method ‘ MATH GSMSK MBPP HumanEval | Avg,
Llama-3.1-8B-Instruct
Revision (Snell et al., 2024) 0.2960 0.4570 0.2991 0.3889 0.3603
Beam Search (Ow and Morton, 1988) | 0.2560 0.4842 0.1869 0.2407 0.2920
Self—Consistency (Wang et al., 2023) 0.30000_0057 0.45250_0111 0.13710_0180 0.12350_0531 0.2533
Self-Refine (Madaan et al., 2023) 0.46930_0207 0.78280_0064 023050.0088 0.29630_0800 0.4447
Best-of-N (BI‘OWII et al., 2024) 0.64270,0154 0.80690_0043 0.54520_0154 0.67280_0087 0.6669
FTTT 0.67070.0222 0.81000_0037 0.56070_0212 0.68520_0302 0.6817
+ w/o Self-Reflected Feedback 0.67200,0113 0.80540,0133 0.54050,0117 0.67900,0087 0.6742
Mistral-7B-Instruct-ve.3
Revision (Snell et al., 2024) 0.0497 0.1686 0.1351 0.1000 0.1134
Beam Search (Ow and Morton, 1988) | 0.1783 0.4537 0.1318 0.1600 0.2310
Self—Consistency (Wang et al., 2023) 0.161 80.0011 0.35490,0052 0.1 2430,0135 0.1 0330.0236 0.1861
Self-Refine (Madaan et al., 2023) 0.12870.0139 0-33120.0078 0.23470‘0091 0.35330‘0309 0.2620
Best-of-N (BI‘OWH et al., 2024) 0.46880_0138 0.78070_0055 0.49620_0171 0.65000,0141 0.5989
FTTT 0.47330.00s7  0.78200.0045 0.496200015 0.66330 0125 | 0.6037
+ w/o Self-Reflected Feedback 0.48760_0133 0.78580_0021 0.49410_0040 0.68330_0205 0.6127

Table 2: Experimental results on four datasets with a budget of 32. For stochastic algorithms, we report the mean of
three runs with different random seeds and standard deviation in the subscript. Bold entries are the best results, and

underlined entries are the second-best results.

Mathematical reasoning: MATH (Hendrycks et al.,
2021) and GSMB8K (Cobbe et al., 2021), using the
test split from Lightman et al. (2024) for MATH. (b)
Code generation: MBPP (Austin et al., 2021) and
HumanEval (Chen et al., 2021). For all datasets,
we report results on subsets where models fail with
greedy decoding. We use Exact Match as the eval-
uation metric as well as the verifier for math tasks
and Pass@1 for code.

Models. We conduct experiments with
Llama-3.1-8B-Instruct (Dubey et al., 2024)
and Mistral-7B-Instruct-v@.3 (Jiang et al.,
2023). We evaluate both models with zero-shot
prompting and follow the official instructions
when evaluating the model on each dataset?.

Baselines. We compare FTTT with the following
test-time scaling methods:

¢ Beam Search (Ow and Morton, 1988) is a
popular search algorithm that approximates
the most confident model prediction.

* Self-Consistency (Wang et al., 2023) samples
multiple predictions and selects the most fre-
quent answer.

e Best-of-N (Brown et al., 2024) samples N
predictions independently and picks the best

thtps://huggingface.co/datasets/meta—llama/
Llama-3.1-8B-Instruct-evals

one based on external feedback.

* Revision (Snell et al., 2024) iteratively refines
answers by conditioning the model on previ-
ous attempts. We pick the best answer accord-
ing to feedback.

e Self-Refine (Madaan et al., 2023) alternates
between self-critique and refinement. We se-
lect the best solution based on feedback.

For sampling-based methods, we use nucleus
sampling (Holtzman et al., 2020) with a tempera-
ture of 0.6 and p = 0.95, following Brown et al.
(2024). All methods are allocated a budget of 32.
For FTTT, we fine-tune the model with LoRA (Hu
et al., 2022), using a rank of 4 and a dropout ra-
tio of 0.05. We use the Adam optimizer (Kingma
and Ba, 2015) with a learning rate of 1e-5, except
for Mistral-7B-Instruct-v@.3 in coding tasks,
where we use 2e-5.

As OPTUNE is a specialized PEFT method, we
compare it with the following PEFT approaches:
Adapter (Houlsby et al.,, 2019), (TIA)? (Liu
et al., 2022), LoRA (Hu et al., 2022) and LN-
Tuning (Zhao et al., 2024). We also include full
fine-tuning that updates all LLM weights. For Op-
TUNE, » = 16 and the dropout ratio is 0.1. We
only apply OPTUNE to the query and value projec-
tions in the last two layers of the LLM. Detailed
configurations are in Appendix A.
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Figure 3: The scaling trends of different methods under varying budgets. The colored area around the line
denotes the standard deviation. The first row is the results of L1lama-3.1-8B-Instruct and the second row is

Mistral-7B-Instruct-ve. 3.

4.2 Test-Time Scaling Results

Table 2 compares FTTT with various baselines
across four reasoning datasets. FTTT, both with
and without self-reflected feedback, outperforms
conventional test-time scaling methods on aver-
age. This success is partially explained by the
findings of Ye et al. (2024a), which show that
training with error-correction data enhances rea-
soning capabilities and models barely retry during
inference. FTTT is also efficient. For instance,
the inference time of L1ama-3.1-8B-Instruct on
GSMBS8K with a budget of 32 is 3 GPU hours for the
best parallel sampling method (Best-of-N) and 20
GPU hours for the best sequential revision method
(Self-Refine). In contrast, FTTT achieves infer-
ence times of approximately 3 GPU hours without
self-reflected feedback and 4 GPU hours with self-
reflected feedback.

Notably, self-reflected feedback does not always
improve results. Its effectiveness appears to depend
on the LLM’s self-reflection ability. To test this, we
computed the Spearman rank correlation between
FTTT and Self-Refine, a self-reflection-based al-
gorithm. The Spearman coefficient (r = 0.8656,
p < 0.05) indicates a strong positive correlation,
supporting our hypothesis. We also observe that
Self-Consistency performs poorly on code tasks be-
cause sampled code snippets rarely match exactly,

making majority voting akin to random selection.

Figure 3 illustrates performance for FT'TT and
baselines under varying budgets. FTTT consis-
tently outperforms baselines, with greater gains
under constrained budgets. In contrast, Revision
and Self-Consistency do not scale well. Revi-
sion struggles with long-context reasoning due
to length generalization issues (Li et al., 2024),
while Self-Consistency fails to leverage feedback,
often discarding correct answers during majority
voting due to long-tailed distributions of correct
answers (Brown et al., 2024).

4.3 Fine-Tuning Results

We present the results of PEFT baselines and OP-
TUNE with a budget of 32 in Table 3. Best-of-
N is applied to PEFT baselines to exploit test-
time feedback. HumanEval is excluded as it
lacks a training set. Table 3 highlights the ef-
fectiveness of OPTUNE, outperforming all PEFT
baselines by at least 2.58% on average. OP-
TUNE is also parameter-efficient, with 439K train-
able parameters that are comparable to the most
lightweight PEFT method (LN-Tuning, 266K pa-
rameters), while surpassing the best PEFT method
(LoRA, 1.7M parameters) with an order of mag-
nitude fewer parameters. However, OPTUNE
shows suboptimal performance on MATH for
Mistral-7B-Instruct-v@.3, which is consistent
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Method | #Param. | MATH GSMSK MBPP | Avg
Llama-3.1-8B-Instruct
Adapter (HOUley et al., 2019) 134M 0.59330‘0151 0-79790.0056 0.26320,0053 0.5515
(IA)3 (Lill et al., 2022) 524K 0.6187040105 0.89290,0107 0.56850.0022 0.6934
LoRA (Hu et al., 2022) 1.7M 0.63870‘0135 0.91860,0037 0.56390,0242 0.7071
LN-Tuning (Zhao et al., 2024) 266K 0.6280040113 0.88990,0056 0.5748()‘0175 0.6976
Full Fine—Tuning 8B 0.60270‘0136 0-77220.0056 0.40340,0096 0.5928
OPTUNE ‘ 439K ‘ 0.70130.0050 0.9246 0056 0.6184( 0159 ‘ 0.7481

Mistral-7B-Instruct-vo.3

Adapter (Houlsby et al., 2019) 134M 0.54180‘0111 0.82640,0021 0.27630,0076 0.5482
(IA)® (Liu et al., 2022) 524K | 0.50410.0056 0.86860.0060 0.4914¢0.0185 | 0.6214
LoRA (Hu et al., 2022) 1.7M 0.51 170‘0091 0.86860,0016 0.49680,0046 0.6257
LN-Tuning (Zhao et al., 2024) 266K 0.43570‘0115 0.82590,0051 0.40650_0095 0.5560
Full Fine—Tuning 7B 0.53880‘0157 0-73550.0016 0.25480,0095 0.5097
OPTUNE ‘ 439K ‘ 0.48910.0111 0.9003¢.0039 0.5194 0070 ‘ 0.6363

Table 3: Fine-tuning results on four datasets with a budget of 32. #Param. denotes the number of trainable
parameters. We report the mean of three runs with different random seeds and standard deviation in the subscript.

Bold entries are the best results.
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Figure 4: The scaling trends of different fine-tuning methods under varying budgets. We report the mean re-

sults of three random trials.
Mistral-7B-Instruct-vo. 3.

with other PEFT methods with few trainable pa-
rameters (e.g., (IA)3, LoRA, LN-Tuning). This is
likely due to Mistral-7B-Instruct-v@.3’s lim-
ited mathematical reasoning capabilities, requiring
significant parameter updates to improve perfor-
mance in this domain.

OPTUNE incurs negligible inference
overhead. = For example, on GSMS8K with
Llama-3.1-8B-Instruct and a budget of 32, the
best test-time scaling baseline (FTTT) requires
4 GPU hours, whereas OPTUNE uses only 1.5
GPU hours, benefiting from shorter yet accurate
predictions.

Finally, Figure 4 examines the scaling behav-

The first row is the results of Llama-3.1-8B-Instruct and the second row is

ior of PEFT baselines and OPTUNE. Initially,
OPTUNE underperforms compared to other PEFT
methods and FTTT, but it mostly achieves supe-
rior results when the budget exceeds 2. OPTUNE’s
weaker performance with smaller budgets arises
from its reliance on an initial attempt sampled from
the raw LLM to initiate the process. This initial
attempt often fails but is still counted as a valid
attempt, making OPTUNE less competitive in low-
budget settings.

4.4 Analysis

Ablation Study. Table 5 presents an ablation
study on the architecture design of OPTUNE. The
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Question: Blake and Kelly are having a contest to see who can run
the most in 15 minutes. They decide to do it on a football field that
is 100 yards long. Blake runs back and forth 15 times. Kelly runs
back and forth once, and then decides that she doesn’t want to run
next to Blake, so she starts to run to the 40-yard line and back. She
does this 34 times. How much farther does the winner run than the
loser?

LoRA: Blake runs 15 * 100 * 2 = 3000 yards.
Kelly runs 100 * 2 = 200 yards for each run to the 40-yard line and
back.

Kelly runs 6800 - 3000 = 3800 yards more than Blake.
The final answer is 3800 X.

OPTUNE: Blake runs back and forth 15 times, and each time, he
runs 100 yards twice because he runs to one end of the field and
back. So, Blake’s total running distance is 15 x 200 = 3000 yards.
Kelly runs back and forth once, which is 200 yards, and then runs
to the 40-yard line and back, which is 40 x 2 = 80 yards, and does
this 34 times. Kelly’s total running distance is 200 + (34 x 80) =
200 + 2720 = 2920 yards.

Therefore, Blake runs 3000 - 2920 = 80 yards farther than Kelly.

Question: Josh decides to take up juggling to perform
at the school talent show a month in the future. He
starts off practicing juggling 3 balls, and slowly gets
better adding 1 ball to his juggling act each week. Af-
ter the end of the fourth week the talent show begins,
but when Josh walks on stage he slips and drops three
of his balls. 2 of them are caught by people in the
crowd as they roll off the stage, but one gets lost com-
pletely since the auditorium is dark. With a sigh, Josh
starts to juggle on stage with how many balls?

LoRA: Josh started with 3 balls and added 1 ball each
week for 4 weeks, so he had 3 + 4 =7 balls.

He was left with 7 - 1 = 6 balls.
The final answer is 6 X.

OPTUNE: Josh started with juggling 3 balls. After
the end of the fourth week, Josh would have added 4
balls, making it a total of 3+4=7 balls.

Josh had 3 balls left after 2 of the balls were caught by
people in the crowd, so he was left with 7-3=4 balls.

The final answer is 80 ¢.

The final answer is 4 .

Table 4: Two GSM8K examples with model predictions. ¢ means correct and X means incorrect. Sentences marked
in are incorrect reasoning steps and those marked in blue are the correct counterparts.

Method | #Params. Pass@1
OPTUNE 439K 0.2600
+ w/o Dropout 439K 0.2243
+ w/o Norm 439K 0.2150
+ Not Share 6; & 60> 878K 0.2243

Table 5: The ablation study of OPTUNE. We report
results of L1ama-3.1-8B-Instruct on MBPP with a
budget of 2.

results demonstrate that all components are essen-
tial, as removing any of them significantly degrades
performance. Notably, normalization is the most
critical component, as it makes the input gradient
scales more stable.

Case Study. Table 4 provides two examples
on GSMS8K where the leading PEFT method,
LoRA, fails, but OPTUNE succeeds using
Llama-3.1-8B-Instruct. These examples high-
light OPTUNE’s superior ability to correctly inter-
pret and reason through questions, unlike LoRA.

5 Related Work

Learning from Feedback. Other than the heuris-
tic binary feedback studied in this work, prior re-
search has explored feedback from various sources,
such as humans (Ouyang et al., 2022), other mod-
els (Yang et al., 2022), tools (Schick et al., 2023),
and knowledge bases (Gao et al., 2023). This pa-

per focuses on demonstrating the effectiveness of
the proposed method and other feedback types are
beyond the scope of this paper.

Test-Time Training. Test-Time Training (TTT)
has shown success in the image modality by ad-
dressing distribution shifts and enhancing model ca-
pacity through self-supervised fine-tuning on each
test case (Sun et al., 2020; Liu et al., 2021; Sun
et al., 2023). Recent studies have extended TTT to
the text modality (Hardt and Sun, 2024; Wang et al.,
2024). The most relevant work, by Akylirek et al.
(2024), uses TTT to enhance the reasoning ability
of LLMs. However, their method relies heavily on
human scaffolding for self-supervision and does
not generalize beyond ARC-AGI (Chollet, 2019).
In contrast, FTTT is generally applicable.

Learning to Optimize. Learning to Optimize
(L20) trains a network to act as an optimizer
for another network (Chen et al., 2022). Early
approaches used reinforcement learning to train
such optimizers (Li and Malik, 2017; Chen et al.,
2017), while recent work focuses on discover-
ing analytical white-box optimizers (Bello et al.,
2017; Chen et al., 2023). The most relevant work,
MEND (Mitchell et al., 2022), trains a network to
predict weight updates from training gradients. OP-
TUNE builds on this idea, extending it to learn from
test-time feedback with a distinct architecture.
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6 Conclusion

In this paper, we propose a novel paradigm that
leverages optimization to address the challenge
of exploiting test-time feedback, resulting in im-
proved scaling performance. We further present
a learnable test-time optimizer, OPTUNE, which
surpasses various PEFT baselines. Both FTTT and
OPTUNE are efficient in terms of speed and train-
able parameter count.

Limitations

The current evaluation setting limits FTTT’s poten-
tial by providing only binary feedback (i.e., correct
or incorrect) for each attempt. However, devel-
oping complex reasoning environments with rich
feedback is beyond the scope of this work. Addi-
tionally, while continuous feedback, such as that
from reward models (Yang et al., 2024), has been
extensively studied, it is not examined here. Our
method can be adapted to continuous feedback
with minimal modifications, such as using REIN-
FORCE (Williams, 1992). For coherence, we leave
this exploration to future work.
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A Hyperparameter Settings

Below is the detailed configurations of different
PEFT methods:

* Adapter uses a learning rate of le-4 and the
reduction factor of the bottleneck is 16.

e (IA)3 uses a learning rate of Se-5.

* LoRA uses a learning rate of 2e-5. We only
apply LoRA to the query and value projec-
tions in the last 8 layers, with a rank of 16 and
a dropout ratio of 0.05.

* LN-Tuning uses a learning rate of 4e-4.

* Full Fine-Tuning uses a learning rate of le-5.
The number of training epochs is 100, 10, and 3
for MBPP, GSMS8K, and MATH, respectively. We
use the Adam optimizer with a batch size of 20 for
all methods in all datasets, including OPTUNE. We
use the checkpoint of the last epoch for inference.

For OPTUNE, we sample 10 attempts for each
training example together with the raw question
to construct the model input. We employ nucleus
sampling (Holtzman et al., 2020) with a tempera-
ture of 0.6 and p = 0.95 to generate attempts. The
number of training epochs for MBPP, GSM8K, and
MATH is set to 10, 3, and 3, respectively. The
learning rate is le-5. In inference, we sample an
attempt using the same hyperparameters as in data
generation before applying OPTUNE to mitigate
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Figure 5: The training curves of PEFT methods when
fine-tuning L1lama-3.1-8B-Instruct on MBPP.

the train-test discrepancy. We alternate between
sampling attempts from the raw LLM and predict-
ing refined attempts from sampled attempts when
scaling OPTUNE with more budgets.

B Prompts

Below is the reflection generation prompts
P for Llama-3.1-8B-Instruct and
Mistral-7B-Instruct-v@.3:

e N

Llama-3.1-8B-Instruct

User: Solve the following math problem . ..
Assistant: . . . the final answer is: . ..

User: Your answer is incorrect. Please care-
fully check the solution and summarize all
mistakes in short. Do NOT provide the cor-
rected solution. Do NOT say “my solution”.
Assistant: Here is the summary of the mis-
takes in the previous solution . . .

Mistral-7B-Instruct-v0.3

User: Solve the following math problem . ..
Assistant: . . . the final answer is: . ..

User: Your answer is incorrect. Carefully
check the solution step-by-step and list all
mistakes in short. MUST NOT provide the
correct answer. Your response MUST be in
the third person tone.

Assistant: Here is the summary of the mis-
takes in the previous solution . . .

\ J

Sentences in gray are the prompt P and the one in
blue is the generated reflection.

C Training Curves

Figure 5 is the training curves of various PEFT
methods, including OPTUNE. We observe that
Adapter shows a clear signal of overfitting, where it
has a training loss close to 0, while its performance

Model GSMSK HumanEval
(trained on MATH) (trained on MBPP)
Llama-3.1-8B-Instruct

Raw Model 0.8069 0.6728

+ OPTUNE 0.8914 0.7037
Mistral-7B-Instruct-ve.3

Raw Model 0.7807 0.6500

+ OPTUNE 0.7921 0.7100

Table 6: The cross-task transferability of OPTUNE.

on the test set is the worst. All PEFT methods seem
to converge smoothly. For OPTUNE, its training is
not as stable as baselines, suggesting the difficulty
of learning to optimize problem.

D Transferability

While generalization and transfer are not the pri-
mary focus of this work, we demonstrate OP-
TUNE’s transferability by training it on one dataset
(MBPP/MATH) and testing it on another (Hu-
manEval/GSM8K). Table 6 indicates that OPTUNE
consistently improves baseline performance, even
when tested on unseen datasets. This highlights
OPTUNE’s potential for generalization and trans-
ferability.
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