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Abstract

In this work, we provide an empirical investiga-
tion of gist-based context compression methods
to improve context processing in large language
models. We focus on two key questions: (1)
How well can these methods replace full atten-
tion models? and (2) What potential failure
patterns arise due to compression? Through
extensive experiments, we show that while gist-
based compression can achieve only slight per-
formance loss on tasks like retrieval-augmented
generation and long-document QA, it faces
challenges in tasks like synthetic recall. Fur-
thermore, we identify three key failure patterns:
lost by the boundary, lost if surprise, and lost
along the way. To mitigate these issues, we
propose two effective strategies: fine-grained
autoencoding, which enhances the reconstruc-
tion of original token information, and segment-
wise token importance estimation, which ad-
justs optimization based on token dependen-
cies. Our work provides valuable insights into
the understanding of gist token-based context
compression and offers practical strategies for
improving compression capabilities.

1 Introduction

Large language models (LLMs) are increasingly
recognized as a key pathway toward general artifi-
cial intelligence (OpenAI, 2023; Zhao et al., 2023),
with long-context processing emerging as a criti-
cal research frontier (Chen et al., 2023; Peng et al.,
2024). This capability is crucial for advanced appli-
cations like retrieval-augmented generation (RAG),
long-term memory systems, and complex reason-
ing frameworks (Gao et al., 2023; Zhu et al., 2023;
Zhang et al., 2024c; Wei et al., 2022; Lightman
et al., 2024). Despite the proliferation of archi-
tectural innovations, Transformer-based models re-
main the performance standard. However, these

†This work was done during internship at Tencent AI Lab.
*Corresponding authors.

architectures face significant computational chal-
lenges when processing extended text sequences:
the key-value (KV) cache memory grows linearly
with sequence lengths, while the attention mecha-
nism’s quadratic calculation introduces substantial
overhead. In models like Llama3-8B (Meta-Llama,
2024), a 128K context KV cache can consume
memory equivalent to the entire model’s param-
eters, limiting deployment on edge devices and
constraining context windows.

A promising approach to mitigate these chal-
lenges involves reducing overhead by compressing
the number of past tokens stored in the KV cache.
This work focuses on a specific type of compres-
sion method that condenses the context into a small
set of special tokens, called gist tokens (Mu et al.,
2023).1 By replacing the original tokens with a
limited number of gist tokens, these methods ef-
fectively reduce both KV cache size and computa-
tional cost. While such techniques have been suc-
cessfully applied in real-world tasks (Qian et al.,
2024), two critical questions remain unresolved:

Q1: To what extent can this architecture replace
full attention models? Q2: Does the compression
introduce potential, yet significant, failure patterns?

In this work, we thoroughly investigate these two
questions through extensive experiments. Specifi-
cally, we propose a unified framework for catego-
rizing existing gist-based model architectures along
two dimensions: Memory Location and Gist Gran-
ularity. We provide comprehensive evaluations for
them with a wide range of language tasks.

For Q1, our findings indicate that the fine-
grained KV cache architecture (referred to as Fine
KV) is highly effective, achieving only slight per-
formance loss on various tasks, such as RAG, long-
document QA, when compared to the full attention
model. However, it still exhibits notable gaps in

1For consistency, we unify the different names for this
concept in prior work as “gist tokens” in this paper.
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Figure 1: Overview of gist token-based context compression architectures. The purple and orange arrows are used
to highlight the maximum range of tokens each gist token can attend to in each segment.

tasks like reranking and synthetic recall, suggesting
that while promising, it is prone to severe compres-
sion failures in certain scenarios. Regarding Q2, we
conduct a probing experiment focused on context
reconstruction and discover that the compression
bottlenecks occur in the gist representations. We
further identify three failure patterns resulting from
this bottleneck: 1) lost by the boundary, where
generation degrades near the start of a segment; 2)
lost if surprise, where unexpected details tend to
be ignored if budgets are limited; and 3) lost along
the way, where compressed models make errors
midway for tasks requiring precise recall.

Building on the above findings, we further pro-
pose two strategies to enhance the Fine KV ar-
chitecture for more effective context compression.
The first, fine-grained autoencoding, adds a weak
decoder with an autoencoding loss to reconstruct
original token information from gist tokens, ensur-
ing efficient and accurate compression. The second,
segment-wise token importance estimation, adjusts
loss weights based on a token’s dependency on
the compressed context, dynamically optimizing
tokens that require more contextual understanding.
Experiments show that both strategies significantly
improve model performance, with joint optimiza-
tion achieving the best results.

The contributions of this work are as follows:

• We propose a unified framework for categoriz-
ing existing gist-based model architectures and
conduct comprehensive experiments to evaluate
their effectiveness. (§2)

• We show that gist-based models achieve effective
compression on many tasks but still face chal-
lenges in particular scenarios. (§3)

• We identify three critical failure patterns arising
from compression bottlenecks, offering valuable
insights into the limitations of current gist-based
compression methods. (§4)

• We propose two strategies: fine-grained autoen-
coding and segment-wise token importance esti-
mation, which effectively mitigate these bottle-
necks and enhance model performance. (§5)

2 Preliminaries

Gist token-based context compression reduces KV
cache by using some special tokens, which are re-
ferred to as gists, to represent the full context. The
number of special tokens is much fewer than that
of the full context, leading to lower memory usage.
While many previous work studies compressing
the full prompt at once (Mu et al., 2023; Ge et al.,
2024b), we focus on a generalized scenario that
dynamically compresses and generates context on
the fly, as such a setting holds promise for broader
general-purpose tasks. To this end, we provide a
unified perspective to analyze and understand ex-
isting architectures.

Figure 1 illustrates an overview of gist-based
context compression methods.2 We take a segment-
wise approach that splits the input sequence into
segments and iteratively applies compression for
each segment. Assuming an input sequence X =
[x1, . . . , xn], it is divided into segments of fixed
length L, where the i-th segment is represented as
Si = [x(i−1)·L+1, . . . , x(i−1)·L+L]. When process-
ing the i-th segment, the model accumulates all
previously compressed information and generates

2For clarity and ease of understanding, we further provide
detailed examples for each architecture in Appendix A.
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new compressed representations as the memory for
later processing:

Ĝ<(i+1) ← LLM([Ĝ<i, Insert(Si, Gi)]) (1)

Here, Gi = [g1, . . . , gt] are new gist tokens in-
serted into the i-th segment, and Ĝi are compressed
context representations preceding this segment.
The function Insert(·) denotes the insertion of gist
tokens into the input sequence. This procedure ef-
fectively compresses the information of L tokens
into t tokens, achieving a compression ratio of L/t.
For example, with a compression ratio of 4, every
four raw tokens can be replaced by one gist token
on average, thereby reaching a 75% reduction in
memory usage. Following this equation, existing
architectures can be categorized along two dimen-
sions: “memory location” and “gist granularity”.

Memory Location After the forward pass of
each segment, we can choose to store either the
last hidden states of the gist tokens or their KV
cache as memory. Opting for the last hidden states
is commonly referred to as “recurrent memory”,
which serves as input embeddings to deliver com-
pressed context to subsequent segments. Note that
this design can be viewed as a segment-wise RNN,
and typical representatives include RMT (Bulatov
et al., 2022) and AutoCompressors (Chevalier et al.,
2023). Alternatively, the KV cache of the gist to-
kens can be directly reused as the memory to avoid
extra computations, and this shares the same design
as in sparse attention. Typical representatives of
the KV approach include Gist (Mu et al., 2023),
Landmark (Mohtashami and Jaggi, 2023), and Ac-
tivation Beacon (Zhang et al., 2024a).

Gist Granularity The Insert(·) function in the
equation can be implemented in two ways: (1)
Coarse-grained: Gist tokens are appended after all
raw tokens, allowing each gist token to attend to the
entire segment and all preceding contexts, which
is the scheme adopted in most previous works;
(2) Fine-grained: Gist tokens are evenly inserted
among the raw tokens, enabling each gist token to
focus on a specific context, which is investigated in
Activation Beacon (Zhang et al., 2024a). Besides,
this design can also enhance language modeling
through an implicit chain-of-thought mechanism.

Notably, the combination of recurrent memory
and fine-grained gist tokens is practically infeasi-
ble, since it requires too many non-parallelizable
forward passes within a segment. Therefore, we

Coarse-grained Fine-grained

Recurrent Memory AutoCompressors -(Chevalier et al., 2023)

KV Cache Gist Beacon
(Mu et al., 2023) (Zhang et al., 2024a)

Table 1: Representative works of three combinations.

mainly explore the remaining three combinations
in this work, as illustrated in Figure 1.

Categorization We organize the two dimensions
into Table 1 and list representative works. These
methods commonly exhibit the following two sig-
nificant characteristics: (1) They introduce new
special tokens for compression, requiring contin-
ued training to adapt to new patterns. (2) Any
compressed original token will be attended to by at
least one gist token, thus ensuring that the model
can at least in terms of expressive capability access
all raw tokens. These effectively distinguish them
from token-eviction methods. We will elaborate
further on this distinction in the related work (§6).

3 Can Gist Tokens Replace Full Attention
in an Efficient and Effective Way?

3.1 Experimental Setup
Training Recipes In our main experiments, we
perform continued training on the base models us-
ing a general-purpose corpus to analyze their in-
trinsic context compression capabilities. To avoid
potential confounding effects from techniques like
supervised fine-tuning, we focus exclusively on the
base models rather than the SFT ones.3 Specifically,
we use Llama3.1-8B (Meta-Llama, 2024) as our
base model in the main text, given its widespread
recognition and adoption in the community.4 We
use the SlimPajama dataset and follow the process-
ing procedure of Fu et al. (2024), by upsampling
long sequences and ultimately obtaining 3B tokens
for training. Further training details are provided
in Appendix B.

Evaluation Tasks We perform extensive ex-
periments, covering a wide range of tasks: (1)
Language modeling, for which we evaluate per-
plexity on PG19 (Rae et al., 2020), Proof-
Pile (Zhangir Azerbayev), and CodeParrot (Code-
Parrot); (2) Weak Context-dependent Tasks5, for

3Extra analysis of SFT is shown in Appendix D.4.
4We also include the results of Qwen2-7B (Qwen-Team,

2024) and Llama3.2-3B in the appendix (D.2 & D.3).
5These tasks do not inherently require long contexts. We

increase their context length by adding weak-dependent exam-
ples to achieve at least one compression.
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Figure 2: Comparisons of different compression methods on perplexity evaluation for language modeling.

which we evaluate four tasks with MMLU-
Pro (Wang et al., 2024), GSM8K (Cobbe et al.,
2021), HellaSwag (Zellers et al., 2019), and
BBH (Suzgun et al., 2023), to evaluate the model’s
abilities in knowledge, mathematics, common
sense, and comprehensive reasoning, respectively;
(3) Long Context Tasks, which thoroughly assess
the model’s handling of long texts and we select
HELMET (Yen et al., 2024) as our main bench-
mark. It includes portions from popular long-text
benchmarks such as RULER (Hsieh et al., 2024)
and∞Bench (Zhang et al., 2024b). We also adopt
2-shot demonstrations to ensure a robust evaluation
of long-context performance. Further details on the
datasets and metrics are provided in Appendix C.

Our study concentrates on the analysis of gist
token-based methods. To maintain research focus,
we provide extra quantitative comparison with pop-
ular token-eviction methods in Appendix E.

3.2 Overall Performance Comparisons
Language Modeling As shown in Figure 2, the
differences between the architectures are clear
and consistent across all datasets. Full attention
outperforms all methods that compress contexts.
Among the compression-enhanced architectures,
fine-grained compression delivers better perfor-
mance than coarse-grained, and KV cache per-
forms better than recurrent memory. Note that the
absolute differences in perplexity are small; for
example, with a compression ratio of 4, the gap
between the fine-grained KV cache and the full
attention on Proof-Pile is only 0.1.

Weak Context-dependent Tasks As shown in
Table 2,6 among four datasets, full attention shows
a clear advantage only on the BBH dataset, which
involves some complex reasoning tasks. In the
BBH dataset, reasoning paths can usually extend
over several hundred tokens. Long-form reasoning
within compressed contexts frequently encounters

6Contexts are compressed at least once here. Additional re-
sults in the short-context setting can be found in Appendix D.1

Ratio Type MMLU-Pro BBH GSM8K HellaSwag

- Full Attention 34.1 64.8 51.2 82.8

4
Coarse-Rec 34.1 53.8 50.3 81.9
Coarse-KV 35.3 58.1 48.7 82.3
Fine-KV 33.9 59.2 52.2 82.5

8
Coarse-Rec 34.1 54.6 51.9 82.0
Coarse-KV 35.6 56.1 49.0 82.2
Fine-KV 34.6 56.8 51.9 82.5

16
Coarse-Rec 34.1 53.2 50.0 81.9
Coarse-KV 35.6 55.7 50.1 82.2
Fine-KV 34.3 56.0 51.7 82.2

Table 2: Performance on weak context-dependent tasks.

challenges, such as generating content that spans
multiple segments, which results in the accumula-
tion of substantial inaccuracies during the process.
This severely impacts the final output. However, in
the other three datasets, despite the diversity of task
types, the reasoning paths are typically only dozens
of tokens long, which explains why compression
models maintain most of the performance.

Long Context Tasks Table 3 presents the results,
where we have the following findings: (1) Higher
compression ratio leads to lower performance.
While Fine-KV can achieve comparable perfor-
mance to full attention in some tasks at lower com-
pression ratios (e.g., 4), it struggles to maintain this
level of performance at higher ratios. (2) The ex-
tent of performance degradation in compressed
models varies significantly across different types
of tasks. For tasks where the required information
is somewhat fuzzy (e.g., Summarization), or where
the query is closely related to the general topics
of the context (e.g., RAG and LongQA), compres-
sion does not noticeably affect the performance.
For many-shot ICL, which requires almost the full
context, the fine-grained KV cache can maintain
performance comparable to full attention even at
low compression rates. However, in tasks that de-
mand precise rephrasing or involve highly complex
multi-hop reasoning, such as Rerank,7 none of the
compressed models perform on par with full at-

7This task needs O(n) to evaluate each document, and
then sort these documents with O(n logn) on average.
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Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 61.8 39.9 41.6 62.3 93.9 23.8 66.1 55.6
Full Attention, Finetune 61.7 38.5 42.3 60.0 91.0 24.1 65.7 54.7

4
Coarse-grained, Recurrent 49.9 2.1 35.2 29.4 11.2 18.2 59.3 29.3
Coarse-grained, KV Cache 51.7 5.2 33.9 36.0 14.2 17.6 57.8 30.9
Fine-grained, KV Cache 60.6 23.4 40.3 70.6 40.6 21.0 63.0 46.2

8
Coarse-grained, Recurrent 49.8 1.3 36.0 25.9 11.2 17.7 58.6 28.6
Coarse-grained, KV Cache 50.8 3.8 36.5 33.6 13.5 16.1 57.2 30.2
Fine-grained, KV Cache 57.6 14.5 40.2 68.1 26.9 16.7 60.7 40.7

16
Coarse-grained, Recurrent 49.9 1.4 34.9 20.8 11.2 17.8 57.5 27.6
Coarse-grained, KV Cache 50.2 4.4 34.2 29.1 13.1 16.7 58.1 29.4
Fine-grained, KV Cache 55.4 10.0 40.4 49.3 13.8 16.3 59.2 34.9

Table 3: Performance comparison on long context tasks. Bold indicates best results along the same ratio.

tention. (3) Coarse-grained methods appear to
struggle in fully utilizing the available memory
budget. Despite having the same memory budget,
the Fine-KV’s performance decreases systemati-
cally as the compression rate increases, whereas
coarse-grained methods show consistently poor per-
formance across different ratios. The trends ob-
served in perplexity evaluation support this finding,
suggesting that coarse-grained gist placement is
less effective at learning how to optimize the mem-
ory budget for compression.

4 Understanding Why and How
Compression Fails

Previous results show that gist token-based context
compression exhibits a discernible performance
gap compared to full attention, particularly in tasks
like synthetic recall that require exact rehearsal.
This suggests the presence of a “compression bot-
tleneck” that prevents the language model from
treating gist tokens as equivalent to uncompressed
context. In this section, we conduct a probing ex-
periment to test whether the original context can be
faithfully recovered from gist tokens and examine
three critical failure modes arising from it.

4.1 Compression Bottleneck Probing

Experimental Setting We adopt the concept
of autoencoder to investigate the quality of com-
pressed representations in gist tokens. For this ex-
periment, we use the Fine-KV architecture, which
is the most effective compression architecture ac-
cording to previous results. We evaluate whether
each gist token completely stores the contextual
information of its corresponding snippet by train-
ing a probing decoder to recover the corresponding
token sequence. We examine two decoders: an 8B
model that inherits the full pre-trained parameters
and a model with only one transformer layer. This

Decoder Type Train Loss Reconstruction Accuracy
4 8 16 32

Weak 2.64 53.9% 19.2% 9.6% 5.1%
Strong 2.01 77.3% 39.9% 19.3% 10.0%

Table 4: Performance of reconstruction.

allows us to explore the compression quality from
the perspective of decoder capacities.

Results In Table 4, we report the training loss
after 2K training steps for two models, along with
their token-level reconstruction accuracy on the
PG19 dataset. Although the full model demon-
strates superior performance, it still exhibits sig-
nificant shortcomings in decoding the information
within gist tokens. Under high compression ratios,
the model’s accuracy even falls below 20%, indicat-
ing that it can only retain fuzzy content rather than
remember the precise details from the original con-
text. Ideally, copying a small set of recent tokens
should be an easy task, yet probing experiments
reveal poor performance. This suggests that the
representations of current gist token memory im-
pose a severe compression bottleneck, limiting the
model’s capacity to extract and utilize contextual
information effectively.

4.2 Failure Pattern Observations
The compression bottleneck may evolve into spe-
cific failure patterns. We highlight three represen-
tative and interesting patterns:

Lost by the boundary This discovery stems
from an analysis of token-level perplexity distri-
bution. As illustrated in Figure 3, we compute the
average perplexity of the tokens at each position
within individual segments, excluding the first seg-
ment since it lacks gist tokens as contextual input.
The results reveal that, while token perplexity in
the full attention model remains relatively uniform
across positions, the compressed model exhibits a
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Figure 3: Average Perplexity of tokens in different positions among segments.
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clear pattern of higher perplexity at the start of the
segment and lower perplexity toward the end.

Furthermore, we evaluated the impact on gener-
ation tasks by truncating the context to a specific
length. As shown in Figure 4, with a segment
length set to 2K, the performance when generation
starts at the beginning of a segment is substantially
worse compared to the case when generation starts
from the middle of a segment. This indicates that
the segment boundary effects influence not only the
accuracy of reading specific information but also
the model’s overall language modeling capability.

Needle Type Rel. Compression Ratio
4 8 16 32

Word ✓ 89.8(+0.0) 50.7(+0.0) 26.0(+0.0) 19.6(+0.0)
✗ 89.6(-0.2) 35.8(-14.9) 18.0(-8.0) 16.8(-2.8)

Number ✓ 84.5(+0.0) 69.2(+0.0) 26.3(+0.0) 17.2(+0.0)
✗ 84.4(-0.1) 59.0(-10.2) 20.9(-5.7) 16.6(-0.6)

Table 5: Performance on synthetic recall task (PopQA).

Lost if surprise We find that under constrained
memory budgets, the model tends to prioritize re-
taining detailed information that closely aligns with
the overarching theme of the context. To validate
this, we construct a synthetic dataset8 with different
configurations based on the PopQA dataset from
the RAG task, as it provides explicit question sub-
jects, and most documents are typically related to
the same subject. We randomly insert a “needle”
between sentences in the gold document, format-
ted as: “{subj}’s special {needle_type} is {nee-
dle_content}”. Here, {subj} can either be the origi-
nal subject or “Mr. Tree”, while {needle_type} can
be either “food” or an 8-digit number. When {subj}
is the original subject, we consider the needle to be
relevant to the theme of most of the context; other-
wise, it is surprising and unrelated. All needles are
transformed into compressed gist tokens during the
model’s decoding stage. As shown in Table 5, our
experimental results reveal significant performance
differences in both needle types when altering only
the subject of a single sentence. This indicates that
the successful retrieval of compressed information
is associated with its relevance to the context. An
“unexpected” information is more likely to be lost
during compression.

Lost along the way We notice that compression-
enhanced architectures struggle to recover exact
rehearsal effectively. When dealing with a rela-
tively long “needle”, the compression process can
scatter critical information across multiple gist to-
kens. Consequently, even if the model identifies

8We provide an example for clarity in Table 21
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the beginning of the target information, it risks los-
ing track during subsequent steps of generation.
To validate this observation, we conducted a re-
call experiment using 32-digit UUIDs, comparing
the performance of full attention models against
compressed models, and analyzed their accuracy
across prefixes of varying lengths. As illustrated in
Figure 5, the replication accuracy of full attention
models remains stable regardless of prefix length,
suggesting that once the starting point is identified,
copying the rest of the content is straightforward.
In contrast, compressed models show a significant
drop in accuracy, decreasing to less than half of
the original as the prefix extends from the first four
digits to all 32 digits. This finding highlights the
reduced copying reliability associated with com-
pressed representations.

5 Mitigating Compression Flaws

5.1 Methodology
Building on these findings, we have identified criti-
cal shortcomings in the current architecture’s con-
text compression. In this section, we propose two
effective learning strategies to address them.

Fine-grained Autoencoding (AE) The probing
experiments in Section 4 indicate that the com-
pressed representations of current gist tokens strug-
gle to reconstruct the original content. To address
this issue, we introduce an additional autoencod-
ing loss during training to explicitly encourage the
retention of the original contextual information.
Different from ICAE (Ge et al., 2024b), we require
each gist token to be responsible for a specific snip-
pet. Following the mainstream conclusion in au-
toencoding research that weak decoders help learn
better representations (Lu et al., 2021), we adopt a
single-layer transformer as the decoder. For each
gist token gkvi , the objective is to reconstruct the
original token sequence between the current and
previous gist tokens. The input for this task is:

[gkvi , [ae]r, x1, . . . , xr],

where [ae]r is a special token to prompt model to
reconstruct r tokens (i.e., x1 to xr). The auxiliary
loss of autoencoding is similarly defined in an auto-
regressive way9:

Lae =
1

N

1

r

N∑

i=1

r∑

j=1

logPθ(xj |gkvi , [ae]r, x<j).

9This autoencoding loss is added to the original language
modeling loss with a weight α during training.

Segment-wise Token Importance Estimation
(TIE) Another approach to promote compression
is to adjust the loss weights of different tokens,
since each token depends on the context in differ-
ent degrees. We hypothesize that the importance
of a token is determined by the modeling difficulty
it presents during segment-wise compression. The
more a token relies on the compressed gist context
for prediction, the more effort should be dedicated
to learning it. Inspired by LongPPL (Fang et al.,
2024), we estimate the reliance of each token (xi)
on the gist context and allocate a tailored learning
weight wi accordingly:

Diff(xi) = min(log
Pθ(xi|xseg

<i )

Pθ(xi|xfull
<i )

, γ),

wi =
eDiff(xi)

∑N
j=1 e

Diff(xj)
.

Here, Pθ denotes the original language model, xseg
<i

denotes the preceding tokens only in the current
segment, and xfull

<i denotes the full context, includ-
ing tokens in previous segments. This reliance is
quantified by analyzing the difference in model-
ing probabilities when the token attends to the full
context versus the local segment alone.

5.2 Experiments
We evaluate the training efficiency detailed in Ap-
pendix F, which shows that our strategies are effec-
tively scalable to continued pre-training.

Boundary Effect Test Previous results show that
gist-based models demonstrate strong performance
on weak context-dependent tasks but are severely
constrained by the “lost by the boundary” phe-
nomenon. We test two improved methods under the
same experimental conditions in Section 4, with the
results presented in Table 7. Both methods signifi-
cantly enhance performance in boundary regions,
particularly on the BBH dataset, which involves
tasks requiring long-form reasoning. This improve-
ment may be attributed to their ability to reduce
the accumulation of errors during the generation
process. While these methods do not completely
eliminate the boundary effect, they offer promising
strategies for mitigating its impact.

Long Context Tasks Table 6 highlights that both
methods consistently enhance the model’s perfor-
mance on long-context tasks, particularly under
low compression ratios. Key observations include:
(1) For tasks where the performance gap between
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Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 61.8 39.9 41.6 62.3 93.9 23.8 66.1 55.6

4

Fine-grained, KV Cache 60.6(+0.0) 23.4(+0.0) 40.3(+0.0) 70.6(+0.0) 40.6(+0.0) 21.0(+0.0) 62.0(+0.0) 46.1(+0.0)
+ Fine-grained AE 60.9(+0.3) 27.4(+4.0) 40.8(+0.5) 72.0(+1.4) 62.0(+21.4) 22.3(+1.3) 62.9(+0.9) 49.8(+3.7)

+ Segment-wise TIE 60.4(-0.2) 27.0(+3.6) 41.2(+0.9) 72.7(+2.1) 54.3(+13.7) 20.2(-0.8) 62.1(+0.1) 48.3(+2.2)
+ Both Strategies 61.1(+0.5) 27.4(+4.0) 40.3(+0.0) 75.0(+4.4) 62.1(+21.5) 22.2(+1.2) 62.9(+0.9) 50.1(+4.0)

8

Fine-grained, KV Cache 57.6(+0.0) 14.5(+0.0) 40.2(+0.0) 68.1(+0.0) 26.9(+0.0) 16.7(+0.0) 60.7(+0.0) 40.7(+0.0)
+ Fine-grained AE 58.3(+0.7) 15.6(+0.9) 39.8(-0.4) 68.7(+0.6) 34.8(+7.9) 18.5(+1.8) 61.3(+0.6) 42.4(+1.7)

+ Segment-wise TIE 58.1(+0.4) 17.6(+3.1) 40.0(-0.2) 70.0(+1.9) 30.2(+3.3) 17.7(+1.0) 60.7(+0.0) 42.0(+1.3)
+ Both Strategies 58.3(+0.7) 19.7(+5.2) 40.4(+0.0) 70.7(+2.6) 35.2(+8.9) 19.5(+2.8) 61.4(+0.7) 43.6(+2.9)

16

Fine-grained, KV Cache 55.4(+0.0) 10.0(+0.0) 40.4(+0.0) 49.3(+0.0) 13.8(+0.0) 16.3(+0.0) 59.2(+0.0) 34.9(+0.0)
+ Fine-grained AE 55.6(+0.2) 11.3(+1.3) 40.4(+0.0) 47.1(+0.3) 14.7(+0.9) 16.2(-0.1) 59.6(+0.4) 35.0(+0.1)

+ Segment-wise TIE 55.6(+0.2) 10.4(+0.4) 40.7(+0.3) 55.5(+8.4) 14.8(+1.0) 15.3(-1.0) 58.1(-1.1) 35.7(+0.8)
+ Both Strategies 56.3(+0.9) 12.7(+2.7) 41.7(+1.3) 56.3(+7.0) 14.9(+1.1) 15.7(-0.6) 59.6(+0.4) 36.7(+1.8)

Table 6: Performance comparisons using our methods, with the best “average” results bolded for clarity.

k Model MMLU-Pro BBH GSM8K

2048
Fine-grained KV 20.3(+0.0) 41.3(+0.0) 31.9(+0.0)

+ Fine-grained AE 23.4(+3.1) 47.8(+6.5) 34.3(+2.4)
+ Segment-wise TIE 22.9(+2.6) 46.3(+5.0) 32.3(+2.0)

4096
Fine-grained KV 19.7(+0.0) 43.8(+0.0) 31.8(+0.0)

+ Fine-grained AE 22.5(+2.8) 51.0(+7.2) 35.1(+3.3)
+ Segment-wise TIE 22.9(+3.2) 50.8(+7.0) 34.7(+2.9)

Table 7: Improvements of our mitigating methods on
the “lost by the boundary” problem.

the compression-enhanced model and full attention
is relatively small (e.g., RAG and LongQA), both
methods maintain excellent performance without
negative impacts. For the many-shot ICL task, they
even demonstrate continuous improvements. (2)
For tasks where the original architectures strug-
gle, such as rerank and synthetic recall, both meth-
ods deliver remarkable performance gains. For
instance, under a compression ratio of 4, the im-
provements on the synthetic recall task reach as
high as 52.7% and 33.7%, respectively. These indi-
cate that our methods can effectively enhance the
model to read context information from gist tokens.

6 Related Work

KV Cache Compression Recent work has ex-
plored KV cache optimization at the layer, head,
token, and tensor levels. Layer-level methods
merge caches across layers using inter-layer sim-
ilarities (Brandon et al., 2024; Sun et al., 2024;
Wu and Tu, 2024; Liu et al., 2024a). Head-level
techniques allow multiple query heads to share key-
value pairs (Ainslie et al., 2023; Shazeer, 2019).
Tensor-level approaches, such as low-rank approxi-
mations, compress caches into compact represen-
tations (DeepSeek-AI, 2024), while quantization
reduces precision for memory savings (Liu et al.,
2024c). Token-level methods preserve only criti-
cal tokens, including learnable tokens (Mu et al.,
2023; Ge et al., 2024b; Qin and Durme, 2023; Mo-

htashami and Jaggi, 2023; Chevalier et al., 2023;
Zhang et al., 2024a), token eviction (Xiao et al.,
2024c; Liu et al., 2023; Ge et al., 2024a), external
memory (Xiao et al., 2024a), and hard selection (Li
et al., 2023; Qin et al., 2024; Jiang et al., 2024b).
In this work, we focus on the direction that intro-
duces a few learnable special tokens to replace the
previous full context.

Sparse Attention Researchers have been explor-
ing efficient alternatives of full attention (Beltagy
et al., 2020; Zaheer et al., 2020; Kitaev et al., 2020;
Zhou et al., 2022; Tay et al., 2020). Recently, it has
been widely observed that LLMs naturally exhibit
significant sparse attention patterns, especially in
long-form texts (Jiang et al., 2024a). To leverage
such characteristics, researchers have developed
heuristic or learnable sparsification strategies that
achieve significant speedup while maintaining reli-
able performance (Jiang et al., 2024a; Xiao et al.,
2024b). The gist token-based context compression
approach can be regarded as a special case of sparse
attention with a segment-wise approach (Chevalier
et al., 2023; Zhang et al., 2024a): where full atten-
tion is employed within each segment.

7 Conclusion

Our comprehensive evaluation shows that while
gist-based context compression shows promise as
an alternative to full attention in many tasks, it
still falls short in specific scenarios. Through care-
fully designed probing experiments, we identify
critical compression bottlenecks and typical fail-
ure modes. Furthermore, we propose two effective
strategies that significantly enhance compression
performance. These findings offer new insights
and directions for advancing context compression
techniques in the future.
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Limitations

Constrained by our available computational re-
sources, we are able to train long-text large lan-
guage models with sizes up to 7/8B parameters
in a 16K context window. Larger models (e.g.,
Llama3.1-70B) typically have more layers, which
enables them to offer greater memory capacity and
stronger reading capabilities under the same com-
pression ratio when using gist token-based com-
pression. Thus, such larger models may offer ad-
vantages in reducing performance degradation, but
this still needs to be verified in future studies.

Ethical Discussion

This study focuses on the performance of gist token-
based context compression techniques, without in-
troducing explicitly designed features that could
directly influence the cognition of language models.
We select widely recognized and validated public
training datasets. This can minimize the risk of in-
jecting new biases or toxic data. These datasets are
typically subjected to rigorous review and curation,
ensuring balanced and stable data distributions. As
a result, they help mitigate the impact of harmful
information on the model’s learning process and
prevent significant distortions in its cognitive and
decision-making patterns.
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A Gist Token-based Compression
Examples

To facilitate understanding for readers unfamiliar
with this type of method, we provide several toy
examples here. The following examples are all
described based on Equation 1. Specifically, we
consider a token sequence X = [x1, ..., x12] with
a total length of 12, and set the segment length to
4. All architectures uniformly adopt a 2:1 com-
pression ratio to achieve a 50% reduction in KV
cache. In practice, all gist tokens share the same
embedding to accelerate model convergence.

In the following, we will detail the processing
flow of three architectures and provide correspond-
ing examples. To avoid repetitive descriptions, we
will describe the “Coarse-grained, Recurrent Mem-
ory” architecture in more detail, while the descrip-
tions of the other two architectures will be appro-
priately streamlined.

A.1 Coarse-grained, Recurrent Memory

First, the input token sequence is divided into three
segments, and each segment will be compressed by
gist tokens of half the size (i.e., 2 tokens):

[S1, S2, S3] = [[x1, ..., x4], ..., [x9, ..., x12]],

[G1, G2, G3] = [[g1, g2], [g3, g4], [g5, g6]]
(2)

Subsequently, using the Insert(·) function, we
insert all the gist tokens G1 = [g1, g2] into the first
segment in a coarse-grained manner, specifically at
the end of the segment:

Insert(S1, G1) = [x1, ..., x4, g1, g2]. (3)

After feeding this sequence into the LLM for a
forward pass, we obtain the hidden states of g1 and
g2 at the last layer of the model output, denoted
as Ĝ1 = [ĝ1, ĝ2]. These representations are the
compressed representation of the current segment.

Next, we discard the original tokens in the first
segment and retain only Ĝ1 to model the contextual
representation of the second segment. Its input is
[ĝ1, ĝ2, x5, ..., x8, g3, g4]. Similarly, we input this
into the LLM and retain only the representations of
g3 and g4 at the last layer of the model output (i.e.,
Ĝ2 = [ĝ3, ĝ4]).

For the third segment, we accumulate the com-
pressed information from all previous segments

Ĝ<3 = [ĝ1, ĝ2, ĝ3, ĝ4], and model the third seg-
ment with previous compressed gist context in the
same manner.

During the training stage, we retain the original
token outputs in each segment so that we can train
by calculating the language modeling loss, just like
a standard full attention model. In the inference
phase, we employ a segmented progressive com-
pression of context to achieve low peak memory
usage.

A.2 Coarse-grained, KV Cache

As depicted in the Insert(·) function of Equation 3,
gist tokens are still fully inserted at the end of the
first segment. Subsequently, this sequence is fed
into the LLM for forward computation. It is note-
worthy that, differing from “Recurrent Memory”
architecture, we do not merely utilize the hidden
states of the last layer as input. Instead, we pre-
serve the KV cache of all layers corresponding to
g1 and g2, forming Ĝ1 = [ĝ1, ĝ2]. This implies
that semantic information is compressed into the
KV cache of each layer of gist tokens, offering a
greater memory capacity compared to using only a
single hidden state.

When processing the second segment, the input
is [ĝ1, ĝ2, x5, ..., x8, g3, g4]. Here, ĝ1 and ĝ2 serve
as the prefix KV cache, while the other elements
are normal token inputs.

In dealing with the third segment, the KV cache
Ĝ<3 corresponding to the gist tokens of the pre-
ceding segments is also accumulated to serve as
the prefix KV cache context, which is then used to
model the tokens of the current segment.

A.3 Fine-grained, KV Cache

Compared to the coarse-grained approach, the
key difference in the fine-grained architecture is
the placement of gist tokens. The coarse-grained
method inserts all gist tokens at the end of a seg-
ment, intending to ensure each gist token can cap-
ture the complete information of that segment. In
contrast, the fine-grained method inserts gist to-
kens evenly across different positions within the
segment. This utilizes the autoregressive property
of causal LLMs to precisely define the informa-
tion scope compressed by each gist token. Within
the fine-grained architecture, the Insert(·) of Equa-
tion 3 is updated to:

Insert(S1, G1) = [x1, x2, g1, x3, x4, g2]. (4)
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For modeling subsequent segments, we similarly
retain only the KV cache corresponding to prior
gist tokens as the compressed context.

B Training Details

We train all models using 3B tokens from the
upsampled SlimPajama dataset, with document
boundaries marked by the eos token. Each model
was augmented with 4 sink tokens (Xiao et al.,
2024c) to enhance modeling stability. To support
dynamic compression ratio assignment, the com-
pression ratio for each data instance is randomly
sampled from {4, 8, 16, 32}. The context length
of the training data is set to 16K, with a fixed seg-
ment length of 2K. The batch size is set to 2M
tokens. The learning rate is set to 1e-5, using a
cosine lr scheduler that reduces the learning rate
to 50% of its highest value in the end. The autoen-
coding weight α is set to 0.1. Additionally, the first
1% of training steps are allocated for learning rate
warmup.

C Evaluation Details

Perplexity The average perplexity is calculated
across all data using a 16K-length context window,
with a sliding window stride equal to the length of
the context window.

Weak Context-dependent Tasks To ensure that
the context for each task is compressed at least
once, few-shot examples are used to fill the context.
The number of examples used for each task is de-
tailed in Table 8. For all tasks except HellaSwag,
which selects answers based on the likelihood of
candidate answers, the Chain-of-Thought (CoT)
reasoning approach is employed to generate an-
swers.

Dataset #Few-shot demos Answer acquisition

MMLU-Pro 12 Chain-of-Thought
BBH 8 Chain-of-Thought

GSM8K 16 Chain-of-Thought
HellaSwag 32 Logits

Table 8: Settings of weak context-dependent tasks.

Long Context Tasks The majority of our task
configurations are based on Yen et al. (2024) and
Gao et al. (2024), with code tasks leveraging Re-
poBench (Liu et al., 2024b; Bai et al., 2024). We
sample up to 1K samples for each dataset, and con-
texts are constructed under the configs of a max

Category Tasks Metrics

RAG

NQ SubEM
TriviaQA SubEM
PopQA SubEM

HotpotQA SumEM

Rerank MS Marco NDCG@10

Long-doc QA ∞Bench QA ROUGE Recall
∞Bench MC Accuracy

Many-shot ICL

TREC Coarse Accuracy
TREC Fine Accuracy

NLU Accuracy
BANKING77 Accuracy
CLINIC150 Accuracy

Synthetic recall

JSON KV SubEM
RULER MK Needle SubEM
RULER MK UUID SubEM

RULER MV SubEM

Summ. ∞Bench Sum ROUGE-Sum F1
Multi-LexSum ROUGE-Sum F1

Code RepoBench Edit Distance

Table 9: Details of long context tasks.

Type MMLU-Pro BBH GSM8K HellaSwag

Full Attention 35.1 59.0 50.9 79.8
Coarse, Rec 34.8 59.2 50.4 79.3
Coarse, KV 35.1 58.5 51.6 79.2
Fine, KV 35.0 59.5 50.1 79.5

Table 10: Performance of short context tasks.

length of 16K. The datasets’ descriptions are pre-
sented in Table 9. More configuration details like
RAG setting can be found in HELMET’s official
GitHub repo10. We apply greedy decoding to all
generation tasks for stability.

D More Experimental Results

D.1 Results in the Short Context Setting
We report model performance in the short context
setting in Table 10, in which 2-shot demos are ap-
plied and contexts are not compressed. The results
indicate that short-context capabilities are not af-
fected by learning compression.

D.2 Performance of Qwen2-7B
In addition to LLAMA3.1-8B, we also conduct a
full set of experiments on another widely acknowl-
edged model, QWEN2-7B. The results are shown
in Table 11.

D.3 Performance of Llama-3.2-3B
In addition to the 7-8B models, we also evaluate
the LLAMA-3.2-3B model to explore the compres-
sion performance of smaller-scale models. Given
that LLAMA-3.2-3B shares the same vocabulary
as LLAMA-3.1-8B, we adopt an identical training

10https://github.com/princeton-nlp/HELMET
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Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 56.2 26.6 44.5 67.1 81.8 19.0 64.6 51.4

4
Coarse-grained, Recurrent 44.1 0.9 35.6 27.9 12.1 19.3 56.9 28.1
Coarse-grained, KV Cache 45.4 1.6 36.2 29.8 12.4 17.8 59.4 29.2
Fine-grained, KV Cache 54.8 10.6 43.8 67.5 15.5 18.2 59.4 38.9

8
Coarse-grained, Recurrent 49.8 1.3 36.0 25.9 11.2 17.7 58.6 28.6
Coarse-grained, KV Cache 44.8 0.5 39.3 28.5 12.3 18.1 59.4 28.9
Fine-grained, KV Cache 52.0 5.0 44.2 62.7 11.6 17.9 61.7 36.4

16
Coarse-grained, Recurrent 49.9 1.4 34.9 20.8 11.2 17.8 57.5 27.6
Coarse-grained, KV Cache 45.1 0.9 38.6 27.9 12.2 17.8 58.7 28.7
Fine-grained, KV Cache 49.5 3.1 42.2 44.5 11.7 16.9 59.6 32.5

32
Coarse-grained, Recurrent 44.2 2.4 34.1 27.5 11.5 18.5 57.3 27.9
Coarse-grained, KV Cache 45.0 1.1 37.1 23.6 12.2 17.6 57.9 27.8
Fine-grained, KV Cache 47.5 1.7 40.6 36.9 12.1 16.8 59.5 30.8

Table 11: Long context performance based on QWEN2-7B.

recipe for training this model. To accelerate the ex-
perimental process, we exclusively employ a com-
pression ratio of 4. As illustrated in Table 12, the
performance patterns of LLAMA-3.2-3B across
various tasks align with the conclusions drawn
in the main text. However, the performance gap
with full-attention models slightly widens on tasks
where the 8B model originally excels (e.g., RAG
and LongQA).

D.4 Results of Supervised Fine-tuning

Supervised Fine-tuning (SFT) is a critical factor
influencing model performance on downstream
tasks. Gist token-based context compression mod-
els often struggle with certain tasks (e.g., synthetic
ones), which may be attributed to the low pro-
portion of long-dependency data in the general-
purpose continue-training corpus. To investigate
the effect of high-quality SFT data on the model’s
compression ability, we fine-tune the LLAMA3.1-
8B with the Fine-KV architecture. The training
data consists of LongAlpaca (Chen et al., 2024),
BookSum (Kryscinski et al., 2022), and synthetic
data from (Zhang et al., 2024a). We then evaluate
its performance on long-context tasks. Table 13
presents the detailed results: the fine-tuned model
shows significant gains in the previously weakest
task (i.e., synthetic recall), while maintaining its
performance on tasks where it already excelled.
This suggests that long-range supervised signals
effectively enhance the ability of gist tokens to pre-
serve precise information in dense memory. Thus,
high-quality SFT data containing long-distance de-
pendencies is not only beneficial but potentially
essential for the compression model.

E Quantitative Comparison with
Token-eviction Methods

As the primary objective of this research is to delve
into gist token-based compression methods, the
comparison with token-eviction methods is some-
what beyond the scope of the main study. There-
fore, we include this section in the Appendix. This
section will quantitatively compare these two types
of methods from the dimensions of “Performance”
and “Efficiency”. All experiments are based on the
LLAMA-3.1-8B model. We select “Fine-grained,
KV cache” as the representative of gist token-based
methods, and implement all token-eviction meth-
ods using Huggingface Transformers and widely-
used KVPress11.

Performance Consistent with our experiments in
the main text, we use HELMET (Yen et al., 2024)
to evaluate all the models. We select popular token-
eviction methods such as StreamingLLM (Xiao
et al., 2024c), Knorm (Devoto et al., 2024),
SnapKV (Li et al., 2024), and AdaKV (Ada-
SnapKV) (Feng et al., 2024) for comparison. Fol-
lowing Feng et al. (2024), we apply question-
agnostic evaluation for all methods, in which con-
text compression is performed without relying on
the question itself. This is more in line with practi-
cal application scenarios (e.g., multi-turn conversa-
tions) and ensures the fairness of the experiments.
Considering that Feng et al. (2024) has pointed
out that the performance of token-eviction methods
decreases significantly when the KV cache is re-
duced by 50%, we choose to evaluate at the lowest
compression ratio (i.e., compression ratio=4).

As shown in the results of Table 18, the gist

11https://github.com/NVIDIA/kvpress
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Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 57.9 33.1 36.4 72.6 89.1 22.7 64.5 53.7

4 Fine-grained, KV Cache 54.8 18.2 33.5 67.9 48.8 18.0 62.5 43.4

Table 12: Long context performance of models based on LLAMA-3.2-3B. Bold indicates the best result along the
same compression ratio.

Compression Type RAG ICL Synthetic Summ. Avg.

Fine-KV 59.9 75.5 54.1 21.0 52.6
+ SFT 60.2 73.3 66.3 21.7 55.4

Table 13: Performance of the compression model after
SFT (compression ratio=4).

Methods Peak Mem. TTFT TPOT Latency

16K tokens input

StreamingLLM 17.3 2.3 34.0 17.3
Knorm 17.3 2.3 34.3 17.3

SnapKV 17.3 2.4 32.0 18.3
Gist-based 16.9 2.2 35.5 16.6

32K tokens input

StreamingLLM 19.6 4.1 36.0 18.3
Knorm 19.6 4.1 36.5 18.1

SnapKV 19.6 4.4 31.9 20.4
Gist-based 18.5 3.8 37.3 17.4

64K tokens input

StreamingLLM 24.3 9.9 36.2 23.6
Knorm 24.3 9.9 35.6 24.2

SnapKV 24.3 10.1 36.7 24.1
Gist-based 21.5 7.9 35.5 22.3

Table 14: Quantitative efficiency comparison among
popular token-eviction methods and gist-based methods.
We report peak memory usage (GB), TTFT (s), TPOT
(token/s), and Latency (s).

token-based architecture outperforms all token-
eviction baseline methods across all sub-tasks.
Further examinations reveal that the performance
difference between gist-based methods and base-
lines is relatively small in tasks such as RAG and
LongQA, but more significant in tasks like Syn-
thetic Recall. This indicates that learnable gist
token-based compression architectures have greater
advantages in terms of compression quality and
generalizability.

Efficiency We focus on four efficiency metrics
commonly used in model inference: Peak Memory
Usage, Time to First Token (TTFT), Time Per Out-
put Token (TPOT), and Latency. For quantitative
evaluation, we set up experiments with context in-
put lengths of 16K, 32K, and 64K tokens, and an
output length of 512 tokens. We run each method
five times, averaging the results to obtain the final
values.

Table 14 shows that the performance of differ-
ent methods is similar across various efficiency

Methods Train Time (Offline) Train Time (Online)

Fine-KV 192.3(+0.0%) 192.3(+0.0%)
+AE 211.1(+9.8%) 211.1(+9.8%)
+TIE 193.6(+0.6%) 242.8(+26.3%)

Table 15: Training time (s) to complete one step (2M
tokens) in different strategies.

Length Model CR. RAG ICL Synthetic Avg.

16K Full - 61.8 62.3 93.9 72.7
Fine-KV 4 60.4 72.7 62.1 65.1

32K Full - 60.5 74.9 88.7 74.7
Fine-KV 4 59.3 76.8 34.9 57.9

Table 16: Performance of compression models when
inference length exceeds training length.

metrics. At a 64K context length, the gist-based
method demonstrates more significant advantages
in speed and peak memory, which is mainly at-
tributed to the sparse attention mechanism realized
by segment-level progressive compression. In fact,
methods such as StreamingLLM can also utilize
chunked-prefill technology to achieve comparable,
optimized peak memory usage. However, not all
token-eviction strategies support chunked-prefill
technology; for example, SnapKV relies on the out-
put of the last window to determine which previous
window should be discarded.

F Efficiency Analysis of Our Proposed
Strategies

The strategies we propose effectively alleviate the
flaws of existing gist token-based compression tech-
niques. To further assess its efficiency and ex-
plore its applicability in large-scale continual pre-
training, under the same settings as the main exper-
iment in the paper based on LLAMA-3.1-8B (16K
context, equivalent batch size = 2M tokens), we
record the average time required for each mode to
complete one training step.

As shown in Table 15, we observe that, in terms
of training speed, the AE and TIE strategies only
increase the time by 9.8% and 0.6%, respectively.
Considering that token importance estimation can
be largely pre-computed offline and independently,
its overhead can be practically negligible. Even
under the worst-case scenario of online estimation,
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Ratio Type MMLU-Pro BBH GSM8K HellaSwag

- Full Attention 34.1 64.8 51.2 82.8

4
Coarse-Rec 34.1 53.8 50.3 81.9
Coarse-KV 35.3 58.1 48.7 82.3
Fine-KV 33.9 59.2 52.2 82.5

8
Coarse-Rec 34.1 54.6 51.9 82.0
Coarse-KV 35.6 56.1 49.0 82.2
Fine-KV 34.6 56.8 51.9 82.5

16
Coarse-Rec 34.1 53.2 50.0 81.9
Coarse-KV 35.6 55.7 50.1 82.2
Fine-KV 34.3 56.0 51.7 82.2

32
Coarse-Rec 34.1 54.8 50.8 81.9
Coarse-KV 35.6 50.6 50.5 82.2
Fine-KV 33.6 55.0 50.6 82.2

Table 17: Performance on weak context-dependent
tasks.

TIE only adds 26.3% time overhead. This demon-
strates that the proposed methods are cost-effective
and have the potential for large-scale scalability.

G Extrapolation Capabilities

This work explores a segment-wise context com-
pression method that can effectively reduce the
maximum length that each transformer block needs
to model. For example, taking LLAMA3-8B as an
example, assuming a fixed compression ratio of
4 and a segment length of 1K, the context length
after continue-training would be the same as the
pre-training length, which is 8K. Even if the user’s
input context length reaches 16K, exceeding the
maximum length after continue-training, the actual
maximum length that each transformer block needs
to model would only be (16K-1K)/4+1K=4.75K,
which still falls within the pre-trained context
length of the model. Since the model has already
learned the corresponding positional encodings dur-
ing pre-training, this method holds promise for ex-
trapolating actual inference lengths.

Using LLAMA3.1-8B as the base model, we
evaluate the compressed model trained with 16K
contexts on tasks involving 32K contexts. As
shown in Table 16, the results indicate that the
compressed model continues to perform well even
with context lengths multiple times longer than the
training length. This suggests that the ability to
read context from gist tokens is generalizable.

H Results with More Compression Ratios

Constrained by space, results for the 32:1 compres-
sion ratio are not presented in the main text. There-
fore, a comprehensive set of results is available in
Table 17, Table 19, and Table 20.
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Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

StreamingLLM 48.1 0.2 15.6 10.9 22.8 13.2 23.2 16.9
Knorm 47.9 0.1 23.5 6.6 5.3 11.9 20.7 12.1

SnapKV 50.2 3.2 26.0 8.5 5.9 10.2 20.6 13.1
AdaKV 52.8 2.5 24.8 26.8 17.0 10.9 20.5 21.4

Gist-based (Fine-KV) 60.6 23.4 40.3 70.6 40.6 21.0 63.0 46.2

Table 18: Long context performance comparison with popular token-eviction methods

Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 61.8 39.9 41.6 62.3 93.9 23.8 66.1 55.6
Full Attention, Finetune 61.7 38.5 42.3 60.0 91.0 24.1 65.7 54.7

4
Coarse-grained, Recurrent 49.9 2.1 35.2 29.4 11.2 18.2 59.3 29.3
Coarse-grained, KV Cache 51.7 5.2 33.9 36.0 14.2 17.6 57.8 30.9
Fine-grained, KV Cache 60.6 23.4 40.3 70.6 40.6 21.0 63.0 46.2

8
Coarse-grained, Recurrent 49.8 1.3 36.0 25.9 11.2 17.7 58.6 28.6
Coarse-grained, KV Cache 50.8 3.8 36.5 33.6 13.5 16.1 57.2 30.2
Fine-grained, KV Cache 57.6 14.5 40.2 68.1 26.9 16.7 60.7 40.7

16
Coarse-grained, Recurrent 49.9 1.4 34.9 20.8 11.2 17.8 57.5 27.6
Coarse-grained, KV Cache 50.2 4.4 34.2 29.1 13.1 16.7 58.1 29.4
Fine-grained, KV Cache 55.4 10.0 40.4 49.3 13.8 16.3 59.2 34.9

32
Coarse-grained, Recurrent 49.3 1.2 33.6 21.1 11.1 17.5 58.2 27.4
Coarse-grained, KV Cache 49.9 2.6 34.2 25.0 12.2 17.1 58.2 28.5
Fine-grained, KV Cache 53.1 3.1 37.6 36.4 11.9 16.1 59.2 31.0

Table 19: Performance comparison among full attention and compression architectures on long context tasks. Bold
indicates the best result along the same compression ratio.

Ratio Compression Type RAG Rerank LongQA ICL Synthetic Summ. Code Average

- Full Attention 61.8 39.9 41.6 62.3 93.9 23.8 66.1 55.6

4

Fine-grained, KV Cache 60.6(+0.0) 23.4(+0.0) 40.3(+0.0) 70.6(+0.0) 40.6(+0.0) 21.0(+0.0) 62.0(+0.0) 46.1(+0.0)
+ Fine-grained AE 60.9(+0.3) 27.4(+4.0) 40.8(+0.5) 72.0(+1.4) 62.0(+21.4) 22.3(+1.3) 62.9(+0.9) 49.8(+3.7)

+ Segment-wise TIE 60.4(-0.2) 27.0(+3.6) 41.2(+0.9) 72.7(+2.1) 54.3(+13.7) 20.2(-0.8) 62.1(+0.1) 48.3(+2.2)
+ Both Strategies 61.1(+0.5) 27.4(+4.0) 40.3(+0.0) 75.0(+4.4) 62.1(+21.5) 22.2(+1.2) 62.9(+0.9) 50.1(+4.0)

8

Fine-grained, KV Cache 57.6(+0.0) 14.5(+0.0) 40.2(+0.0) 68.1(+0.0) 26.9(+0.0) 16.7(+0.0) 60.7(+0.0) 40.7(+0.0)
+ Fine-grained AE 58.3(+0.7) 15.6(+0.9) 39.8(-0.4) 68.7(+0.6) 34.8(+7.9) 18.5(+1.8) 61.3(+0.6) 42.4(+1.7)

+ Segment-wise TIE 58.1(+0.4) 17.6(+3.1) 40.0(-0.2) 70.0(+1.9) 30.2(+3.3) 17.7(+1.0) 60.7(+0.0) 42.0(+1.3)
+ Both Strategies 58.3(+0.7) 19.7(+5.2) 40.4(+0.0) 70.7(+2.6) 35.2(+8.9) 19.5(+2.8) 61.4(+0.7) 43.6(+2.9)

16

Fine-grained, KV Cache 55.4(+0.0) 10.0(+0.0) 40.4(+0.0) 49.3(+0.0) 13.8(+0.0) 16.3(+0.0) 59.2(+0.0) 34.9(+0.0)
+ Fine-grained AE 55.6(+0.2) 11.3(+1.3) 40.4(+0.0) 47.1(+0.3) 14.7(+0.9) 16.2(-0.1) 59.6(+0.4) 35.0(+0.1)

+ Segment-wise TIE 55.6(+0.2) 10.4(+0.4) 40.7(+0.3) 55.5(+8.4) 14.8(+1.0) 15.3(-1.0) 58.1(-1.1) 35.7(+0.8)
+ Both Strategies 56.3(+0.9) 12.7(+2.7) 41.7(+1.3) 56.3(+7.0) 14.9(+1.1) 15.7(-0.6) 59.6(+0.4) 36.7(+1.8)

32

Fine-grained, KV Cache 53.1(+0.0) 3.1(+0.0) 37.6(+0.0) 36.4(+0.0) 11.9(+0.0) 16.1(+0.0) 59.2(+0.0) 31.0(+0.0)
+ Fine-grained AE 54.3(+1.2) 4.6(+1.5) 39.3(+1.7) 34.1(-2.3) 13.1(+1.2) 17.1(+1.0) 59.8(+0.6) 31.8(+0.8)

+ Segment-wise TIE 53.1(+0.0) 4.6(+1.5) 40.3(+2.7) 43.6(+7.2) 13.1(+1.2) 17.0(+0.9) 59.8(+0.6) 33.1(+2.1)
+ Both Strategies 54.4(+1.3) 4.9(+1.8) 39.8(+2.2) 41.8(+5.4) 13.1(+0.9) 17.1(+1.0) 59.8(+0.6) 33.0(+2.0)

Table 20: Performance comparisons using our methods, with the best “average” results bolded for clarity.
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A Synthetic Example in PopQA

Subject is relevant, and needle type is food
Subject: John Peter Jukes
Document 1: For the cartoonist with the same name see John Jukes. The Right Reverend

John Peter Jukes (7 August 1923) was an English prelate of the Roman Catholic
Church. He was a member of the Conventual Franciscans. Jukes was born in
Eltham...

Document 2: Richard Jukes was born on 9 October 1804 at Goathill, and died 10 August
1869. He served as a Primitive Methodist minister from 1827 to 1859. Jukes
married Phoebe Pardoe in 1825, and later, widowed, he married Charlotte...

Golden doc: [Some content] John Peter Jukes’s special food is beef burger. [The rest of con-
tent...]

More documents: ...
Question: What’s the special food of John Peter Jukes?

Subject is relevant, and needle type is number
Subject: John Peter Jukes
Document 1: For the cartoonist with the same name see John Jukes. The Right Reverend

John Peter Jukes (7 August 1923) was an English prelate of the Roman Catholic
Church. He was a member of the Conventual Franciscans. Jukes was born in
Eltham...

Document 2: Richard Jukes was born on 9 October 1804 at Goathill, and died 10 August
1869. He served as a Primitive Methodist minister from 1827 to 1859. Jukes
married Phoebe Pardoe in 1825, and later, widowed, he married Charlotte...

Golden doc: [Some content] John Peter Jukes’s special number is 51681396. [The rest of
content...]

More documents: ...
Question: What’s the special number of John Peter Jukes?

Subject is irrelevant, and needle type is food
Subject: John Peter Jukes
Document 1: For the cartoonist with the same name see John Jukes. The Right Reverend

John Peter Jukes (7 August 1923) was an English prelate of the Roman Catholic
Church. He was a member of the Conventual Franciscans. Jukes was born in
Eltham...

Document 2: Richard Jukes was born on 9 October 1804 at Goathill, and died 10 August
1869. He served as a Primitive Methodist minister from 1827 to 1859. Jukes
married Phoebe Pardoe in 1825, and later, widowed, he married Charlotte...

Golden doc: [Some content] Mr. Tree’s special food is beef burger. [The rest of content...]
More documents: ...
Question: What’s the special food of Mr. Tree?

Subject is irrelevant, and needle type is number
Subject: John Peter Jukes
Document 1: For the cartoonist with the same name see John Jukes. The Right Reverend

John Peter Jukes (7 August 1923) was an English prelate of the Roman Catholic
Church. He was a member of the Conventual Franciscans. Jukes was born in
Eltham...

Document 2: Richard Jukes was born on 9 October 1804 at Goathill, and died 10 August
1869. He served as a Primitive Methodist minister from 1827 to 1859. Jukes
married Phoebe Pardoe in 1825, and later, widowed, he married Charlotte...

Golden doc: [Some content] Mr. Tree’s special number is 51681396. [The rest of content...]
More documents: ...
Question: What’s the special number of Mr. Tree?

Table 21: A synthetic example in PopQA for evaluate “Lost if surprise”. The Red parts denote synthetic needles
inserted to the dataset.
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