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Abstract

This paper develops an ensemble method
for fine-tuning a language model to multiple
datasets. Existing methods, such as quantized
LoRA (QLoRA), are efficient when adapting
to a single dataset. When training on multi-
ple datasets of different tasks, a common setup
in practice, it remains unclear how to design
an efficient adaptation for fine-tuning language
models. We propose to use an ensemble of mul-
tiple smaller adapters instead of a single adapter
per task. We design an efficient algorithm that
partitions n datasets into m groups, where m is
typically much smaller than n in practice, and
train one adapter for each group before taking
a weighted combination to form the ensem-
ble. The algorithm leverages a first-order ap-
proximation property of low-rank adaptation to
quickly obtain the fine-tuning performances of
dataset combinations since methods like LoRA
stay close to the base model. Hence, we use
the gradients of the base model to estimate its
behavior during fine-tuning. Empirically, this
approximation holds with less than 1% error on
models with up to 34 billion parameters, lead-
ing to an estimation of true fine-tuning perfor-
mances under 5% error while speeding up com-
putation compared to base fine-tuning by 105
times. When applied to fine-tune Llama and
GPT models on ten text classification tasks, our
approach provides up to 10% higher average
test accuracy over QLoRA, with only 9% more
FLOPs. On a Llama model with 34 billion
parameters, an ensemble of QLoRA increases
test accuracy by 3% compared to QLoRA, with
only 8% more FLOPs.

1 Introduction

Parameter-efficient fine-tuning has emerged as an
efficient approach to adapting a large language
model (LLM) to a downstream application. In prac-
tice, one often runs into a situation where the eval-
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uation criterion involves a mix of many datasets or
tasks. Thus, it would be desirable to have a fine-
tuning method that can deliver robust performance
in the presence of multiple training datasets. Di-
rectly applying a base fine-tuning method such as
low-rank adaptation (Hu et al., 2021) or adapter-
tuning (Houlsby et al., 2019) can lead to negative
interference across tasks, as the optimal adapter
weights for different datasets can conflict with each
other (Wu et al., 2020; Yang et al., 2020). In this
paper, we study the design of ensemble methods for
parameter-efficient fine-tuning of language models
in the presence of multiple datasets.

Besides being a common problem for evaluating
LLMs (Hendrycks et al., 2021), other cases where
the above problem arises include fine-tuning trans-
former models on human behavior data and cog-
nitive psychology benchmarks (Coda-Forno et al.,
2024), as well as reinforcement learning (Sodhani
et al., 2021), and embodied reasoning such as task
and motion planning.

One natural approach to the above problem
would be to first pre-train a shared adapter on all
the datasets and then fine-tune this adapter specifi-
cally on each dataset, akin to the paradigm of multi-
task pretraining followed by supervised fine-tuning
(namely MTL-FT in short) (Wang et al., 2019b;
Liu et al., 2019). However, this would increase the
computational overhead by a factor of two (one
for pretraining and the other for task-specific fine-
tuning), which would be costly when the dataset
sizes are large. Directly using a parameter-efficient
fine-tuning method such as LoRA (Hu et al., 2021)
or QLoRA (Dettmers et al., 2023) can lead to nega-
tive transfer as the weights between the low-rank
factors trained on one dataset can differ from an-
other (See Section 2.1 for our experiments confirm-
ing this point).

A key technical challenge to ensure robust gen-
eralization across n datasets is to understand the
relationship between the n datasets when they are

25347



Adapters𝜃1 

𝑆1

𝑆2

𝑆𝑘

𝜽⋆ 

…

Designing an ensemble of adapters

𝒟1 𝒟2 𝒟𝑛 …

Base language model

𝜽⋆ 

Input: 𝑛 downstream datasets

Output: An ensemble of 𝑚 adapters 

on a base pretrained language model

𝑤1 

𝜃2 𝜃𝑚 

𝑤2 

…

𝑤𝑚 

Weighted combination

መ𝜃𝑆1

መ𝜃𝑆2

መ𝜃𝑆𝑘

𝜃1
(0)

 

𝜃1
(𝑡1)

 

𝜃𝑚
(0)

 

𝜃𝑚
(𝑡𝑚)

 

Extra gradient 

boosting steps

Projected 

gradients

𝑤1 𝑤𝑚 

… …

…

Weighted combination

1

2
3

𝑛

…

1 2 3 𝑛…

1

3

2
𝑛

𝐺1

𝐺𝑚

Task 

affinities

…

Task affinity grouping for LM fine-tuning

Base language model

𝜽⋆ 

Figure 1: Left: We propose an ensemble method for fine-tuning language models on multiple datasets. Given n
datasets and a base adaptation method such as LoRA, we design an ensemble of adapters that applies weighted
averaging to their outputs, with minimal computation and memory overhead to the base method. Middle: We
partition n datasets into m groups based on the task affinities scores. Our method first estimates fine-tuning
performances on multiple dataset combinations, S1, S2, . . . , Sk, by evaluating the gradients of the adapter weights
at θ⋆. For each subset Si, we estimate the fine-tuned adapter weights θ̂Si

by solving a regression problem, using
the projected gradients within Si as features. This leads to an n by n task affinity matrix T , where Ti,j is the
affinity score computed from the estimates (see equation (1)). We then partition the n datasets into m groups with
a clustering algorithm applied to T . In practice, m is usually much smaller than n. Right: We design an adapter
ensemble by fine-tuning one adapter per group and further refining it with a few gradient-boosting steps. This
overall procedure incurs little computational overhead, as we will describe in Table 1.

trained on top of an LLM. In this vein, one might
also use influence functions (Koh and Liang, 2017),
which would require scaling up influence compu-
tation to subsets of dataset combinations. Recent
developments in data modeling (Ilyas et al., 2022)
show that by randomly sampling subsets of data,
one can estimate the influence of adding or remov-
ing one sample from the dataset upon the trained
model efficiently (Park et al., 2023; Li et al., 2023).
Inspired by this line of work, we propose an effi-
cient estimation of model fine-tuning performances
without performing any fine-tuning. We begin by
noting that for fine-tuning transformer models such
as Llama and GPT, the (low-rank) adapter weights
typically stay very close to the base model (≈ 0.2%
evaluated on a Llama model with 34 billion param-
eters). Thus, one can expand the loss using first-
order Taylor’s expansion around the initialization
and then use the gradients measured at the base
model to approximate model fine-tuning behavior.
Empirically, we find that this approximation incurs
less than 5% error for a variety of fine-tuning meth-
ods, including LoRA, adapter-tuning, quantized
LoRA, and quantized adapter.

Provided with efficient estimation of fine-tuning
performances on dataset combinations, we then de-
sign an ensemble of low-rank adapters. At a high
level, given n datasets, our algorithm first parti-
tions the n datasets into m similar groups (where
m is typically much less than n). Concretely, we

achieve this based on a task affinity matrix that we
estimated using the above first-order approxima-
tion property. Then, we fine-tune one adapter in
each group, leading to m adapters in total. We fur-
ther refine the adapters by applying a few gradient-
boosting steps to reduce the loss of groups with
the highest training losses. Importantly, except for
computing the gradients at the base model, which
we use during the estimation, the rest of this proce-
dure can be done entirely on CPUs. Additionally,
the memory overhead is now roughly m times the
size of each adapter. See Figure 1 for an illustration
of our approach.

We extensively validate our approach, showing
its broad applicability in boosting a base fine-tuning
method with little computational overhead. First,
we show that our estimation method approximates
fine-tuning losses within 5% relative error while
reducing computation by 105× compared to ac-
tual fine-tuning. Second, for fine-tuning Llama
models across ten tasks from SuperGLUE, our ap-
proach improves QLoRA’s average test accuracy
by 10%, incurring only 9% additional computa-
tion and 9 GB additional memory. Compared to
two commonly used methods (Liu et al., 2019;
Fifty et al., 2021), our method achieves similar
accuracy with 45% less computation and mem-
ory. Further, we scale our approach to a feder-
ated learning setting with 500 datasets, observing
qualitatively similar results. Finally, we analyze
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Approach Runtime Memory

Base fine-tuning T A
Pre-train then fine-tune ≈ 2T nA
Our ensemble method T +G MA

Table 1: A summary of the runtime and memory usage
by our approach. T is the runtime of the base fine-tuning
method; G is the cost of evaluating the gradients once
for all the samples at the base model. In practice, T
is usually much higher than G. A is the memory used
by one adapter, including activation memory. M is the
number of adapters in the ensemble.

the generalization of low-rank adapters by mea-
suring their empirical generalization errors and
their sharpness. We find that small-rank LoRA
adapters consistently yield the lowest generaliza-
tion errors across tasks. An ensemble of low-
rank adapters further reduces generalization errors
compared to one adapter of the same size. We
provide the code implementation of this work at
github.com/VirtuosoResearch/EnsembleLoRA.

2 Methods

We now describe our approach to designing an
ensemble of adapters that applies to any base adap-
tation method. Our method quickly partitions n
datasets into m groups. Then, we train one adapter
for each group, with the option of adding a few
additional adapters via gradient boosting. Finally,
we take a weighted combination of all the adapters
as the ensemble output.

2.1 Preliminaries

We present a case study by fine-tuning Llama-3-
8B on SuperGLUE (Wang et al., 2019a). We col-
lect ten datasets, covering five categories of sen-
tence completion (COPA, H-SWAG, and Story
Cloze datasets), natural language inference (CB
and RTE), coreference resolution (WSC and Wino-
grande), question answering (BoolQ and MultiRC),
and word sense disambiguation (WiC). We evalu-
ate LoRA, adapter, QLoRA (Dettmers et al., 2023),
and quantized adapter (QAdapter). In particu-
lar, QLoRA applies 4-bit quantization to the base
model, with LoRA added to the quantized base
model. We evaluate memory usage with a batch
size of 4 with a sequence length of 512.

First, we compare (i) fine-tuning one model on
each single task and (ii) fine-tuning one model on
each pairwise combination of one task with the

other nine tasks. When using full fine-tuning, we
observe that for 20 (out of 45 pairs), (ii) performs
worse than (i). For LoRA and adapter, this in-
creases to 27 and 24. For QLoRA and Qadapters,
this further increases to 33 and 35, respectively.

Second, we show that an ensemble of adapters
can improve task performance but can increase
memory cost. For each method, we train one
adapter on all tasks and fine-tune it on each in-
dividual task initialized from the pretrained adapter.
Then, we apply a weighted combination to the out-
puts of all adapters to form the ensemble. With
QLoRA, the ensemble boosts accuracy by 10.8%
over a single QLoRA adapter. With QAdapter, it
improves accuracy by 9.5%. However, this uses 4
times more memory since it combines the outputs
from 10 adapters simultaneously.

The observations indicate that a single adapter
underperforms full fine-tuning due to interference
between different datasets. If we use a separate
adapter for each dataset, the overhead is propor-
tional to training n adapters. Thus, the key chal-
lenge of adapting an LLM to multiple datasets is to
reduce this overhead in a computationally efficient
way. We propose to achieve this by grouping sim-
ilar datasets so that we can share one adapter for
each group of datasets.

2.2 Task affinity grouping for LM fine-tuning

The first step of our approach is to partition the
n given datasets into m disjoint subsets based on
their affinities trained on top of a language model.
We estimate affinity scores between dataset i and
j for every i, j ∈ {1, 2, . . . , n} as follows. Let S
be a subset of datasets containing i and j. Denote
fi(S) as the fine-tuning performance on dataset i
(e.g., validation loss) using all the datasets in S.
Let the task affinity score between i and j be:

Ti,j =
1

ni,j

∑

Sk:i∈Sk,j∈Sk

fi(Sk), (1)

where {Sk} are subsets sampled from {1, . . . , n}
and ni,j is the number of random subsets that con-
tain both i, j. This score is analogous to the feature
importance scores in random forests.

Computing Ti,j requires fine-tuning the model
on multiple subset combinations. Instead, we de-
sign an algorithm to estimate fi(S), which can run
on CPUs and deliver estimation results for fine-
tuning billion-parameter models in seconds. The
key idea is based on the observation that fine-tuned
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adapters stay close to the base model. Thus, ap-
plying a first-order Taylor’s expansion to the base
model loss yields a negligible error, which allows
us to approximate fine-tuning performance using
gradients calculated on the base model.

We now measure the relative distance from
the fine-tuned model weights to the base model,
i.e., ∥X−θ⋆∥

F
∥θ⋆Full∥F

, where X is parameter of the fine-
tuned adapter, θ⋆ is the initialized parameter of
the adapter, and θ⋆Full is the parameter of the entire
pretrained model. As shown in Table 2, we find
that the relative distance remains less than 0.2%
on average, across LoRA, adapter, QLoRA, and
QAdapter on random data subsets.

Table 2: We report the distance between fine-tuned
model weights relative to the base model. The results
are averaged over 50 sampled task subsets of size 3.

Llama-3-1B Llama-3-3B Llama-3-8B

LoRA 0.16±0.04% 0.14±0.02% 0.12±0.02 %
QLoRA 0.18±0.02% 0.16±0.03% 0.11±0.02 %
Adapter 0.09±0.03% 0.05±0.01% 0.08±0.02 %
QAdapter 0.11±0.03% 0.08±0.03% 0.07±0.01 %

A gradient-based estimation algorithm: Let the
output of a neural network be given by hX(s, y),
where s is an input such as a sentence and y is
the ground-truth label. Suppose that X ∈ Rp is
the trainable parameter in an adapter. The Taylor’s
expansion of hX(s, y) centered at θ⋆ is given as:

hX(s, y) ≈ hθ⋆(s, y) + [∇Xhθ⋆(s, y)]
⊤(X − θ⋆)

+ ϵs.

Next, we evaluate the magnitude of ϵs relative to
hX(s, y) and report the results in Figure 2. We il-
lustrate the error for six language models with up to
34 billion parameters. We find that for both Llama
and GPT-J models, the approximation error is less
than 1% in all cases. For QLoRA and QAdapter,
the approximation error is less than 3%.

Since the approximation error is small, we next
apply it to approximate the model loss. We will
illustrate the case for log loss with binary classi-
fication, and the same idea applies to other types
of loss functions. Let y ∈ {+1,−1}. Recall the
log loss is log (1 + exp (−y · hX(s, y))). Define
bs = −y · hθ⋆(s, y) and gs = ∇hθ⋆(s, y). Using
Taylor’s expansion without the higher-order terms,
we approximate hX(s, y) as:

ℓ̂(X) = log
(
1 + exp

(
b− y · g⊤(X − θ⋆)

))
.
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Figure 2: We report the approximation error for Llama
and GPT-J models with up to 34 billion parameters for
LoRA, QLoRA, adapter, and QAdapter. We report the
average and the standard deviation based on the results
from 50 randomly sampled task subsets of size 3.

For a subset S ⊆ {1, 2, . . . , n} with training sam-
ples denoted as DS , we estimate fine-tuned adapter
weights by minimizing averaged ℓ̂(X) on DS :

θ̂S ← argmin
X∈Rp

1

nS

∑

(s,y)∈DS

ℓ̂(X).

Using θ̂S , we evaluate the estimated fine-tuning
performance f̂i(S) for every task i ∈ S. Then, we
apply this estimation for k random subsets sampled
from [n] to compute Ti,j for every i and j. This
forms a n× n task affinity matrix T .

Given T , we apply a clustering algorithm to par-
tition n datasets into m groups. The clustering
objective maximizes the average density of scores
within clusters, which is solved based on semi-
definite programming relaxations. Additionally,
we use a trace regularization term to determine the
number of groups m. See details in Appendix A.
Let G1, G2, . . . , Gm denote the resulting groups.

In summary, we only need to compute the gra-
dients on all the training samples once at the base
model. For each subset, the estimation solves a
regression problem based on the gradients. A ran-
dom projection is used to reduce the dimension of
the gradients down to a few hundred, which prov-
ably preserves the Euclidean geometry between
the gradient vectors.1 The task affinity grouping
procedure is presented in Algorithm 1.

1This can be achieved using the Johnson-Lindenstrauss
Lemma. After projecting the dimension of the gradients down
to several hundred, solving each logistic regression problem
will only take a few seconds on a CPU.
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Algorithm 1 Efficient task affinity grouping for
language model fine-tuning
Input: n training/validation datasets
Require: Pretrained model hθ⋆ , number of subsets
k, and projection dimension d

1: {S1, S2, . . . , Sk} ← sample a list of subsets
from {1, 2, . . . , n} with a fixed size

2: P ← p by d Gaussian random matrix
3: for (s, y) ∈ D{1,2,...,n} do
4: g̃s ← P⊤∇hθ⋆(s, y) ▷ project the gradient
5: bs ← −y · hθ⋆(s, y)
6: end for
7: for S ∈ {S1, S2, . . . , Sk} do
8: X̂d ← solve a regression problem based

on (g̃s, bs, y) for all (s, y) ∈ DS

9: θ̂S ← θ⋆ + PX̂d ▷ restore the dimension
10: f̂i(S)← evaluate hθ̂S on the validation

set for each i ∈ S
11: end for
12: T ← compute an n by n matrix T following

equation (1)
13: {G1, G2, . . . , Gm} ← apply a clustering

algorithm on T to obtain a partition of n tasks
14: Return G1, G2, . . . , Gm

2.3 Designing an ensemble of adapters
The second step of our approach is to compute
an adapter ensemble based on the m groups com-
puted above. We first fine-tune one adapter on
tasks in each group, yielding m adapters denoted
as θ(0)1 , θ

(0)
2 , . . . , θ

(0)
m .

Next, we apply b gradient boosting steps to re-
duce the loss of groups with high training losses.
At each step i, we choose a group Gji from
G1, G2, . . . , Gm that has the largest training error,
where ji is the index of the group chosen at step i.
Suppose there are tji adapters for group Gji . We
then fit a new adapter to predict 1− ps (the nega-
tive gradient of log loss), where ps is the correct
class prediction probability of the current model on
a sample (s, y), by minimizing the mean squared
loss on group Gji :

min
X

1

nGji

∑

(s,y)∈DGji

(
1− ps − hX(s, y))

)2
.

We approximate the above loss based on the gra-
dient estimation, leading to the following linear
regression on group Gji :

ℓ̂(X) =
(
1− ps − hθ⋆(s, y)− g⊤s (X − θ⋆)

)2
.

Algorithm 2 ENSEMBLELORA (Ensemble of
Low-Rank Adapters for multiple datasets)
Input: n training/validation datasets
Require: Pretrained model hθ⋆ , number of subsets
k, projection dimension d, boosting steps b

1: G1, G2, . . . , Gm ← apply Algorithm 1 to the
n input datasets

2: θ
(0)
1 , . . . , θ

(0)
m ← Fine-tune one adapter for

each group in G1, . . . , Gm

3: for i = 1, . . . , b do ▷ Boosting steps
4: Gji ← select the group with the highest

training loss, where ji is the group index
5: θ

(0)
ji

, . . . , θ
(tji )

ji
← get all the tji + 1

adapters currently in Gji

6: θ
(tji+1)

ji
← estimate an adapter to fit the

negative gradients of samples in DGji

7: end for
8: w1, w2, . . . , wm ← train the weights for

combining outputs of each group of adapters
9: Return

{
θ
(0)
i , . . . , θ

(ti)
i , wi

}m

i=1

Let the minimizer of the above averaged over Gji

be denoted as θ
(tji+1)

ji
. After obtaining this new

adapter, we add it along with θ
(0)
ji

, . . . , θ
(tji )

ji
to

form the ensemble for group Gi. The prediction for
this group is based on adding all the outputs from
the ensemble. In our ablation study of applying the
boosting procedure on three groups of ten tasks,
we found that the first boosting step alone reduces
training error by 18%, leading to 0.4% average test
accuracy improvement for tasks in one group.

The final ensemble contains a total of M =
m+ b adapters. We then train the weights to form
a weighted combination of the m groups. Along
with the first step, we summarize the complete pro-
cedure in Algorithm 2.

3 Experiments

We evaluate our approach to answer the following
questions. How accurate are the gradient-based
estimates relative to the actual fine-tuning losses?
What is the trade-off between performance, compu-
tation cost, and memory overhead between a base
fine-tuning method and its ensemble?

As a summary of our empirical findings, we
show that our approach estimates fine-tuning losses
within 5% error while using 105× less computa-
tion than actual fine-tuning. For fine-tuning Llama
models on SuperGLUE, ENSEMBLELORA boosts

25351



the accuracy of QLoRA and QAdapter by up to
10%, with 9% additional computation and 9 GB
extra memory usage. Compared with pretraining
followed by fine-tuning, our approach yields com-
parable performance, reducing computation and
memory both by 45%. Our approach can scale to
500 datasets and remains comparable to pretraining
followed by fine-tuning, reducing computation by
90% and memory by 91%.

3.1 Experimental setup
Our approach applies to a wide range of parameter-
efficient fine-tuning methods. For a representa-
tive evaluation, we focus on the results of using
QLoRA, while the results of other methods are
quantitatively similar and are deferred to Appendix
3. We fine-tune language models on ten NLP
tasks from SuperGLUE. All the tasks are evalu-
ated as classification tasks. The test accuracy is
computed with the provided development set. We
then split 10% of the training set as the validation
set. The statistics of the datasets are summarized
in Table 4. We use Llama-3.1-8B and CodeLlama-
34B-Instruct as the base model. With a base fine-
tuning protocol, we compare our approach against:
Base fine-tuning, which trains a single adapter on
the combined set of datasets; pretraining followed
by fine-tuning (MTL-FT) (Liu et al., 2019), which
performs multitask pretraining and then fine-tunes
task-specific adapters from the pretrained adapter;
task affinity grouping (TAG) (Fifty et al., 2021).

For each baseline, we assess the test accuracy
averaged over all tasks. The error rate is defined
as one minus the average test accuracy. We mea-
sure the computational cost as the total number of
floating point operations (FLOPs) and the memory
cost as the GPU during the inference phase of the
model, tested on two Nvidia A6000 GPUs. In our
approach, we sample k = 200 task subsets of size
3. We vary the number of groups m between 2 to 6
and the number of b between 1 to 4. We provide a
complete list of other training parameters used by
our approach in Appendix B.

3.2 Estimation results
We first evaluate the accuracy of Algorithm 1 in
estimating fine-tuning losses. Since the first-order
approximation incurs a negligible error in model
outputs, we show that the estimated fine-tuning
performance f̂i(S) closely matches the actual per-
formance fi(S). Using test accuracy as the metric,
we measure the relative error between f̂i(S) and

Table 3: We evaluate the error between estimated and
true fine-tuning performances computed on 50 random
task subsets. We report the speedup rate between the
number of FLOPs used in our approach to full fine-
tuning. d is the projection dimension in Algorithm 1.

d Llama-3-1B Llama-3-3B Llama-3-8B Speedup

200 8.2% 8.1% 7.0% 105×
400 4.7% 4.8% 4.3% 105×
800 4.6% 4.4% 4.2% 105×
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Figure 3: We compare error rate (one minus accuracy),
computation cost, and memory usage across our ap-
proach and baselines when fine-tuning Llama-3-8B on
ten NLP tasks. MTL-FT refers to first fine-tuning a
shared LoRA on all the datasets, and then fine-tuning
the low-rank adapter on each dataset, while Full FT
refers to full fine-tuning of the entire model. Our ap-
proach boosts the test accuracy of QLoRA by 10% on
average, only incurring 8% additional computation and
9 GB more memory. It performs on par with the best
baseline with 45% less FLOPs.

fi(S) over 50 randomly sampled subsets of size 3.
For the computation cost, we compare the number
of FLOPs between actual full fine-tuning and that
required in our estimation procedure. We experi-
ment with Llama-3-1B, 3B, and 8B models, and
vary the projected gradient dimension d between
200, 400, and 800.

Table 3 presents the results. Our approach
achieves a relative error within 9%, using 105×
less computation than full fine-tuning. We observe
that increasing d beyond 400 reduces the relative
error to under 5%, so we set d = 400 in our experi-
ments. Additionally, we observe that our approach
can achieve up to 0.6 correlation scores with the
true fine-tuning performances.

In particular, our approach uses 6.5 × 1016,
4.9 × 1016, and 3.2 × 1016 FLOPS, when using
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Table 4: We report the test accuracy (%) of our method, as compared with baselines. We also compute the average
test accuracy across ten NLP datasets, along with the number of FLOPs and memory usage for fine-tuning Llama-3-
8B using QLoRA. We run each experiment with three random seeds and report the standard deviations.

BoolQ CB COPA H-SWAG MultiRC Story Cloze Winogrande

Average
Accuracy

Number of
FLOPs

GPU
Memory

# Train 4,242 225 360 17,957 12,259 841 4,161
# Validation 471 25 40 1,995 1,362 188 462
# Test 3,270 56 100 10,042 4,848 1871 1267
# classes 2 3 2 4 2 2 2

Full FT 87.6±0.9 93.2±0.7 92.0±1.0 93.2±0.6 86.4±0.2 94.2±0.5 75.1±0.2 84.6±0.9 6.0×1019 73.0GB
LoRA 84.5±0.2 87.7±0.8 92.0±2.0 93.4±0.3 82.1±0.2 92.9±0.3 60.7±0.4 81.6±0.8 2.7×1019 21.5GB
QLoRA 82.0±0.5 83.7±0.7 90.0±2.0 92.3±0.3 84.2±0.8 91.5±0.7 55.1±0.3 78.6±1.2 4.3×1018 12.6GB
MTL-FT 89.9±0.2 100±0.0 95.0±0.5 93.9±0.4 89.6±0.1 98.0±0.5 84.4±0.3 89.4±0.5 8.6×1018 39.1GB
TAG 88.5±0.4 100±0.0 94.0±0.5 92.1±0.3 89.1±0.7 96.3±0.4 80.1±0.8 88.1±0.8 4.3×1019 21.4GB
Ours 89.9±0.9 100±0.0 94.0±1.0 93.5±0.3 89.1±0.3 97.1±0.1 82.0±0.5 88.6±0.6 4.7×1018 21.4GB

Llama-3-8B, 3B, and 1B models, respectively. Per-
forming actual fine-tuning requires 6.8 × 1018,
5.1 × 1018, 3.4 × 1018, respectively. The speed-
up ratio is computed between these two sets of
results. Recall that our approach involves first eval-
uating the gradients of all training samples at the
base model, and then solving logistic regression on
the projected gradients for each subset. The gradi-
ent evaluation takes over 80% of the computation.
The speed-up is calculated by the ratio between
the runtime of actual fine-tuning relative to gradi-
ent evaluation, which remains consistent across the
three models.

3.3 Experimental results

We illustrate the comparison of ENSEMBLELORA
with baselines in Figure 3. We report the evalua-
tion results in Table 4. Compared to QLoRA fine-
tuning, our approach improves accuracy by 10%
with only 8% additional computation and 9 GB
more memory. Compared to pretraining followed
by fine-tuning and task grouping, it achieves com-
parable performance while reducing computation
and memory both by 45%. Further, our approach
improves over full fine-tuning by 4.0%, with only
92% less computational cost and 52 GB less mem-
ory. Additionally, our approach also improves the
base QAdapter fine-tuning method by 9% accu-
racy, using 8% additional computation and 10 GB
more memory. The quantitative results of using
QAdapter are reported in Appendix B.

We also apply our approach to a CodeLlama-
34B model using QLoRA as the base method. We
observe an improved accuracy by 3.0%, while in-
curring only 8% additional computation and 29 GB
more memory. Compared to pretraining followed
by fine-tuning, ENSEMBLELORA maintains com-
parable accuracy while reducing computation by

46% and memory from 66 GB to 28 GB.

Determining the ensemble size. We find that the
test accuracy stabilizes after m reaches 3, so we
report results using three clusters. We also find that
a single boosting step suffices to reduce training
error by 18%, resulting in a 0.4% increase in the
average test accuracy across tasks. This leads to an
ensemble of 4 adapters. In general, we choose m
that maximizes the average density of task affinity
scores within clusters, as it correlates with test ac-
curacy in practice. Moreover, the boosting step b is
determined by the point where the training loss no
longer decreases, which can depend on the number
of groups. For settings of fewer groups, a single
step is often sufficient. Once task affinity is esti-
mated, selecting these parameters takes only a few
seconds, since no fine-tuning is involved.

Extension. We apply our approach to federated
learning on a dataset with 500 tasks, where each
speaking role in a play represents a distinct task
(client). Data is split 80% for training and 20% for
testing. We use QLoRA for fine-tuning, Llama-3-
1B as the base model, and the Federated Averaging
algorithm. We sample 2,000 subsets of size 10,
varying the number of task groups m from 10 to
30 and boosting steps b from 1 to 10.

Our approach reduces test loss over QLoRA by
over 9%, while only using 8% additional com-
putation and 15 GB more memory. Compared
to pretraining followed by fine-tuning, ENSEM-
BLELORA gives comparable test losses while re-
ducing computation by 90% and memory by 91%.

4 Generalization of Low-rank Adaptation

Next, we analyze the generalization behavior of
low-rank adaptations and their ensembles. Our
findings reveal that relatively small adapters often
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(c) Comparing LoRA and QLoRA

Figure 4: Illustrating the empirical generalization errors and sharpness measures with respect to QLoRA weights.
(4a) Smaller adapters with a rank of 16 achieve the lowest generalization errors. Additionally, the Hessian trace
values correlate with generalization errors, suggesting that smaller adapters tend to converge to flatter minima. (4b)
An ensemble of k adapters leads to lower generalization errors and Hessian traces. Here, we fix the sum of the
dimensions of k adapters to be equal to 256. (4c) QLoRA, which is trained on a quantized base model, yields lower
generalization errors and Hessian trace values compared to LoRA.

achieve the best generalization performance. Addi-
tionally, ensembles of adapters yield lower gener-
alization errors than individual adapters. We also
observe that adapters trained on quantized models
exhibit smaller generalization errors compared to
those trained on full-precision models.

In more detail, we evaluate a sharpness mea-
sure based on the trace of the Hessian of the loss.
Previous work has shown that this Hessian-based
measure closely correlates with empirical general-
ization errors (Ju et al., 2022), which is derived
from the PAC-Bayes generalization framework
(Neyshabur et al., 2018). Specifically, we eval-
uate the trace of the loss’s Hessian with regard to
the adapter weights. Then, we compute the maxi-
mum of the trace over the training data points. A
smaller trace value suggests a flatter loss landscape.
We measure the empirical generalization error, de-
fined as the difference between the test loss and the
training loss of a fine-tuned model. Results for eval-
uating the largest eigenvalue of the loss Hessian as
the sharpness measure are quantitatively similar.

For a base fine-tuning method, we vary the rank
of adapter weights between 4, 16, 64, and 256 in
fine-tuning Llama-3-8B. For adapter ensembles,
we set a total rank of k adapters as 256. Then, we
fine-tune k individual adapters with 256/k rank
and ensemble them through weighted averaging.
We vary k between 2, 4, and 8 (beyond which the
ensemble exceeds the maximum memory limit).
Additionally, we compare the generalization errors
of fine-tuning adapters on the full-precision model
(LoRA) and the 4-bit quantized model (QLoRA).

We fine-tune LoRA adapters on two NLP tasks,
including RTE and COPA.
♢ Figure 4a shows the results of varying the rank

of LoRA and QLoRA. We find that using a small-
sized adapter with a rank of 16 typically achieves
the smallest generalization error. Moreover, the
Hessian-based sharpness measure correlates with
the empirical generalization errors, suggesting that
a smaller adapter tends to find a fatter minimum.
We find that the results are consistent for other
datasets and for adapter tuning, which are shown
in Appendix B.5.
♢ Next, shown in Figure 4b, for ensembles of k

adapters, we find that the ensemble of two adapters
reduces the generalization errors by 44% and the
sharpness measure by 74% on average. Increasing
k further reduces the generalization errors. Sim-
ilarly, the Hessian-based sharpness measure also
correlates with generalization errors. This justi-
fies the improved generalization performance of
ensembles of adapters in our previous experiments.
♢ Lastly, shown in Figure 4c, we also notice that

QLoRA, which is trained on the quantized model,
yields lower generalization errors than those on the
full precision language model. The generalization
error and Hessian traces of QLoRA are 34% and
51% lower than LoRA on average.

5 Related Work

Parameter-efficient fine-tuning adapts LLMs by ei-
ther fine-tuning a small subset of parameters or
introducing new trainable parameters. Adapter
tuning (Houlsby et al., 2019) inserts two feedfor-
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ward layers per transformer layer, with one for
down-projection and another for up-projection of
the hidden representations. Prefix tuning (Li and
Liang, 2021; Lester et al., 2021) involves prepend-
ing small, continuous task-specific soft prompts to
input embeddings. LoRA (Hu et al., 2021) op-
timizes a low-rank decomposition of parameter
updates with regard to pretrained model weights.
Building on the individual tuning methods, Chen
et al. (2023) propose an automatic parameter alloca-
tion algorithm to assign individual tuning methods
to different parameter groups. Additionally, quanti-
zation can be used to reduce the memory costs of
LoRA (Dettmers et al., 2023) by training on top
of a 4-bit quantized LLM. LQ-LoRA (Guo et al.,
2024) employs mixed-precision quantization to fur-
ther reduce the memory cost, using integer linear
programming to dynamically configure bit alloca-
tion. We refer readers to recent surveys for further
references (Ding et al., 2023).

Several studies have explored training multiple
adapters on top of LLMs. AdaMix (Wang et al.,
2022) uses a mixture of adaptation modules per
Transformer layer on a single dataset. AdaMix first
trains the mixture using routing techniques from
mixture-of-expert architectures (Fedus et al., 2022)
and combines adapter weights through weight av-
eraging (Wortsman et al., 2022). Similarly, there
has been work on training a sparse mixture of soft
prompts, using a gating mechanism to activate spe-
cific prompts per sample. Mini-ensemble of LoRA
adapters (Ren et al., 2024) uses fewer trainable pa-
rameters while maintaining a higher rank of LoRA
adapters to improve the performance of LoRA.

In the presence of multiple datasets, there has
been work on fitting transformers that learns hyper-
networks that generate adapters for every layer,
which condition on task, adapter position, and layer
within a transformer model. AdapterFusion (Pfeif-
fer et al., 2021) uses a group of adapters for multi-
ple prediction tasks, by first learning task-specific
adapters and then combining adapters with a cross-
attention module to fuse the representations com-
puted from each adapter.

Different notions of generalization in LLMs have
been explored, including out-of-distribution gen-
eralization (Koh et al., 2021). There has been
work on designing meta-learning algorithms for
prompt tuning, enabling a single prompt to gener-
alize across multiple datasets. Another relevant no-
tion is cross-lingual generalization. Muennighoff
et al. (2023) study prompted fine-tuning with mul-

tilingual instructions for zero-shot learning. Liu
et al. (2023) propose scheduled unfreezing to miti-
gate catastrophic forgetting in multilingual adapter
fine-tuning.

Supervision and representation strategies for
language understanding have been well explored.
Kozareva et al. (2011) enhance class-instance la-
beling using instance-instance graph propagation,
showing that instance-level connections improve
label coverage. Arora et al. (2016) explain the lin-
ear algebraic structures observed in word embed-
dings using a latent variable model that links partial
mutual information with random walk dynamics.
Karamanolakis et al. (2024) introduce a framework
to combine rule extraction with expert feedback for
efficient weak supervision. Min et al. (2023) survey
pretrained language models, outlining fine-tuning,
prompting, and generation paradigms along with
their strengths and challenges.

A series of works have used gradient similar-
ity to measure task similarity. Xia et al. (2024)
propose selecting a subset of instruction data for
targeted fine-tuning by computing gradient-based
influence scores and selecting data with high co-
sine similarity to the target task. Park et al. (2023)
introduce a scalable data attribution method that
approximates model prediction losses on other data
samples when adding or removing individual train-
ing samples. Li et al. (2024b,a) use gradients from
a meta initialization to approximate fine-tuning loss
and apply the estimates to select auxiliary tasks to
jointly fine-tune with the target task. Inspired by
these works, we conduct the first comprehensive
study of linearization in parameter-efficient fine-
tuning methods. We also propose an adapter en-
semble that combines task clustering with gradient
boosting.

6 Conclusion

This paper presents an ensemble method of low-
rank adapters for adapting language models across
multiple datasets. First, we develop an efficient
task affinity grouping algorithm, with a first-order
approximation for estimating task affinities and a
clustering step to partition tasks into groups. Then,
we construct an ensemble for groups of tasks, con-
sisting of adapters fine-tuned on each group with
additional boosting steps. Our method consistently
improves fine-tuning performance with minimal
computational overhead. Lastly, we analyze the
sharpness measures of low-rank adapters.
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Limitations

Our approach requires full access to model weights
and gradients. Estimating fine-tuning performance
without direct access to internal parameters re-
mains an open question. This could involve explor-
ing gradient-free optimization methods for closed-
source models like GPT-4 and Gemini. Moreover,
while our study focuses on multiple fixed datasets,
other scenarios require dynamically adapting to
new incoming tasks, such as in continual learning.
Extending our work to actively manage a dynamic
set of adapters could be a promising direction. Be-
sides, our analysis of sharpness measures for gen-
eralization performance leaves open the question
of their applicability to out-of-distribution gener-
alization or adversarial robustness in NLP models,
which may be worth considering in future work.

Broader Implications

This paper examines the problem of adapting lan-
guage models to multiple datasets. While the use of
language models may have potential societal conse-
quences in the future, there are no specific concerns
arising from our work. Due to the technical nature
of this paper, there are no direct implications for
potential negative impacts.
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A Omitted Details about Our Approach

Notations. We provide a list of mathematical nota-
tions for reference:

• S: A subset of {1, 2, . . . , n}.

• fi(S): The performance of a model fine-tuned
on tasks in S, evaluated on task i.

• θ⋆: The vectorized model weights of the pre-
trained initialization.

• θ̂S : The vectorized model weights fine-tuned
on a subset of tasks S.

• hθ⋆(s, y): Model output given an input pair
s, y.

• ∇hX(s, y): Vectorized gradients of model
output with respect to model weights X .

• Ti,j : The average performance of fi(S) over
multiple subsets S that include task i, for ev-
ery i = 1, 2, . . . , n.

• ji: The index of the group chosen at step i of
the boosting procedure.

• Gji : The group of tasks chosen at step i of the
boosting procedure.

• tji : The number of adapters with in the group
Gji fit in the gradient boosting procedure.

A.1 Clustering algorithms
We now describe a clustering algorithm to partition
the n tasks into k disjoint subsets. Given an n by
n task relevance score matrix T , we will find a
clustering that maximizes the average density of all
clusters. Concretely, let C1, . . . , Ck be a disjoint
partition of [n]. Let v1, . . . , vk be a 0-1 vector
indicating whether a task is in one cluster. The
average density of this clustering can be written as:

1

k

k∑

i=1

v⊤i Tvi
v⊤i vi

.

This integral objective is NP-hard to optimize in
general.

We design a Semi-Definite Programming (SDP)
relaxation and then round the SDP solution to a
clustering. Let us denote the assignment variables
as an n × k matrix V , such that each entry Vi,j

indicates whether a task i belongs to a cluster j,
for every i = 1, . . . , n, j = 1, . . . , k. Moreover,

let the jth column of V , which is the characteristic
vector of the j-th cluster, be denoted as vj . Under
this assignment, the sum of Vi,j across any task i
must be one, as we allow one task to be assigned in
a single group. By contrast, the sum of Vi,j across
Cj is the number of tasks assigned to Cj , which is
at least one.

Let e denote the all-ones vector. We state an
integer program to maximize the average density
of all k clusters as follows

max
V ∈Rn×k

〈
T,

1

k

k∑

j=1

vjv
⊤
j

v⊤j vj

〉

V e = e,
n∑

i=1

Vi,j ≥ 1, for 1 ≤ j ≤ k

Vi,j ∈ {0, 1} , for 1 ≤ i ≤ n, 1 ≤ j ≤ k.

Note that viv⊤i is a rank-one semidefinite matrix.
Let us denote the sum of them (normalized by
v⊤i vi) as the following new variable

X =

k∑

j=1

vjv
⊤
j

v⊤j vj
.

X has rank k since it is the sum of k rank-1 ma-
trices, and the vi’s are orthogonal to each other.
Additionally, its trace is equal to k because the

trace of
vjv

⊤
j

v⊤j vj
is one for any j. Second, one can

verify that the entries of every row of X sum up
to one. Removing the 0-1 integer constraint and
regularizing the number of clusters, we derive the
problem as

max
X∈Rn×n

⟨T,X⟩+ λTr[X]

Xe = e

X ≥ 0, X ⪰ 0.

where λ is a hyperparameter for regularization.
This leads to a convex program, which can be
solved efficiently.

Given a solution of the SDP, denoted as X̂ , the
last step is to round X̂ into an integer solution. We
set a threshold λ such that if X̂u,v ≥ λ, tasks u and
v are assigned to the same cluster. In the experi-
ments, we set λ as c/n for a constant c ≥ 1, since
X̂u,v should be 1

|Ci| when they are in the same clus-
ter with |Ci| < n. Thus, the intra-cluster distance
must always be at least λ with the assignment.
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A.2 Boosting algorithms

In each step of our boosting procedure, it picks
the group with the largest training error, denoted
as Gji . Then, compute the negative gradient w.r.t.
current model predictions for each sample in the
group (s, y) ∈ DGji

:

− ∂L
∂h(s, y)

= 1− p,

where p is the current prediction probability for
the correct class label of sample i. Then, we fit
an adapter θ(t+1)

ji
to the combined data set of DGji

,
mapping the input sample s to the negative gradi-
ents 1− p in regression. Update the current ensem-
ble h

(t+1)
ji

(s, y) = h
(t)
ji
(s, y) + ηh

θ
(t+1)
ji

(s, y).

After multiple steps, the algorithm returns the
final ensemble for one group:

h(s, y) = h
θ
(0)
ji

(s, y) + η

b∑

t=1

h
θ
(t)
ji

(s, y).

We use η as 0.1. Note that we use one group as an
example. We apply the boosting procedure to m
groups in our approach.

Extension to AdaBoost: In a similar sense, we
can apply AdaBoosting to boost adapters. At each
iteration, the sample weights are modified, and a
new adapter is trained on the reweighted training
samples. Denote the error rate of h(t) at iteration
t as err(m). Denote α(t) = log 1−err(t)

err(t)
. The train-

ing samples that are misclassified by the classifier
h(t−1) have their weights increased exponentially
by err(t):

w
(t)
i ← w

(t−1)
i exp

(
α(t)1

(
yi ̸= hθ(m)(si, yi)

))

In our setup, weights can be assigned to separate
tasks instead of single tasks. We use parameter-
efficient fine-tuning to fit each model, such as
LoRA and Adapters. At each iteration, a new
model is fit on a reweighted version of the training
dataset. Similarly, the first-order approximation
can be applied to this case by solving a reweighted
version of logistic regression on gradients. There-
fore, we can also leverage Algorithm 1 to fit the
adapter weights in each new model quickly.

A.3 Computation and memory costs

The computation cost of our approach involves:

• O(n) gradient evaluation of all the tasks and
solving logistic regression on M random sub-
sets.

• Fine-tuning m adapters, each on a cluster of
tasks. The combination of m task groups is n
tasks.

• Applying b iterations of gradient boosting on
the adapters, which computes O(n) gradients
of the existing model’s outputs.

Thus, Algorithm 2 involves O(n) computation in
the number of forward and backward passes. This
is comparable to training a single multitask model
on all tasks. We report the exact computation cost
of our approach in experiments.

As for the memory, Algorithm 2 uses the mem-
ory for maintaining m+ b adapter models and one
base model.

B Omitted Experiments

B.1 List of models and datasets

We experiment with the following models: Llama-
3.2-1B, Llama-3.2-3B, GPT-J-6B, Llama-3.1-8B,
Llama-2-13B, and CodeLlama-34B-Instruct.

The datasets used in our experiments include Su-
perGLUE, HellaSwag, Story Cloze, WinoGrande
and the Shakespeare dataset. We refer readers to
their respective web pages for a detailed descrip-
tion of the dataset statistics. Due to computational
constraints, we use 50% of the training set for train-
ing and sample 10% of it for validation. We report
the test accuracy on the development set provided
by the datasets.

B.2 Results for first-order approximation

We report the first-order approximation error for
the outputs of fine-tuned language models by vary-
ing the fine-tuning distance from 0.05% to 0.25%
across six pretrained language models in Table 5.

We report the correlation score between the esti-
mated and true fine-tuning performances. We ob-
serve that our approach yields a correlation score
up to 0.6, evaluated on the results of 50 randomly
sampled subsets of size 3, across three Llama mod-
els of size up to 8 billion. The results are evaluated
across d between 200, 400, and 800.

B.3 Results on adapter tuning

Fine-tuning Llama-8B with QAdapter. In this
section, we report additional evaluation results by
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Table 5: We evaluate the first-order approximation errors within the fine-tuning region close to the model pre-trained
initialization. We measure the fine-tuned distance as ∥X−θ⋆∥

F

∥θ⋆
Full∥F

. We evaluate the RSS error between hX(s, y) and
the first-order approximation using the pretrained model weights θ⋆. To ensure the statistical significance of these
results, we report the average over 50 random task subsets.

Distance/RSS Llama-3.2-1B Llama-3.2-3B GPT-J-6B Llama-3.1-8B Llama-2-13B

Full-precision pretrained model with LoRA fine-tuning

0.05% 9.1±3.1 × 10−4 6.7±3.3 × 10−4 4.5±0.8 × 10−5 3±0.3 × 10−5 2.5±1.1 × 10−3

0.10% 1.9±0.4 × 10−3 9.1±3.9 × 10−4 4.9±0.9 × 10−5 6±0.9 × 10−5 8.2±0.4 × 10−3

0.15% 3.4±1.2 × 10−3 1.6±0.9 × 10−3 5.2±1.3 × 10−5 3±0.6 × 10−4 3.1±0.0 × 10−3

0.20% 5.0±1.1 × 10−3 2.3±0.8 × 10−3 1.3±1.0 × 10−4 4±0.4 × 10−4 3.3±2.2 × 10−3

0.25% 5.4±1.0 × 10−3 5.2±2.0 × 10−3 1.4±0.6 × 10−4 5±0.4 × 10−4 2.3±1.2 × 10−2

4-bit quantized pretrained model with Quantized LoRA (QLoRA) fine-tuning

0.05% 1.7±0.5 × 10−4 2.0±0.9 × 10−4 1.0±0.4 × 10−4 1.2±1.1 × 10−3 2.9±0.3 × 10−3

0.10% 5.6±2.8 × 10−4 2.1±1.0 × 10−4 1.9±0.2 × 10−4 1.4±0.4 × 10−3 3.3±0.7 × 10−3

0.15% 1.0±0.5 × 10−3 6.2±1.9 × 10−4 2.5±2.3 × 10−4 5.3±4.2 × 10−3 4.6±0.4 × 10−3

0.20% 2.0±0.5 × 10−3 1.1±0.5 × 10−3 2.8±0.6 × 10−4 3.7±2.4 × 10−3 4.9±1.0 × 10−3

0.25% 2.2±0.9 × 10−3 1.7±0.7 × 10−3 4.3±2.5 × 10−4 1.3±0.9 × 10−2 6.8±0.7 × 10−3

Distance/RSS Llama-3.2-1B Llama-3.2-3B GPT-J-6B Llama-3-8B Llama-2-13B

Full-precision pretrained model with adapter tuning

0.05% 8.9±3.0 × 10−3 1.4±0.1 × 10−2 3.5±0.8 × 10−3 1.3±0.2 × 10−6 7.7±1.1 × 10−7

0.10% 1.5±1.0 × 10−2 1.9±0.8 × 10−2 2.8±1.3 × 10−3 1.4±0.1 × 10−6 1.2±0.8 × 10−6

0.15% 2.1±1.1 × 10−2 1.8±1.0 × 10−2 3.4±0.8 × 10−3 1.9±0.4 × 10−6 1.4±0.1 × 10−6

0.20% 2.1±0.5 × 10−2 2.0±0.7 × 10−2 4.1±0.7 × 10−3 2.2±1.6 × 10−6 1.5±0.8 × 10−6

0.25% 7.0±1.1 × 10−2 7.5±6.4 × 10−2 6.9±6.7 × 10−3 2.9±1.9 × 10−6 1.5±0.7 × 10−6

4-bit quantized pretrained model with quantized adapter (QAdapter) tuning

0.05% 7.0±1.7 × 10−3 1.5±0.2 × 10−2 6.7±0.0 × 10−7 3.0±1.6 × 10−6 1.8±0.3 × 10−6

0.10% 1.1±0.9 × 10−2 1.7±0.8 × 10−2 7.3±0.8 × 10−7 3.1±0.8 × 10−6 2.1±1.4 × 10−6

0.15% 1.1±0.9 × 10−2 1.8±0.6 × 10−2 8.0±0.5 × 10−7 5.4±3.4 × 10−6 2.2±1.8 × 10−6

0.20% 1.4±0.5 × 10−2 1.9±0.5 × 10−2 8.8±1.1 × 10−7 6.1±6.4 × 10−6 1.8±0.4 × 10−6

0.25% 1.5±0.6 × 10−2 4.0±1.9 × 10−2 1.1±0.2 × 10−6 9.1±9.6 × 10−6 2.5±0.6 × 10−6

using QAdapter as the base fine-tuning protocol
in our ensemble method. Figure 5 presents the re-
sults of using QAdapter. Our approach improves
QAdapter accuracy by 9%, incurring 8% more
computation and increasing memory from 9GB
to 19GB. Compared to MTL-FT and task grouping,
it achieves similar accuracy while reducing compu-
tation by 46% and memory from 43GB to 19GB.
Against full fine-tuning, it lowers computation by
96% and memory by 74%, while improving test
accuracy by 1%.

Next, we report the full comparison in fine-
tuning LLama-3-8B on ten NLP tasks using
QAdapter and fine-tuning CodeLlama-34B-Instruct
using QLoRA in Table 6.

For the hyperparameters, in all our experiments,
we fine-tune models with AdamW with a learn-
ing rate 2e−5 for ten epochs. For LoRA, we set
the LoRA rank to 4. For Adapters, we set the re-
duction ratio to 256. These are determined by a
hyperparameter search via cross-validation.

B.4 Clustering based on gradient similarities

There has been a line of work on using gradient
similarity to measure task similarity. In particular,
Park et al. (2023) proposed a scalable data attri-
bution method to quantify the influence of adding
or removing one sample on the prediction of the
other samples. Their approach also uses JL to re-
duce the dimension of the gradient features before
solving each logistic regression. Xia et al. (2024)
designed a method to select a small subset of in-
struction data for targeted instruction tuning on a
target task. Their method computes gradient-based
influence scores by comparing low-dimensional
projected gradients from multiple model check-
points in a warmup training phase. Then, they
select data based on cosine similarity to target task
gradients.

It should be worth emphasizing that our ap-
proach adds very little overhead relative to these
gradient similarity-based methods, since we only
need to compute the gradients at the base model
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Table 6: We report the test accuracy (%) of our method, as compared with baselines. We also compute the average
test accuracy across ten NLP tasks, along with the number of FLOPs and memory usage. We report the results of
fine-tuning CodeLlama-34B-Instruct using QLoRA. We run each experiment with three random seeds and report
the standard deviations.

BoolQ CB COPA H-SWAG MultiRC RTE Story Cloze WiC Winogrande WSC

Average
Accuracy

Number of
FLOPs

GPU
Memory

# Train 4,242 225 360 17,957 12,259 1,120 841 2,442 4,161 498
# Valid 471 25 40 1,995 1,362 200 188 270 462 56
# Test 3,270 56 100 10,042 4,848 277 1871 638 1267 104
# classes 2 3 2 4 2 2 2 2 2 2

QLoRA 91.9±0.7 96.2±0.6 90.0±1.0 90.7±0.9 89.5±0.3 84.6±0.4 96.9±0.6 74.2±0.5 76.6±2.4 75.5±1.2 86.9±1.6 1.8×1019 18.6GB
MTL-FT 92.1±0.4 100±0.0 95.0±0.5 96.1±0.9 91.7±0.4 90.7±0.4 98.2±0.9 78.9±0.4 85.1±1.1 82.7±1.5 90.2±0.8 3.7×1019 65.8GB
Ours 92.1±0.4 100±0.0 94.0±1.5 94.3±0.4 90.7±0.4 88.0±0.7 98.1±0.8 74.1±0.6 84.3±1.5 76.9±1.4 89.9±0.9 1.9×1019 47.8GB
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Figure 5: This figure compares the error rate (one average minus test accuracy), computation cost, and GPU memory
across our approach and baselines, for fine-tuning Llama-3-8B on ten NLP tasks with QAdapter.

once. It is an interesting question to further explore
the use of gradient similarity as a measure. In our
preliminary study, we find that by clustering the
tasks with their gradients, the (average) test accu-
racy remains 0.8% lower than our method. The
results are reported in Table 7.

In terms of how our work complements prior
works, first, we have measured the linearization
accuracy of parameter-efficient fine-tuning meth-
ods, including LoRA, Adapter tuning, quantized
LoRA (QLoRA), and QAdapter, on a wide range
of LLMs. Our empirical finding reinforces the be-
lief that, locally, the output of large models can be
accurately linearized, as these parameter-efficient
fine-tuning methods all stay very close to the base
pretrained model. Thus, the approximation error is
less than 3% relative to model outputs. This has not
been observed in prior works, including the work
of Park et al. (2023). Second, we designed an en-
semble method to use several low-rank adapters for
multiple datasets as opposed to a single (high-rank)
adapter for all datasets. This is complementary to
the work of Xia et al. (2024). Third, we conducted
extensive evaluations of our ensemble method in
various multitask settings. This is again comple-
mentary to both of these prior works.

B.5 Sharpness measurements

We observe similar evaluation of generalization er-
rors and sharpness measures on the BoolQ dataset.

We also notice consistent results of using QAdapter,
which are reported in Figure 6.
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Figure 6: We show the empirical generalization er-
rors (termed Error in the figures) and estimated Hes-
sian traces of the loss for fine-tuned adapters (using
QAdapter on Llama-3-8B) across various hidden dimen-
sions. Smaller adapters achieve the lowest generaliza-
tion errors. Additionally, the Hessian trace values corre-
late with generalization errors, suggesting that smaller
adapters tend to converge to flatter minima.

B.6 Measuring transfer effects

Consider fine-tuning a foundation model to predict
n individual tasks. Given a fine-tuning protocol
such as QLoRA, denoted by f , and a subset of
tasks S ⊆ {1, 2, . . . , n}, let fi(S) represent the
loss value of the fine-tuned model evaluated on
task i, for any i ∈ S. We define the positive trans-
fer rate of f as follows. First, we say that tasks

25362



Table 7: We compare our method, which uses gradients to estimate fine-tuning performances, with using gradient
similarity for clustering tasks. We report the test accuracies in fine-tuning Llama-3-8B using QLoRA. We run each
experiment with three random seeds and report the standard deviations.

BoolQ CB COPA H-SWAG MultiRC RTE Story Cloze WiC Winogrande WSC

Clustering with gradient similarities 88.0±0.7 100±0.0 92.0±1.0 92.5±0.6 89.1±0.3 83.0±0.2 96.5±0.9 70.3±0.7 81.5±0.9 79.6±0.3

Clustering by task affinity scores (Ours) 89.9±0.9 100±0.0 94.0±1.0 93.5±0.3 89.1±0.3 85.7±0.3 97.1±0.1 69.9±0.9 82.0±0.5 79.8±2.2

S provide a positive transfer to task i if fi(S) is
lower than the single-task loss value of fi{i}. Oth-
erwise, we say that the transfer is negative. Then,
imagine a scenario where we examine a list of task
subsets S1, . . . , Sk (for instance, in the simplest
case, m could be 1 and S1 could include all the
tasks as S1 = {1, 2, . . . , n}). With this notion of
positive/negative transfer, we evaluate the positive
transfer rate averaged over the k subsets as:

1

k

k∑

j=1

∣∣ {i ∈ Sj : fi(Sj) < fi({i})}
∣∣

∣∣Sj

∣∣ .

With this definition in hand, next, we will examine
the transfer rate of various fine-tuning methods,
along with their memory usage. In a nutshell, we
observe that there is an intricate trade-off between
transfer and memory, as we will show below. Our
overall goal is to design a boosting system that
optimizes positive transfer on a base fine-tuning
protocol with minimal computation and memory
overhead.

Computational cost vs. transfer. We now re-
port the memory usage of various fine-tuning al-
gorithms. We evaluate the memory usage of an
ensemble of adapters, which involves using multi-
ple adapters and combining their outputs through
weighted averaging. Our findings using Llama-3-
8B as the base model (the results obtained with
other base models are qualitatively similar) are the
following. As expected, with full fine-tuning, mem-
ory size scales as 21.5 GB (size of Llama-8B) times
m. With PEFT, this reduces to 21.5 + 2.8(m− 1)
GB for LoRA and 21.5 + 6.5(m− 1) for adapter
tuning. Applying 4-bit quantization to the base
model further reduces the memory by 53% using
LoRA and 56% using adapter tuning.

Next, we report the transfer rates from the above
fine-tuning procedures. Recall that this depends
on the specification of the subsets. We first con-
sider k = 1 and S1 = {1, 2, . . . , n}. Interest-
ingly, we note that the transfer rate decreases with
(quantized) PEFT compared to full fine-tuning.
For full fine-tuning, the positive transfer rate is
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Figure 7: We illustrate the trade-off between trans-
fer, computation cost, and GPU memory between our
approach and baselines. ENSEMBLELORA achieves
the best trade-off between task transfers and computa-
tion/memory costs. This experiment uses Llama-3-8B
as the base model.

6/10 = 60%. With LoRA/adapter, this decreases
to 40%. For QLoRA and QAdapter, this further
decreases to 30% and 10%.

Next, we consider k = 45 and let the list of
subsets be {1, 2} , {1, 3} , . . . , {n− 1, n}, which
includes all pairwise combinations. We find that
for full fine-tuning, the positive transfer rate is 56%.
For LoRA/adapter, this decreases to 38% and 48%,
and 26% and 22% with quantization. In addition,
we consider f by averaging the weights of two
adapters, each trained on a single task. This further
reduces positive transfer across tasks.

Our approach also achieves the best trade-off
between the positive transfer rate and computa-
tion/memory cost, illustrated in Figure 7. Com-
pared to QLoRA and QAdapter, our approach con-
sistently boosts the positive transfer rates from 30%
to 80%. Our approach achieves a comparable pos-
itive transfer rate as MTL-FT (90%) and also im-
proves over the positive transfer rate of full model
fine-tuning by 60%.

Next, we report the cosine similarity score be-
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tween adapter weights to explain the decrease in
transfer rates. We use the base model Llama-3-
1B and evaluate fine-tuned QLoRA and QAdapter
weights. Given two weight matrices from two mod-
els, we compute the score between their rank-r
decompositions. For QLoRA, we apply the decom-
position to the weight matrix, ∆W = BA, with
the same rank as A, and average the scores over
layers. We measure the similarity between models
fine-tuned on random subsets S and the single-task
fine-tuned models, varying the size of S from 2
to 10. We also compute the scores using weight
averaging as f . As illustrated in Figure 8, for both
fine-tuning and weight averaging, the similarity
score becomes lower as the size of S increases.
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Figure 8: We measure the average similarity between
models fine-tuned on random subsets S and single-task
models. We observe that the similarity score becomes
lower as the size of S increases.
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