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Abstract

Combining large language models with log-
ical reasoning enhances their capacity to ad-
dress problems in a robust and reliable manner.
Nevertheless, the intricate nature of logical rea-
soning poses challenges when gathering reli-
able data from the web to build comprehensive
training datasets, subsequently affecting perfor-
mance on downstream tasks. To address this,
we introduce a novel logic-driven data augmen-
tation approach, AMR-LDA. AMR-LDA con-
verts the original text into an Abstract Meaning
Representation (AMR) graph, a structured se-
mantic representation that encapsulates the log-
ical structure of the sentence, upon which oper-
ations are performed to generate logically mod-
ified AMR graphs. The modified AMR graphs
are subsequently converted back into text to cre-
ate augmented data. Notably, our methodology
is architecture-agnostic and enhances both gen-
erative large language models, such as GPT-3.5
and GPT-4, through prompt augmentation, and
discriminative large language models through
contrastive learning with logic-driven data aug-
mentation. Empirical evidence underscores the
efficacy of our proposed method with improve-
ment in performance across seven downstream
tasks, such as reading comprehension requir-
ing logical reasoning, textual entailment, and
natural language inference. Furthermore, our
method leads on the ReClor leaderboard1. The
source code and data are publicly available2.

1 Introduction

Enabling pre-trained large language models
(LLMs) to reliably perform logical reasoning is an
important step towards strong artificial intelligence
(Chollet, 2019). However, data annotation for logi-
cal reasoning tasks is a difficult, time-consuming
and costly process that has led to the scarcity of

1https://eval.ai/web/challenges/
challenge-page/503/leaderboard/1347

2AMR-LDA GitHub Repository

large-scale logical reasoning datasets derived from
natural language on the web. Therefore, LLMs
are usually trained on generic corpora or smaller
logical reasoning datasets that lead to poor gener-
alisation (Wang et al., 2022). Automatic augmen-
tation of logical reasoning data has the potential
to enhance the generalisation and performance of
LLMs on logical reasoning tasks.

To address this challenge, we propose a logic-
driven data augmentation method based on Ab-
stract Meaning Representation (AMR). AMR is a
structural representation of the semantics and log-
ical structure of text via a rooted directed acyclic
graph (DAG) (Shou et al., 2022). Figure 1 shows an
example of an AMR graph. The AMR graph can be
easily modified by changing nodes or arguments to
create logically equivalent or nonequivalent graphs.
By taking advantage of the ease of logical manipu-
lation of AMR graph and of end-to-end conversion
between natural language and AMR graphs, our
proposed data augmentation is not task-specific
or template-dependent, and can generate logically
equivalent and nonequivalent sentences that are
diverse in their use of language.

In order to improve the performance of LLMs
on downstream tasks requiring logical reasoning,
we investigate two different applications of the pro-
posed logic-driven data augmentation for two dif-
ferent types of language models. In this paper, we
describe models such as RoBERTa (Liu et al., 2019)
and DeBERTa (He et al., 2021) as discriminative
large language models, and models like GPT-3.5
(OpenAI, 2023a) as generative LLMs. We improve
the reasoning ability of discriminative large lan-
guage models by applying contrastive learning to
identify logically equivalent and nonequivalent sen-
tence pairs generated using the proposed data aug-
mentation before fine-tuning the model further on
downstream tasks. In order to improve the perfor-
mance of generative LLMs on logical reasoning
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:ARG0

:polarity

:manner :ARG0

:ARG1

h/hard-02

w/work-01 g/girl

b/believe-01

b2/boy

-

S1: The girl believes that the boy doesn't work hard.

S2: That the boy doesn't work hard is what the girl believes.

S3: If Alan is kind, then Bob is not clever.

:polarity

:ARG1

:op1

:name

:ARG0
:name

:op1

:condition
c/clever-01

k/kind-01 p/person

n/namep2/person

n2/name

“Alan”

“Bob”

-

Figure 1: An example of AMR. Two sentences with the
same semantic meaning can be represented as the same
AMR graph. “b”, “g”, and “w” are variables. “w/work-
01” refers to the variable “w” has an instance relation
with the AMR concept “work-01”. “work” is the frame
from Propbank (Kingsbury and Palmer, 2002) and “-01”
is the sense of frame. “:ARG0”, “:ARG1”, “:condition”,
“:polarity” are frame arguments, following PropBank
instructions. “:condition” and “:polarity -” are used to
represent conditional and negative relationships.

tasks without fine-tuning, we augment the input
prompt by extending the question context and op-
tions using data augmentation. We summarize the
paper’s key contributions as follows:

1. We propose an AMR-based logic-driven data
augmentation method to automatically con-
struct logically equivalent/nonequivalent sen-
tences.

2. We enhance the logical reasoning of large
language models through logical-equivalence-
identification contrastive learning and prompt
augmentation.

3. The experimental results show that our
method can improve large language models’
performance on downstream tasks including
logical reasoning, textual entailment and natu-
ral language inference.

2 Related Work

Logical reasoning is rigorous thinking to derive
a conclusion based on a given premise (Seel,
2011; Bronkhorst et al., 2020). Existing reasoning
datasets reasoning can be categorised into two lev-
els: sentence level, including tasks like natural lan-
guage inference that assess if one sentence logically
follows from another (e.g., MNLI (Williams et al.,
2018), RTE (Wang et al., 2018), MRPC (Dolan
and Brockett, 2005), QNLI (Rajpurkar et al.,
2016), QQP (Wang et al., 2018)); passage level,
which requires logical deduction from given
contexts, questions, and multiple choices (e.g.,
PARARULE (Clark et al., 2021), PARARULE-
Plus (Bao et al., 2022)) and reading comprehension
tasks (e.g., ReClor (Yu et al., 2020), LogiQA (Liu
et al., 2021)). We introduce an abstract meaning
representation-based methodology for logic-driven
data augmentation aimed at enhancing models’ log-
ical reasoning capabilities across these tasks.

There are three primary methods for enhanc-
ing the capabilities of pre-trained language mod-
els in logical reasoning and general natural lan-
guage understanding: 1) Data augmentation with
fine-tuning, exemplified by AMR-DA (Shou et al.,
2022), which employs Abstract Meaning Repre-
sentation for paraphrasing, and LReasoner (Wang
et al., 2022), which uses templates and syntax
parsing for constructing logically equivalent sen-
tences; 2) Continual pre-training, with methods like
MERIt (Jiao et al., 2022) integrates a meta-path
strategy for discerning logical text structures and
a counterfactual data augmentation strategy to pre-
clude pre-training shortcuts. IDoL (Xu et al., 2023)
utilises six logical indicators (Pi et al., 2022; Prasad
et al., 2008) to build a logic pre-training dataset
from Wikipedia, enhancing the logical reasoning
capabilities of pre-trained models. 3) Prompting,
notably Chain-of-Thought prompting (Wei et al.,
2022), to improve multi-step logical reasoning per-
formance. Our AMR-LDA surpasses LReasoner-
LDA by incorporating a broader range of logical
equivalence laws, enabling the automatic construc-
tion of more precise logically equivalent sentences.
Our contrastive learning method enhance the per-
formance of pre-trained models, including MERIt
and IDoL, on logical reasoning tasks. Additionally,
Our AMR-based logic-driven prompt augmentation
can improve large language models’ logical reason-
ing capabilities, contrasting with the detrimental
effects of CoT Prompting and AMR-DA.
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3 Method

3.1 System Architecture
Our system, shown in Figure 2, features an AMR-
Based Logic-Driven Data Augmentation Mod-
ule that parses sentences into AMR graphs, modi-
fies the graphs to generate corresponding logically
equivalent and nonequivalent graphs, then converts
these back into natural language. The Logical-
Equivalence-Identification Contrastive Learn-
ing Module aims to improve the logical reasoning
ability of discriminative large language models by
conducting contrastive learning to identify equiva-
lent and nonequivalent sentence pairs, before fur-
ther fine-tuning the model on downstream tasks.
The Prompt Augmentation Module is intended to
improve the performance of generative autoregres-
sive LLMs on logical reasoning tasks by applying
the data augmentation module to the input fed into
the models at inference time, without performing
any fine-tuning.

3.2 AMR-Based Logic-Driven Data
Augmentation

We propose Abstract Meaning Representation-
based Logic-driven Data Augmentation (AMR-
LDA) to construct logically equivalent and
nonequivalent sentences automatically. For sim-
plicity, we consider only individual sentences, and
propositional logic statements expressed in natual
language. AMR-LDA involves the following steps:
1): Convert a sentence into AMR graph. 2): Log-
ically augment the AMR graph. 3): Convert the
logically augmented AMR graph back into natural
language.

Text-To-AMR Parsing A text-to-AMR model is
used to parse a sentence into an AMR graph. In
this step, the input is a natural language sentence
written in English. The output is a rooted, labeled,
directed, and acyclic AMR graph that captures the
main semantic information of the sentence.

AMR Graph Modification The AMR graph
is modified to construct logically equivalent and
nonequivalent graphs. To create logically equiv-
alent graphs, we consider four different logical
equivalence laws: double negation, commutative,
implication, and contraposition laws. These laws
of logical equivalence are defined below using
propositional statements A and B, followed by ex-
amples in natural language (e.g. A is “Alan is kind”
and B is “Bob is clever”).

Logical Equivalence Logical equivalence is a
fundamental concept in formal logic (Mendelson,
2009). It can be formally defined as: Two propo-
sitions or statement forms P and Q are logically
equivalent if they have the same truth value in every
possible circumstance, or in every possible model.
This can be denoted as P ≡ Q. This condition can
also be described by the statement: P and Q are
logically equivalent if and only if the statement “P
if and only if Q” is a tautology. A tautology is a
statement that is always true, regardless of the truth
values of its components. In terms of truth tables,
P and Q are logically equivalent if their truth ta-
bles are identical, i.e., P and Q have the same truth
value for each possible assignment of truth values
to their components.
Definition 1: Contraposition Law

(A → B) ⇔ (¬B → ¬A)

If Alan is kind, then Bob is clever. ⇔ If Bob is
not clever, then Alan is not kind.

To implement the contraposition law, we first
swap the first half of the sentence with the second
half if the AMR parser detects that the sentence is a
conditional statement (e.g. “if-then”, as marked by
the blue background in Table 1). In the second step,
we construct logically equivalent sentences for the
four potential scenarios in which the negation may
appear. Here, we use one such scenario as an exam-
ple. If the first half of the sentence has no negation
and the second half of the sentence has no negation
either, then we will add the negative polarity argu-
ment, “:polarity -”, to the first half and the second
half of the sentence to construct logically equiva-
lent sentences (marked with the yellow background
in Table 1). AMR uses “:polarity -” to represent
negation (e.g. “not”). Note that our method is not
limited to the word “not”, the negative argument “:
polarity -” in the AMR graph may represent other
negative words in the original sentence. We dis-
cuss those cases in Section 3.2 Definition 4 when
describing the implementation for double negation
law. An example of the augmentation process be
found in Figure 8 in Appendices.

Definition 2: Implication Law

(A → B) ⇔ (¬A ∨ B)

If Alan is kind, then Bob is clever. ⇔ Alan is not
kind or Bob is clever.
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Text-To-AMR Parsing AMR Graph ModificationText AMR-To-Text Generation

Score h4Score h3

Pre-trained LLM

[CLS] S1 [SEP] Positive Sample
[CLS] S1 [SEP] Negative Sample

Score h1

Fine-tuned LLM

Score h2

Downstream Tasks

….

1. AMR-Based Logic-Driven Data Augmentation (AMR-LDA)

2a. Logical-Equivalence-Identification Contrastive Learning for Discriminative LLM

Context: ¬ α → ¬ β, ¬ β → ¬ γ
Option A: ¬ γ → ¬ α 
Option B: γ → α
Option C: ¬ γ → ¬ β
Option D: α → γ

√
Context: ¬ α → ¬ β, ¬ β → ¬ γ
Option A: ¬ γ → ¬ α + AMR-LDA extended option:  α → γ + AMR-LDA extended context: β → α, γ → β 
Option B: γ → α + AMR-LDA extended option:  ¬ α → ¬ γ + AMR-LDA extended context: β → α, γ → β 
Option C: ¬ γ → ¬ β + AMR-LDA extended option:  β → γ + AMR-LDA extended context: β → α, γ → β 
Option D: α → γ + AMR-LDA extended option:  ¬ γ → ¬ α + AMR-LDA extended context: β → α, γ → β 

2b. Prompt Augmentation for Generative LLM

AMR-LDA

:ARG1:condition

:op1

:nam
e

:ARG0 :name

:op1

c/clever-01

k/kind-01 p/person

n/namep2/person

n2/name

“Alan”

“Bob”

Original Text:
S1:  If Alan is kind, 
then Bob is clever.

:polarity

:op1

:name

:ARG1 :name

:op1

:condition
k/kind-01

c/clever-01 p2/person

n2/namep/person

n/name

“Bob”

“Alan”

-

-

:ARG0

:polarity

Generated Logically 
Equivalent/Inequivalent Texts: 
Positive Sample: Alan isn't kind if Bob isn't 
clever.

Randomly delete a “:polarity -” to construct 
negative sample:
Negative Sample: Alan isn’t kind if Bob is 
clever.

Original Text:
S1:  If Alan is kind, then Bob is clever.

Generated Logically Equivalent/Inequivalent Texts: 
Positive Sample: Alan isn't kind if Bob isn't clever.
Randomly delete a “:polarity -” to construct negative sample:
Negative Sample: Alan isn’t kind if Bob is clever.

AMR-LDA

α = you have keyboarding skills.
β = you are able to use a computer.
γ = you are able to write your essays using a word processing program.

Option B

  Solution Path 1 Solution Path 2

Figure 2: Architecture of AMR-LDA (1) and its applications to improve the reasoning performance of discriminative
LLMs with contrastive learning (2a) and autoregressive generative LLMs by augmenting input prompts without
fine-tuning (2b).

We consider two scenarios. If the sentence is
detected by the AMR parser as a conditional state-
ment, then we replace the conditional connective
with a disjunction connective (marked with yellow
background in Table 1). In the second scenario, if
the sentence contains disjunction connectives, we
replace the disjunction connective with conditional
connective and remove the negative polarity from
the AMR graph if it exits. Otherwise, a negative
polarity argument will be added. An example can
be found in Appendix Figure 6.

Definition 3: Commutative Law

(A ∧ B) ⇔ (B ∧ A)

Alan is kind and Bob is clever. ⇔ Bob is clever
and Alan is kind.

If the AMR graph has a conjunction connective,
we swap the order of the first half of the graph
with the second half. An example can be found
in Table 1 and in Appendix Figure 7. The sub-
sentence “The wolf is fierce” and “the bald eagle is
clever” marked as blue have been swapped.

Definition 4: Double Negation Law

A ⇔ ¬¬A

It is raining. ⇔ It is not the case that it is not
raining.

We apply the double negation law only to those
sentences and their AMR graphs that do not con-
tain the “:polarity -” argument which represents
negative polarity. There are several words that
can be represented as “:polarity -”, such as “not”,
“no”, “never”, “none”, and “nothing”. A repre-
sentative example can be seen in Table 1 and in
Appendix Figure 8. The original sentence is “The
bald eagle is strong”. The logically equivalent sen-
tence we construct using the double negation law
is “The bald eagle is not weak”, while the logically
nonequivalent sentence is “The bald eagle is weak”.
Note that the generated sentences do not contain the
word “not” twice. We avoid generating sentences
with “not” appearing multiple times consecutively
because they are uncommon and unnatural. The
process of applying double negation law is as fol-
lows: convert the sentence into an AMR graph;
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Original sentence Positive sample Negative sample

If Alan is kind,
then Bob is clever.

Alan isn’t kind if Bob isn’t clever. Alan isn’t kind if Bob is clever.

Alan is not kind or Bob is clever. Alan is kind or Bob is clever.

The bald eagle is strong. The bald eagle is not weak . The bald eagle is weak .

The bald eagle is clever
and the wolf is fierce.

The wolf is fierce and
the bald eagle is clever .

The wolf is not fierce and
the bald eagle is not clever .

Table 1: Examples of generated logically equivalent (positive) and nonequivalent sentences(negative). The blue
background highlights the parts of the original sentence that have been moved from their original positions. The
yellow background highlights the change in polarity from the original sentence.

augment the AMR graph by adding a negative po-
larity argument “: polarity -”; convert the modified
AMR graph back into a natural language sentence;
lastly, replace the adjective word with its antonym
by using WordNet (Miller, 1992). To create logi-
cally nonequivalent sentences, we randomly delete
or add a negative polarity argument “:polarity -” in
the AMR graph. Additionally, we randomly sam-
ple a sentence from the corpus and consider it as
logically nonequivalent to the original sentence.

AMR-To-Text Generation Lastly, an AMR-to-
text model is used to convert the modified AMR
graph back into natural language, to generate a sen-
tence that is logically equivalent or nonequivalent
to the original sentence.

3.3 Logical-Equivalence-Identification
Contrastive Learning

Inspired by SimCSE (Gao et al., 2021) and Sim-
CLR (Chen et al., 2020), we propose to improve
dicriminative language models’ logical reasoning
ability by performing contrastive learning to iden-
tify logically equivalent and nonequivalent sen-
tence pairs that are generated using AMR-LDA
(Figure 2, 2a).

Contrastive Learning The goal of contrastive
learning is to minimise the distance of the hidden
representations of two similar inputs while max-
imising the distance between two representations
of dissimilar inputs. Our goal is to optimise the
model to map logically equivalent sentences to hid-
den representations that are close to each other.

h
(
s, s+

)
≫ h

(
s, s−

)
. (1)

h is a score function used to measure the distance
between two representations. s is an original sen-
tence, s+ is a positive sample logically equivalent
to the original sentence s, s− is a negative sample
logically nonequivalent to the original sentence s.

The expected semantic representation distance be-
tween s and s+ should be much closer than that of
s and s−. The training loss can be written with the
following formula:

L = −
∑

log
exp (h (+))

exp (h (+)) + exp (h (−))
, (2)

where h (+) and h (−) are short for h (s, s+) and
h (s, s−).

After the contrastive learning step, we further
fine-tune the model on downstream tasks, including
logical reasoning reading comprehension, natural
language inference, and textual entailment.

3.4 Prompt Augmentation
To improve the performance of generative LLMs
(e.g., GPT-3.5 or GPT-4) on logical reasoning tasks,
we propose augmenting the input prompt using
AMR-LDA before feeding it to the model (Fig-
ure 2, 2b). In the example from Figure 2, 2b, the
context and options are marked in green and grey,
respectively. The original Option B is “If you are
able to write your essays using a word processing
program, then you have keyboarding skills,” which
cannot be explicitly inferred from the context with-
out using the logical equivalence law (contrapo-
sition law). AMR-LDA is able to augment the
original option and generate “If you have no key-
boarding skills, then you are not able to write your
essays using a word processing program,” which is
logically equivalent to the original Option B, now
also marked in green. This augmented Option B
can be inferred from the given context. Further-
more, AMR-LDA is also applied to augmenting
sentences within the context. The augmented, logi-
cally equivalent sentences from the context are “If
you are able to use a computer, then you have key-
boarding skills. If you are able to write your essays
using a word processing program, then you are
able to use a computer,” which are marked in grey
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and support the validity of the original Option B.
Finally, the augmented option and context are com-
bined and fed as a prompt to GPT-3.5/4. Based on
the extended information, we can find two solution
paths marked with grey and green backgrounds un-
der Module 2b in Figure 2. Solution Path 1 uses
the sentence from the extended context marked
with a grey background to support that Option B is
correct. Solution Path 2 uses the sentence from the
original context marked with a green background
to support that the extended Option B is correct.
Consequently, our method provides more solution
paths for large language models to more effectively
solve complex logical reasoning questions.

4 Experiments

4.1 Datasets
ReClor (Yu et al., 2020) and LogiQA (Liu
et al., 2021) are two challenging logical reason-
ing datasets. ReClor is collected from the Grad-
uate Management Admission Test (GMAT) and
Law School Admission Test (LSAT). LogiQA
is collected from the National Civil Service Ex-
amination (Liu et al., 2021). Additionally, we
performed evaluation on five datasets for nat-
ural language inference and textual entailment
tasks: MNLI (Williams et al., 2018), RTE (Wang
et al., 2018), MRPC (Dolan and Brockett, 2005),
QNLI (Rajpurkar et al., 2016), and QQP (Wang
et al., 2018). MNLI, RTE, and MRPC assess the
relationship between two sentences, while QNLI
focuses on the relationship between a question and
a sentence, and QQP evaluates the relationship be-
tween two questions.

Synthetic Data for Contrastive Learning In
this paper, we performed contrastive learning for
discriminative large language models on sentences
augmented from a synthetic dataset. This dataset
contains 14,962 sentences with different combina-
tions of 23 entities, 2 relations and 40 attributes.
Synthetic data was used to generate more control-
lable logical sentences. More details about the
synthetic dataset can be found in the Appendix
Section E.

4.2 Settings
All experiments were conducted on 8 NVIDIA
A100 GPUs, each with 80G of VRAM. Primary ex-
periments on the ReClor and LogiQA datasets used
three different random seeds; the average values are
reported in Table 2. The parse_xfm_bart_large and

T5Wtense models from AMRLib3 were used for
text-to-AMR and AMR-to-text conversions when
generating logically augmented sentence pairs. The
reason for selecting those two models is explained
in subsection C. In our experiments,RoBERTa (Liu
et al., 2019) and DeBERTa (He et al., 2021) were
used as the discriminative large language models.
We also compared our method against MERIt (Jiao
et al., 2022) and IDoL (Xu et al., 2023), the leading
models on the ReClor leaderboard. As for gener-
ative large language models, we applied GPT-3.5
(gpt-3.5-turbo) (OpenAI, 2023a) and GPT-4 (Ope-
nAI, 2023b). More details about the experiments,
case studies and confidence intervals can be found
in Appendix Section B, D, D.1, and F.

4.3 Logical-Equivalence-Identification
Contrastive Learning for Discriminative
LLM

This section evaluates the effectiveness of con-
trastive learning on synthetic data augmented us-
ing AMR-LDA in order to improve the perfor-
mance of discriminative language models on down-
stream tasks that require logical reasoning. We
compare AMR-LDA against two baseline augmen-
tation methods: AMR-DA (Shou et al., 2022) and
LReasoner-LDA (Wang et al., 2022). It is impor-
tant to note that we do not use the whole system
or pipeline from LReasoner, we only use the data
augmentation method from LReasoner in our ex-
periment. For each augmentation method, 14,962
pairs of logically equivalent and logically nonequiv-
alent sentences are constructed with a positive to
negative sample ratio of 1:1. Twenty percent of
the augmented data are used as the validation set
during contrastive learning. All the models are
further fine-tuned and compared on downstream
tasks requiring logical reasoning and natural lan-
guage inference. The results as shown in Table 2,
suggest that the models trained using AMR-LDA
perform better in most cases compared with the
other augmentation methods.

4.4 Prompt Augmentation for Generative
LLM

We adopt GPT-3.5 (gpt-3.5-turbo) (OpenAI, 2023a)
and GPT-4 (OpenAI, 2023b) as the generative large
language models for evaluating the effectiveness of
prompt augmentation using AMR-LDA. The exper-
iments are performed on the ReClor and LogiQA

3https://amrlib.readthedocs.io/en/latest/
models/
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Models/ Datasets
ReClor LogiQA MNLI MRPC RTE QNLI QQP

Dev Test Test-E Test-H Dev Test Eval

RoBERTa 59.73 53.20 72.57 37.97 35.43 34.50 88.95 90.44 83.39 94.73 90.89
RoBERTa LReasoner-LDA 59.46 53.66 72.19 39.10 34.81 34.81 89.41 89.46 86.28 94.25 90.01
RoBERTa AMR-DA 58.66 53.93 66.81 43.80 36.45 37.22 89.74 90.44 86.28 94.42 92.06
RoBERTa AMR-LDA 65.26 56.86 77.34 40.77 40.29 38.14 89.78 90.93 86.64 94.49 93.14

DeBERTaV2 73.93 70.46 80.82 62.31 39.72 39.62 89.45 89.71 84.48 95.00 92.54
DeBERTaV2 LReasoner-LDA 75.73 70.70 84.08 60.17 30.87 28.51 89.23 89.95 87.00 95.15 92.50
DeBERTaV2 AMR-DA 79.06 75.90 84.62 69.04 29.95 30.10 89.92 89.71 83.39 95.02 92.42
DeBERTaV2 AMR-LDA 79.40 77.63 85.75 71.24 42.34 39.88 89.67 90.20 88.09 95.24 92.47

Table 2: Comparison between our proposed AMR-LDA and baseline models. We use RoBERTa-Large, DeBERTaV2-
XXLarge as the pre-trained models. Our fine-tuned LLMs perform equally well or better than baseline methods.

datasets. The experimental results are shown in
Table 3. The models with prompt augmentation
achieved better performance in all cases except
for the “hard” test set for ReClor. We also com-
pare our method against Chain-of-Thought Prompt-
ing (CoT) (Wei et al., 2022) and AMR-DA (Shou
et al., 2022) for prompt augmentation. We apply
AMR-DA to paraphrase each option and each sen-
tence in the context, and the rest is the same as
the AMR-LDA prompt augmentation. We found
that CoT and augmentation with AMR-DA caused
a decline in performance for both GPT-3.5 and
GPT-4 in most cases, except for GPT-4 on LogiQA.
The performance drop associated with using CoT
Prompting has been reported by (Xu et al., 2023).
However, they only sampled 100 cases from the val-
idation set, whereas we use the entire validation set
and test set. AMR-DA conducts data augmentation
by converting the text into an AMR graph and then
randomly selecting one of the following operations:
removing, swapping, substituting, or inserting an
argument into the graph. The modified AMR graph
is then converted back into a new sentence. This
modification of the AMR may disrupt the original
sentence’s structure and introduce noise into the
prompt, potentially worsening performance.

GPT-3.5 AMR-LDA performs better than GPT-
3.5 on the general test set, which includes both
test-E and test-H. The ReClor test set is hidden, so
we do not have access to the detailed results for
test-E and test-H. Therefore, we cannot provide a
clear explanation as to why AMR-LDA seems to
decrease the test-H metric for GPT-3.5. However, a
detailed examination of the results reveals that GPT-
3.5 achieves only a 0.5375 test accuracy on test-
H, whereas GPT-4 attains a 0.8857 test accuracy
on the same test. Furthermore, GPT-4 with AMR-
LDA performs better on all the ReClor and LogiQA

test sets. This suggests that GPT-3.5 might not
be as effective in comprehending complex logical
reasoning as GPT-4 and GPT-3.5 may understand
augmented prompts poorly.

Models/Datasets
ReClor LogiQA

Dev Test Test-E Test-H Dev Test

GPT-3.5 57.02 56.20 59.31 53.75 37.63 37.32
+ CoT 34.80 25.80 27.50 24.46 23.96 24.57
+ AMR-DA 33.20 32.90 34.31 31.78 40.55 31.49
+ AMR-LDA 58.62 56.69 60.90 53.39 40.55 39.47
GPT-4 87.35 89.60 90.90 88.57 43.24 53.88
+ CoT 37.00 24.80 26.13 23.75 23.50 27.03
+ AMR-DA 85.00 85.60 86.36 85.00 51.30 56.06
+ AMR-LDA 87.73 90.20 91.59 89.11 51.92 58.06

Table 3: Comparison of Chain-of-Thought Prompting
(CoT), AMR-DA, and AMR-LDA on GPT-3.5 and GPT-
4, and between GPT-3.5 and GPT-4 alone, for evaluation
on the ReClor and LogiQA test sets.

Models/Datasets RoBERTa
AMR-LDA

RoBERTa
LReasoner-LDA

Depth=1 100.00 100.00
Depth=1 (with altered rules) 100.00 99.87
Depth=2 100.00 100.00
Depth=2 (with altered rules) 99.73 74.00

Table 4: Comparison between AMR-LDA and
LReasoner-LDA with RoBERTa-Large on PARARULE-
Plus and PARARULE-Plus (with altered rules).
Depth=1 means that only one rule was used to infer
the answer. Depth=1 (with altered rules) means one of
the rules has been altered using logical equivalence law.

We assessed the robustness of AMR-LDA and
LReasoner-LDA models on the PARARULE-Plus
dataset (Bao et al., 2022) by modifying the test set
with the contraposition law. Examples from this
dataset can be found in Appendix Figures 9 and 10.
AMR-LDA showed enhanced robustness on these
altered tests compared to LReasoner-LDA.
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Models/Datasets Con Con-dou Con-dou
imp

Con-dou
imp-com

RoBERTa-Large as backbone model
ReClor 60.40 60.80 61.80 59.80
LogiQA 37.78 33.17 33.94 38.70
MNLI 89.55 90.15 89.68 89.78
MRPC 90.69 89.22 90.44 90.93
RTE 81.23 85.20 84.84 86.64
QNLI 94.16 94.05 94.51 94.49
QQP 92.12 89.88 92.06 93.14

DeBERTaV2-XXLarge as backbone model
ReClor 81.80 72.20 79.40 78.80
LogiQA 32.25 45.46 38.24 40.55

DeBERTa-Large as backbone model
MNLI 90.80 90.59 90.68 89.67
MRPC 90.20 88.48 89.95 90.20
RTE 84.84 87.36 85.56 88.09
QNLI 95.28 95.04 94.97 95.24
QQP 92.33 92.40 92.29 92.47

Table 5: An experiment to assess the influence of dif-
ferent logical equivalence laws on downstream logical
reasoning and natural language inference tasks. “Con”,
“dou”, “imp” and “com” are the abbreviation for contra-
position law, double negation law, implication law and
commutative law. “Con-dou” denotes data constructed
using both the contraposition law and the double nega-
tion law. Other terms are derived in a similar manner.

Models/Datasets
ReClor LogiQA

Dev Test Test-E Test-H Dev Test

DeBERTaV2-XXLarge 73.93 70.46 80.82 62.31 39.72 39.62
+ AMR-LDA-1:1 78.80 76.10 84.77 69.28 40.55 41.47
+ AMR-LDA-1:2 80.20 76.40 84.77 69.82 47.00 43.93
+ AMR-LDA-1:3 81.20 75.70 84.09 69.10 42.70 41.01

DeBERTaV2-XXLarge + MERIt-1:3 80.20 75.80 85.00 68.57 37.32 42.39
+ AMR-LDA-Con-1:3 82.60 76.60 86.13 69.10 45.00 43.01
+ AMR-LDA-Merged-1:3 81.80 76.90 87.50 68.57 44.54 45.62

DeBERTaV2-XXLarge + IDoL 77.60 74.50 82.95 67.85 39.78 40.24
+ AMR-LDA-Con-1:3 79.20 77.00 85.68 70.17 47.61 44.54
+ AMR-LDA-Merged-1:3 79.40 75.60 86.36 67.14 41.93 41.32

Table 6: An experiment to assess how positive:negative
sample ratios affect downstream tasks. AMR-LDA 1:1
means the ratio of positive and negative samples is 1:1.

4.5 Ablation Studies

We perform experiments using a subset of the log-
ical equivalence laws. We present the results in
Table 5. This ablation study serves as the basis
for our selection of four logical equivalence rules
in the main experiment as Table 2 shown. Since
the test sets are private and used to rank models
on the leaderboard, we evaluated directly using the
validation sets instead of the test sets. To make a
fair comparison, we ensure the sizes of the training
sets are the same for con, con-dou, con-dou-imp
and com-dou-imp-com. For this ablation study, we
constructed training sets of size 1,000.

We conduct another ablation study where we
modify the positive and negative sample ratios.

We select DeBERTaV2-XXLarge as the backbone
model. We compare the generated data against
our AMR-LDA and MERIt. Table 6 shows that a
higher proportion of negative samples may help in-
crease the performance on logical reasoning tasks.
Furthermore, we chose DeBERTaV2-XXLarge +
MERIt-1:3 (Jiao et al., 2022) and DeBERTaV2-
XXLarge + IDoL (Xu et al., 2023) as the backbone
models. We performed logical equivalence identifi-
cation contrastive learning, using data constructed
solely from the AMR-LDA contraposition law and
subsequently merging all four logical equivalence
laws. Subsequent fine-tuning on downstream tasks
demonstrated that incorporating more logical equiv-
alence laws can enhance the performance of lan-
guage models on logical reasoning tasks.

5 Conclusion

The sparsity of web data related to logical reason-
ing constrains the advancement of large language
models in their performance on logical reasoning
tasks. Existing methods for constructing logically
equivalent sentences had been restricted to tem-
plates and specific datasets. Our AMR-LDA con-
siders more logical equivalence laws than existing
methods do, and it does not reply on any ad-hoc
templates. We applied AMR-LDA to fine-tuning
discriminative LLMs and prompt augmentation of
generative LLMs (GPT-3.5 and GPT-4), yielding
better results than baseline methods on logical rea-
soning tasks.

6 Human Evaluation

Human evaluation was conducted to evaluate the
correctness and fluency of the logically manipu-
lated sentences generated using AMR-LDA and
LReasoner-LDA. We constructed a survey with
20 questions, each question consisting of two ran-
domly selected sentences: one from those gener-
ated by our AMR-LDA and the other by LReasoner-
LDA. 45 participants completed the survey anony-
mously. We asked them to evaluate the sentences
in two aspects: 1) which sentence is logically
equivalent to the original sentence, or whether
both of them are logically equivalent to the orig-
inal sentence, and 2) which sentence is more flu-
ent. 63.92% and 76.44% of people prefered AMR-
LDA’s logically equivalent and fluent sentences
over those generated by LReasoner-LDA.
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7 Limitations

One limitation of our approach is its reliance on
AMR for logic-driven data augmentation, which,
while innovative, may not fully capture the intrica-
cies of natural language variation and complex log-
ical constructs encountered in diverse texts. This
constraint reflects the broader challenge in NLP of
developing models that can understand and reason
with the full spectrum of human language, includ-
ing idiomatic expressions, nuanced context, and
varied logical frameworks. Our work makes signif-
icant strides in this direction, yet it also highlights
the need for continued research to enhance the ro-
bustness and adaptability of NLP systems to more
closely mirror human-level comprehension and rea-
soning capabilities.

8 Ethics Statement

All the data used in this paper are either synthet-
ically generated or open-source datasets. All the
code used to run the experiments is written using
open-source libraries or adapted from published
code from other papers. We will also release our
code and any synthetically generated data to ensure
that the work can be reproduced. The human eval-
uation was approved by the Ethics Committee of
the main authors’ employer.
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A Appendix

B Experiment Setup

We follow the training script from Huggingface
and the default hyperparameters4 to conduct the
training and Algorithms 2 and 3 illustrate the neg-
ative sample construction and the training pro-
cess, respectively. For the contrastive learning,
we fine-tune RoBERTa-Large, DeBERTa-Large,
and DeBERTaV2-XXLarge using the constructed
logical equivalence sentence pair from our AMR-
LDA, LReasoner’s logic-driven data augmentation
method (LReasoner-LDA) and AMR-DA data aug-
mentation method. We use DeBERTaV2-XXLarge
for ReClor and LogiQA tasks because DeBER-
TaV2 supports multiple-choice question tasks with
a DeBERTaV2ForMultipleChoice head. The hy-
perparameters for stages 1 and 2 training can be
found in Tables 21 and 22.

C Conversion Between Texts and AMR

In order to decide which models to use to perform
text and AMR conversions, we experiment with
different combinations of text-to-AMR and AMR-
to-text models. In the experiment, a sentence is
converted to AMR, and then is converted back to
text without any modification to the AMR. We
pick the combination that can recover the orig-
inal sentence the most, as measured in BLEU
score. The results are reported in Table 7. We
find that using parse_xfm_bart large as the AMR
parser and T5Wtense as the AMR generator pro-
duces the highest BLEU score. Therefore, we se-

4https://github.com/huggingface/transformers/
tree/main/examples/pytorch/text-classification
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lect them as the text-to-AMR parser and AMR-
to-text generator in all the remaining experiments.
Parse_xfm_bart_large is an AMR parser that uses
BART-Large as the backbone model (Lewis et al.,
2020). T5Wtense is an AMR generator that uses
T5 as the backbone model (Raffel et al., 2020).

Text-To-AMR Parser AMR-To-Text Generator BLEU

Spring 25.08
Spring T5wtense 30.86

T5 24.76

T5
T5wtense 29.33

T5 30.82

parse_xfm_bart_large
T5wtense 38.45

T5 30.10

Table 7: Comparison of different combinations of text-
to-AMR and AMR-to-text models in recovering original
texts after the conversions without any augmentation to
the AMR. We adopt the combination with the highest
BLEU score in the rest of the experiments.

D Case Studies

We present several case studies comparing our
AMR-LDA method with LReasoner-LDA in terms
of constructing logically equivalent sentences.
These constructions leverage four logical equiv-
alence laws. LReasoner-LDA, however, does not
design for the implication law, double negation
law, or the commutative law, leading to its inability
to handle scenarios that require these laws. Ad-
ditionally, LReasoner-LDA struggles to construct
logically equivalent sentences using the contrapo-
sition law when encountering new sentences not
found in the ReClor and LogiQA datasets.

Contraposition law

Original Sentence If the bald eagle is small,
then the mouse is not small.

AMR-LDA The bald eagle isn’t small,
unless the mouse is small.

LReasoner-LDA If it is not small, then it
will be not the bald eagle.

Table 8: Logically equivalent sentences constructed by
contraposition law.

Contraposition law

Original Sentence If the bald eagle is kind,
then Dave is not short.

AMR-LDA If Dave is short,
the bald eagle is not kind.

LReasoner-LDA If it is not kind, then it
will be not the bald eagle.

Table 9: Logically equivalent sentences constructed by
contraposition law.

Implication law

Original Sentence The bear is not sleepy
or Bob is not cute.

AMR-LDA If the bear is sleepy,
then Bob is not cute.

LReasoner-LDA -

Table 10: Logically equivalent sentences constructed by
implication law.

Double negation law
Original Sentence The bald eagle is beautiful.
AMR-LDA The bald eagle isn’t ugly.
LReasoner-LDA -

Table 11: Logically equivalent sentences constructed by
double negation law.

Implication law

Original Sentence If the lion is not funny,
then the tiger is beautiful.

AMR-LDA The lion is funny
or the tiger is beautiful.

LReasoner-LDA -

Table 12: Logically equivalent sentences constructed by
implication law.

Double negation law
Original Sentence The bald eagle is strong.
AMR-LDA The bald eagle is not weak.
LReasoner-LDA -

Table 13: Logically equivalent sentences constructed by
double negation law.

Commutative law

Original Sentence The bald eagle is kind
and the wolf is not dull.

AMR-LDA The wolf is not dull
and the bald eagle is kind.

LReasoner-LDA -

Table 14: Logically equivalent sentences constructed by
commutative law.

Commutative law

Original Sentence The lion is thin
and the dinosaur is not angry.

AMR-LDA The dinosaur was not angry
and the lion was thin.

LReasoner-LDA -

Table 15: Logically equivalent sentences constructed by
commutative law.
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D.1 Real World/Long Sentence Case Studies

The appendix of our paper describes Algorithm 1,
which uses four lists from Tables 16, 17, 18 and 19
to create synthetic sentences. We’ve also tested
our method on real-world datasets like ReClor
and LogiQA that require logical reasoning. Our
method, AMR-LDA prompt augmentation, can
work with just one list of various sentences. It
automatically detects if a sentence can be trans-
formed into a logically equivalent one using a spe-
cific logical equivalence law. An example of this
application on a real-world sentence is shown in
Figure 3. We process sentences from context and
options, generating logically equivalent sentences
where possible.

Our AMR-LDA can also been applied to long
sentences. Our method can generate logically
equivalent sentences for long sentences with clear
sentence structure using logical equivalence rules
(Commutative law) as shown in Figure 4 and 5.
The second example shows that our AMR-LDA
can understand the effect of that clause on yoga
stretching, showing the generalisation advantages
of AMR as a semantic representation compared
to LReasoner-LDA which relies on a constituency
parser and template and fails in this case which is
out of templates.

E Synthetic Dataset Construction

Here are the entities, relationships, and attributes
we used to construct our synthetic dataset. We
used the synthetic dataset to conduct the AMR-
based logic-driven data augmentation and logical-
equivalence-identification contrastive learning. For
the subject, we used “the bald eagle”, “the tiger”,
“the bear”, “the lion”, “the wolf”, “the crocodile”,
“the dinosaur”, “the snake”, “the leopard”, “the cat”,
“the dog”, “the mouse”, “the rabbit”, “the squir-
rel”, “Anne”, “Alan”, “Bob”, “Charlie”, “Dave”,
“Erin”, “Harry”, “Gary”, and “Fiona”. For the re-
lationships, we used “is” and “is not”. For the at-
tributes, we used “kind”, “quiet”, “round”, “nice”,
“smart”, “clever”, “dull”, “rough”, “lazy”, “slow”,
“sleepy”, “boring”, “tired”, “reckless”, “furry”,
“small”, “cute”, “lovely”, “beautiful”, “funny”,
“big”, “strong”, “awful”, “fierce”, “heavy”, “horri-
ble”, “powerful”, “angry”, “tall”, “huge”, “short”,
“thin”, “little”, “tiny”, “wealthy”, “poor”, “dull”,
“rough”, “bad”, and “sad”.

Here are the entities, relationships, and attributes
we used to fine-tune T5-Large. After T5-Large had

been fine-tuned, we used the fine-tuned model to
generate logical equivalence sentences as the label
for the above synthetic sentences and then con-
ducted the logical-equivalence-identification con-
trastive learning and downstream task. For the
subject, based on the above subject name entities,
we add “the duck”, “the goat”, “the goose”, “the
donkey”, “the cow”, “James”, “Robert”, “John”,
“Michael”, “David”, “William”, “Richard”, “An-
thony”, “Paul”, “Andrew”. For the attributes,
we add “cautious”, “careful”, “brainy”, “bored”,
“adorable”, “aggressive”, “anxious”, “dizzy”, “de-
pressed”, “disturbed”, and “awful”.

The entity names used for the “change name” ex-
periment in Table 20. For the new entity names that
we used “the sheep”, “the kitten”, “the Garfield”,
“the lion”, “the goat”, “the bull”, “the cow”, “the ele-
phant”, “the butterfly”, “the fish”, “Peter”, “Bill”,
“Tom”, “Amy”, “Charles”, “Tim”, “Lucy”, and
“John”.

Table 16, 17, 18, and 19 are the logic pattern and
its variation that we consider to replace the original
logic pattern for the experiment on Table 20.

To validate whether pre-trained language model
can distinguish logically equivalent sentences. We
design a preliminary experiment as Table 20 shown.
We use RoBERTa-Large to conduct the experiment.
We first generate a synthetic test set 1, which in-
cludes 1312 test samples with 23 entities, 2 relation-
ships, 40 attributes, and 4 logical equivalence laws
(double negation, contraposition, implication, and
commutative laws). Model’s performance can im-
prove if we fine-tune language model on the logical
equivalence training set, which is constructed by
our AMR-LDA data augmentation method. Also,
The result shows that the model’s performance will
not drop if we change the entity name or logic
pattern, this indicates that the fine-tuned discrimi-
native large language model can handle scenarios
requiring greater robustness more effectively.

Here are some synthetic sentence examples and
more details for implication, conjunction, disjunc-
tion, and negation in the context of AMR-LDA
mentioned in Algorithm 1.

Double Negation Law: The original sentence
“The bald eagle is strong” is parsed into an AMR
graph using a text-to-AMR parser. The parser con-
firms no negative meanings. To apply the double
negation law, negative polarity is added, and an
AMR-to-text generator then reforms the sentence.
WordNet replaces the adjective with its antonym,
creating a logically equivalent sentence.
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AMR-LDA Prompt Augmentation Case Study

GPT-4 Input: “context”: “If you have no keyboarding skills at all, you will not be able to use
a computer. And if you are not able to use a computer, you will not be able to write your essays
using a word processing program.”,
“question”: “If the statements above are true, which one of the following must be true?”, "answers":
A. “If you are not able to write your essays using a word processing program, you have no
keyboarding skills. If you have the skill of a keyboard, you can write your essay using a word
processing program.If you can use a computer, you have keyboarding skills. If you can write
your essay with a word processing program, you can use a computer. Whether you have keyboard
skills at all or can’t use a computer. Whether you can use a computer or you can’t write your
own essay with a word processing program.”,
B. “If you are able to write your essays using a word processing program, you have at least some
keyboarding skills. If you don’t have at least some keyboard skills, you can’t write your essay
with a word processing program. If you can use a computer, you have keyboarding skills. If you
can write your essay with a word processing program, you can use a computer. Whether you
have keyboard skills at all or can’t use a computer. Whether you can use a computer or you
can’t write your own essay with a word processing program.”,
C. “If you are not able to write your essays using a word processing program, you are not able
to use a computer. If you can use a computer, you can write your essay using word processing
programs. If you can use a computer, you have keyboarding skills. If you can write your essay
with a word processing program, you can use a computer. Whether you have keyboard skills at
all or can’t use a computer. Whether you can use a computer or you can’t write your own essay
with a word processing program.”,
D. “If you have some keyboarding skills, you will be able to write your essays using a word
processing program. If you can’t write your essay with a word processing program, you don’t
have some keyboard skills. If you can use a computer, you have keyboarding skills. If you can
write your essay with a word processing program, you can use a computer. Whether you have
keyboard skills at all or can’t use a computer. Whether you can use a computer or you can’t
write your own essay with a word processing program.”
GPT-4 output: B

Figure 3: Example for using AMR-LDA to augment the prompt from ReClor dataset and their subsequent utilisation
as input for GPT-4. Data segments that are marked in bold italics and appear in blue were generated using the
contraposition law, while those in brown were generated using the implication law.

Commutative Law: The sentence “The bald
eagle is clever and the wolf is fierce” is converted
into an AMR graph. The root node “a/and” of this
graph, a conjunction argument, allows for the appli-
cation of the commutative law by swapping argu-
ments. The AMR-to-text generator then produces
a new sentence, maintaining logical equivalence.

Implication Law: The sentence “If Alan is kind,
then Bob is clever” is parsed into an AMR graph.
The method checks for conditional and conclusion
arguments. An “or” disjunction replaces the root
node, and negative polarity is added to the first
half of the sentence. The modified graph is then
transformed back into a natural language sentence,
ensuring logical equivalence.

Contraposition Law: The same initial sentence
“If Alan is kind, then Bob is clever” is analyzed.
The contraposition law is applied by swapping the
conditional and conclusion arguments in the AMR
graph and adding negative modifiers to both. The
adjusted graph is then converted back into a logi-
cally equivalent sentence.

F Confidence Intervals for the Main
Experiments

Here are the confidence intervals for the main ex-
periments in Table 23. We select random seed 0, 21
and 42 to conduct the main experiment on ReClor
and LogiQA datasets as shown on Table 23. We
utilise a 95% confidence interval to calculate.
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Long Sentence Example 1:

Original sentence: Sarah woke up early in the morning, and she started her day with a cup of
coffee and some light yoga stretches.
Original sentence’s AMR graph: (a / and :op1 (w / wake-up-02 :ARG1 (p / person :name
(n / name :op1 "Sarah")) :time (e / early :op1 (d / date-entity :dayperiod (m / morning)))) :op2
(s / start-01 :ARG0 p :ARG1 (d2 / day :poss p) :ARG2 (a2 / and :op1 (c / coffee :quant (v /
volume-quantity :quant 1 :unit (c2 / cup))) :op2 (s2 / stretch-01 :ARG0 p :mod (y / yoga) :ARG1-of
(l / light-06) :quant (s3 / some)))))
Modified AMR graph using AMR-LDA: (a / and :op1 (s / start-01 :ARG0 p :ARG1 (d2 / day
:poss p) :ARG2 (a2 / and :op1 (c / coffee :quant (v / volume-quantity :quant 1 :unit (c2 / cup))) :op2
(s2 / stretch-01 :ARG0 p :mod (y / yoga) :ARG1-of (l / light-06) :quant (s3 / some)))) :op2 (w /
wake-up-02 :ARG1 (p / person :name (n / name :op1 "Sarah")) :time (e / early :op1 (d / date-entity
:dayperiod (m / morning)))))
Generated logical equivalence sentence using AMR-LDA: Sarah started her day with a cup of
coffee and some light yoga stretching and woke up early in the morning.

Figure 4: One example uses our AMR-LDA to generate logical equivalence sentences for long sentences. In this
case, a logical equivalence sentence is generated using commutative law, and the same color represents the same
argument. In this case, the order of the former and latter arguments for the conjunction word “and” has been
swapped.

Long Sentence Example 2:

Original sentence: Sarah woke up early in the morning, and she started her day with a cup of
coffee and some light yoga stretches that will help lose weight.
Original sentence’s AMR graph: (a / and (a / and :op1 (w / wake-up-02 :ARG1 (p / person
:name (n / name :op1 "Sarah")) :time (e / early :op1 (d / date-entity :dayperiod (m / morning))))
:op2 (s / start-01 :ARG0 p :ARG1 (d2 / day :poss p) :ARG2 (a2 / and :op1 (c / coffee :quant (v
/ volume-quantity :quant 1 :unit (c2 / cup))) :op2 (s2 / stretch-01 :mod (y / yoga) :ARG0-of (h /
help-01 :ARG1 (l / lose-01 :ARG1 (w2 / weight))) :ARG1-of (l2 / light-06) :quant (s3 / some)))))
Modified AMR graph using AMR-LDA: (a / and :op1 (s / start-01 :ARG0 p :ARG1 (d2 / day
:poss p) :ARG2 (a2 / and :op1 (c / coffee :quant (v / volume-quantity :quant 1 :unit (c2 / cup))) :op2
(s2 / stretch-01 :mod (y / yoga) :ARG0-of (h / help-01 :ARG1 (l / lose-01 :ARG1 (w2 / weight)))
:ARG1-of (l2 / light-06) :quant (s3 / some)))) :op2 (w / wake-up-02 :ARG1 (p / person :name (n /
name :op1 "Sarah")) :time (e / early :op1 (d / date-entity :dayperiod (m / morning)))))
Generated logical equivalence sentence using AMR-LDA: Sarah started her day with a cup of
coffee and some light yoga stretching to help lose weight, and woke up early in the morning.

Figure 5: One example uses our AMR-LDA to generate logical equivalence sentences for long sentences. In this
case, a logical equivalence sentence is generated using commutative law, and the same color represents the same
argument. AMR-LDA can understand the effect of that clause on yoga stretching. In this case, the order of the
former and latter arguments for the conjunction word “and” has been swapped.
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Logic pattern for double negation law

Original sentence subject + verb + adj
Positive sample subject + verb + “not” + the antonym of the adj
Negative sample subject + verb + “not” + adj

Table 16: We used the logic pattern for double negation law for constructing the test set for the experiment in Table
20.

Original logic pattern for commutative law Changed logic pattern

s1 sub1 + verb1 + adj1 sub1 + verb1 + “not” + adj1
s2 sub2 + verb2 + adj2 sub2 + verb2 + “not” + adj2
s3 sub1 + verb1 + “not” + adj1 sub2 + verb2 + “not” + adj2
Original sentence s1 + “and” + s2
Positive sample s2 + “and” + s1
Negative sample s1 + “and” + s3

Table 17: We used the logic pattern for commutative law for constructing the test set for the experiment in Table 20.

Logic pattern for contraposition law

Original sentence1 “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + adj2
Positive sentence1 “If” + sub2 + verb + “not” + adj2 + “, then” + sub1 + verb + “not” + adj1
Negative sentence1 “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + “not” + adj2

Original sentence2 “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + “not” + adj2
Positive sentence2 “If” + sub2 + verb + adj2 + “, then” + sub1 + verb + “not” + adj1
Negative sentence2 “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + adj2

Original sentence3 “If” + sub1 + verb + “not” + adj1 + “, then” + sub2 + verb + adj2
Positive sentence3 “If” + sub2 + verb + “not” + adj2 + “, then” + sub1 + verb + adj1
Negative sentence3 “If” + sub1 + verb + “not” + adj1 + “, then” + sub2 + verb + “not” + adj2

Original sentence4 “If” + sub1 + verb + “not” + adj1 + “, then” + sub2 + verb + “not” + adj2
Positive sentence4 “If” + sub2 + verb + “not” + adj2 + “, then” + sub1 + verb + “not” + adj1
Negative sentence4 “If” + sub1 + verb + “not” + adj1 + “, then” + sub2 + verb + adj2

Table 18: We used the logic pattern for contraposition law for constructing the test set for the experiment in Table
20.

Original logic pattern for implication law

Original sentence “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + adj2
Positive sample sub1 + verb + “not” + adj1 + “or” + sub2 + verb + adj2
Negative sample sub1 + verb + “not” + adj1 + “or” + sub2 + verb + “not” + adj2

Changed logic pattern
Original sentence sub1 + verb + “not” + adj1 + “or” + sub2 + verb + adj2
Positive sample “If” + sub1 + verb + adj1 + “, then” + sub2 + verb + adj2
Negative sample sub1 + verb + “not” + adj1 + “or” + sub2 + verb + “not” + adj2

Table 19: We used the logic pattern for implication law for constructing the test set for the experiment in Table 20.
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Test sets ↓; Models → RoBERTa
Fine-tuned
RoBERTa

Test set 1 53.35 85.13
Test set 2 (change name) 53.47 85.10
Test set 3 (change logic) 46.72 94.82

Table 20: Compared fine-tuned RoBERTa-Large and RoBERTa-Large on three different synthetic test sets.

Stage-1
Fine-tuning

Stage-2
Fine-tuning

Seed 2021 0/21/42
Batch Size 32 16/32
Initial Learning Rate 2e-5 2e-5/3e-6
Learning Rate Scheduler Type Linear
Epoch 10
Num Warmup Steps 0
Weight Decay 0
Max Sequence Length 256
Gradient Accumulation Steps 1

Table 21: Hyperparameter details for stage-1 fine-tuning and stage-2 fine-tuning except ReClor and LogiQA. Stage-1
fine-tuning means logical-equivalence-identification contrastive learning, and stage-2 fine-tuning means fine-tuning
on the downstream tasks.

Stage-2 Fine-tuning
ReClor LogiQA

Seed 42
Batch Size 2/4
Gradient Accumulation Steps 2
Initial Learning Rate 1e-05/1e-5/3e-6
Epoch 10
Adam Betas (0.9, 0.98)
Adam Epsilon 1e-6
No Clip Grad Norm True
Warmup Proportion 0.1
weight_decay 0.01

Table 22: Model hyperparameter tuning details for stage-2 fine-tuning on ReClor and LogiQA.
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If Alan is kind, then Bob is clever.

Text-to-AMR Parser

Contraposition Law

Alan isn't kind if
Bob isn't clever.

AMR-to-
Text 

Generator

Implication Law

Alan is not kind or 
Bob is clever.

:polarity

:op1

:name

:ARG1 :name

:op1

:condition
k/kind-01

c/clever-01 p2/person

n2/namep/person
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-

-
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“Alan”
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“Alan” “Bob”
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Figure 6: An example of our AMR-based logic-driven data augmentation method using contraposition law and
implication law

The bald eagle is clever and the wolf
is fierce.

Text-to-AMR Parser

The wolf is fierce and the bald
eagle is clever.

AMR-to-Text Generator

Commutative 
       Law

:op1

:mod

:ARG1 :domain

a/and

c/clever-01 f/fierce

w/wolfe/eagle

b/bald

:op2 :op1

:mod

:domain :ARG1

a/and

f/fierce c/clever-01

e/eaglew/wolf

b/bald

:op2

Figure 7: An example of our AMR-based logic-driven data augmentation method using commutative law

The bald eagle is strong.

Text-to-AMR Parser

The bald eagle is not strong.

AMR-to-Text Generator

1. Add negation 
argument

WordNet

The bald eagle is
not weak.

2. Antonym 
replacement

:mod

:ARG1

s/strong-02

e/eagle

b/bald
:mod

:ARG1

s/strong-02

e/eagle

b/bald

-

:polarity

Figure 8: An example for our AMR-based logic-driven data augmentation method using double negation law
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Context (Facts+Rules):
Facts: Alan is tall. Alan is big. Alan is huge. Fiona is thin. Fiona is small. Charlie is quiet. Charlie is
smart. Charlie is wealthy. Anne is dull. Anne is sad. Anne is poor.
Rules for Depth=1: If someone is tall then they are quiet . If someone is thin then they are little . If

someone is dull and sad then they are bad. If someone is quiet and smart then they are kind.
Rules for Depth=1 (with altered rules: If someone is not quiet then they are not tall . If someone is

not little then they are not thin . If someone is sad and dull then they are bad. If someone is smart and
quiet then they are kind.
Question 1: Alan is quiet? Label: True.
Question 2: Alan is not smart? Label: False.
Question 3: Fiona is little? Label: True.
Question 4: Fiona is not little? Label: False.
Question 5: Charlie is kind? Label: True.
Question 6: Charlie is not kind? Label: False.
Question 7: Anne is bad? Label: True.
Question 8: Anne is not bad? Label: False.

Figure 9: An example for PARARULE-Plus Depth=1 and Depth=1 (with altered rules). The input includes context
(facts + rules) and questions. The output is either true or false. In this example, we use logical equivalence laws
(contraposition and commutative laws to extend the sentence in the rule sets to logical equivalence sentences. The
highlighted words are the logical equivalence laws that we used. The green and lime green background mean the
sentences are constructed by contraposition law, and the cyan background means the sentences are constructed by
commutative law.)

Context (Facts+Rules):
Facts: Erin is strong. Erin is tall. Erin is huge. Dave is thin. Dave is short. Fiona is kind. Fiona is wealthy.
Fiona is quiet. Bob is sad. Bob is poor. Bob is bad.
Rules for Depth=2: Strong people are kind . If someone is thin and short then they are little. If someone

is sad and poor then they are dull. If someone is kind and wealthy then they are nice . All little people

are small . All kind people are wealthy. All nice people are smart. All dull people are rough .

Rules for Depth=2 (with altered rules): If someone is not kind then they are not strong . If someone is

thin and short then they are little. If someone is sad and poor then they are dull. If someone is not nice
then they are not both kind and wealthy . There are no little people who are not small . All kind people

are wealthy. All nice people are smart. There are no dull people who are not rough .
Question 1: Erin is wealthy? Label: True.
Question 2: Erin is not wealthy? Label: False.
Question 3: Dave is small? Label: True.
Question 4: Dave is not small? Label: False.
Question 5: Fiona is smart? Label: True.
Question 6: Fiona is not smart? Label: False.
Question 7: Bob is rough? Label: True.
Question 8: Bob is not rough? Label: False.

Figure 10: An example for PARARULE-Plus Depth=2 and Depth=2 (with altered rules). The input includes context
(facts + rules) and questions; the output is either “True” or “False”. In this example, we use the contraposition
law and De Morgan’s law to convert sentences in the rule set to logically equivalent sentences. We highlighted
the keywords that were changed when the alternative rules were constructed. Green and lime green backgrounds
indicate sentences constructed using the contraposition law, while pink and magenta indicate sentences constructed
with De Morgan’s law.)
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Require: Synthetic sentence lists (list1, list2, list3, and list4) generated following the patterns from
Table 16, 17, 18, and 19 respectively. total_list = []
for sent in synthetic_ sentence_lists do

amr_graph = Text-To-AMR-Parser(sent)
if sent in list1 then

##double negation law
if “:polarity -” in amr_graph then

Remove “:polarity -” from the amr_graph
else

Add “:polarity -” into the amr_graph
end if
aug_text = AMR-To-Text-Generator(amr_graph)
Use WordNet to replace an adjective word to antonym word from aug_text.

else if sent in list2 then
##commutative law
Switch the order of two arguments.
aug_text = AMR-To-Text-Generator(amr_graph)

else if sent in list3 then
##implication law
Change the root node as “or”.
if “:polarity -” in a condition argument then

Remove the “:polarity -”.
else

Add “:polarity -” into the argument.
end if
aug_text = AMR-To-Text-Generator(amr_graph)

else if sent in list4 then
##contraposition law
Switch the order of two arguments.
if “:polarity -” in the argument of the amr_graph then

Remove the “:polarity -”.
else

Add “:polarity -” into the argument.
end if
aug_text = AMR-To-Text-Generator(amr_graph)

end if
total_list = total_list.append((sent, aug_text, 1))

end for
return total_list

Algorithm 1: AMR-Based Logic-Driven Data Augmentation
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Require: Synthetic sentence lists (list1, list2, list3, and list4) generated following the patterns from
Table 16, 17, 18, and 19 respectively. total_list = [], total_list2 = []
for sent in synthetic_ sentence_lists do

amr_graph = Text-To-AMR-Parser(sent)
if “:polarity -” in amr_graph then

Remove “:polarity -”
else

Add “:polarity -” into the amr_graph
end if
aug_text = AMR-To-Text-Generator(amr_graph)
total_list = total_list.append((sent, aug_text, 0))
for sent in total_list do

random select an index i from total_list
total_list2 = total_list2.append((sent, total_list[i], 0))

end for
end for
total_list = total_list.extend(total_list2)
return total_list

Algorithm 2: Negative samples construction

Require: positive_list and negative_list from Algorithm 1 and 2, pre-trained large language model
(LLM),
stage-2 downstream task datasets (ReClor, LogiQA, MNLI, RTE, QNLI, QQP), batch_size bs,
learning_rate lr
Stage-1 fine-tuning
for sents, pos_sents, neg_sents from zip(positive_list, negative_list, bs) do

LLM, Loss = Contrastive_loss(LLM,
sents, pos_sents, neg_sents, label, lr)

end for
Stage-2 fine-tuning
for sent1, sent2 from zip(downstream_tasks, bs) do

LLM, Loss = Cross_entropy_loss(LLM, sent1, sent2, label, lr)
end for

Algorithm 3: Logical-Equivalence-Identification Contrastive Learning
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Model/Datasets ReClor

Dev Test Test-E Test-H

RoBERTa 59.73 [54.83,64.00] 53.20 [52.30,54.00] 72.57 [69.50,75.00] 37.97 [34.30,41.00]
RoBERTa LReasoner-LDA 59.46 [57.40,61.00] 53.66 [52.40,54.00] 72.19 [70.40,74.00] 39.10 [36.20,42.00]
RoBERTa AMR-DA 58.66 [53.90,63.00] 53.93 [51.70,56.00] 66.81 [64.20,69.00] 43.80 [41.70,45.00]
RoBERTa AMR-LDA 65.26 [60.50,70.00] 56.86 [55.20,58.00] 77.34 [73.90,80.00] 40.77 [39.80,41.00]
DeBERTaV2 73.93 [66.20,81.00] 70.46 [60.80,80.00] 80.82 [76.50,85.00] 62.31 [47.70,77.00]
DeBERTaV2 LReasoner-LDA 75.73 [68.40,83.00] 70.70 [59.50,81.00] 84.08 [77.30,90.00] 60.17 [45.50,74.00]
DeBERTaV2 AMR-DA 79.06 [73.60,84.00] 75.90 [73.70,78.00] 84.62 [80.20,89.00] 69.04 [66.20,71.00]
DeBERTaV2 AMR-LDA 79.40 [77.60,81.00] 77.63 [73.80,81.00] 85.75 [83.20,88.00] 71.24 [66.40,76.00]

Model/Datasets LogiQA

Dev Test

RoBERTa 35.43 [30.60,40.00] 34.50 [30.60,38.00]
RoBERTa LReasoner-LDA 34.81 [31.60,39.00] 34.81 [30.90,38.00]
RoBERTa AMR-DA 36.45 [29.40,44.00] 37.22 [34.50,41.00]
RoBERTa AMR-LDA 40.29 [36.40,47.00] 38.14 [34.50,41.00]
DeBERTaV2 39.72 [22.70,53.00] 39.62 [18.40,54.00]
DeBERTaV2 LReasoner-LDA 30.87 [30.30,31.00] 28.51 [21.80,36.00]
DeBERTaV2 AMR-DA 29.95 [25.40,36.00] 30.10 [27.30,32.00]
DeBERTaV2 AMR-LDA 42.34 [36.70,48.00] 39.88 [25.70,49.00]

Table 23: The confidence intervals for the main experiments conducted on the ReClor and LogiQA datasets. We
select random seed 0, 21 and 42 to conduct the main experiment on ReClor and LogiQA datasets. We utilise a 95%
confidence interval to calculate the confidence interval.
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