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Large language models (LLMs) encode vast
world knowledge but struggle to stay up-to-
date, often leading to errors and hallucinations.
Knowledge editing offers an efficient alterna-
tive to retraining, enabling targeted modifica-
tions by updating specific model parameters.
However, existing methods primarily focus on
individual models, posing challenges in effi-
ciently updating multiple models and adapt-
ing to new models. To address this, we pro-
pose ONCEEDIT, a novel ensemble-based ap-
proach that employs a plug-in model as the
editing module, enabling stable knowledge up-
dates across multiple models. Building on the
model ensemble, ONCEEDIT introduces two
key mechanisms to enhance its effectiveness.
First, we introduce a dynamic weight mecha-
nism through a [WEIGHT] token for distinguish-
ing between edit-related and non-edit-related
instances, ensuring the appropriate utilization
of knowledge from integrated models. Second,
we incorporate an ensemble enhancement mech-
anism to mitigate the excessive reliance on the
central model inherent in the model ensemble
technique, making it more suitable for knowl-
edge editing. Extensive experiments on di-
verse LLMs demonstrate that ONCEEDIT con-
sistently outperforms existing methods while
achieving superior editing efficiency. Further
analysis confirms its adaptability and stability
in multi-model editing scenarios.

1 Introduction

Large language models (Achiam et al., 2023; Jiang
et al., 2023a; Meta, 2024) have demonstrated re-
markable performance in various downstream tasks
by scaling in both parameters and training data,
thereby capturing extensive world knowledge dur-
ing pretraining (Wang et al., 2024a; Feng et al.,
2023). However, as real-world information under-
goes dynamic changes, the internal parameterized
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Figure 1: The comparison of traditional knowledge edit-
ing and ONCEEDIT for multi-model updates. (a) Tra-
ditional methods require separate edits for each model,
while (b) ONCEEDIT updates all models with a single
edit via model ensemble.

knowledge of LLMs gradually becomes outdated,
resulting in errors and hallucinations (Huang et al.,
2023; Zhang et al., 2023; Zhong et al., 2024), hin-
dering the practical application of LLMs. Currently,
efforts to mitigate hallucinations mainly focus on
two aspects: faithfulness (Huang et al., 2024a,
2025) and factuality (Li et al., 2024a). Among
these, knowledge editing has emerged as a promis-
ing approach for improving the factual accuracy of
LLMs by directly modifying their internal knowl-
edge. Rather than resorting to costly retraining,
knowledge editing provides an efficient and prac-
tical ways to update a model’s knowledge (Yao
et al., 2023; Zhang et al., 2024a). These techniques
enable the integration of growing knowledge into
the models by allowing precise updates through the
targeted parameters modification (Li et al., 2024b).

In recent years, various knowledge editing meth-
ods for LLMs have been proposed, leveraging tech-
niques such as meta-learning (Mitchell et al., 2021;
Tan et al., 2023), locate-then-edit strategies (Meng
et al., 2022a,b), and memory-based approaches
(Mitchell et al., 2022; Hartvigsen et al., 2024) to
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update model knowledge while preserving unre-
lated information. However, existing methods pri-
marily focus on modifying a single model, which
makes them unsuitable for complex scenarios re-
quiring the simultaneous update of multiple mod-
els. Additionally, these methods exhibit significant
sensitivity to hyperparameter settings, leading to
considerable inconsistency in editing effectiveness
across models, which limits their scalability and
adaptability to new models.

To address these challenges, we introduce ON-
CEEDIT, which modifies a unified lightweight plug-
in model and employs a heterogeneous model en-
semble for knowledge transfer across multiple mod-
els, thereby enabling seamless and stable knowl-
edge editing, as shown in Figure 1. However,
model ensemble methods are not directly appli-
cable to editing scenarios, and ONCEEDIT intro-
duces two improvement mechanisms to align more
closely with knowledge editing tasks. Firstly, tra-
ditional ensemble methods fuse the knowledge of
the plug-in model and the LLM using fixed ensem-
ble weights, making them unsuitable for knowl-
edge editing, where new knowledge should be up-
dated without affecting unrelated information. To
this end, ONCEEDIT introduces a dynamic weight
mechanism using a special [WEIGHT] token, which
predicts weight allocation for each instance, en-
suring the effective utilization of knowledge from
integrated models. Secondly, model ensembles
often suffer from the inherent bias of the central
large model, where its knowledge dominates the
ensemble results compared to the plug-in model.
To counter this, we propose an ensemble enhance-
ment mechanism that incorporates two strategies:
search-space zero initialization and target augmen-
tation. By starting the decoding search with a zero
vector instead of the central model’s distribution,
and emphasizing high-probability tokens from the
fused distribution, these strategies ensure that the
decoding is driven by the fused knowledge, im-
proving both the precision and generalization of
the edited knowledge.

We conduct extensive experiments on Llama2-
7B, Mistral-7B-v0.1, and GPT-J-6B using the
ZsRE and Counterfact datasets to compare the
performance of ONCEEDIT against seven popular
knowledge editing methods. Experimental results
demonstrate that ONCEEDIT consistently outper-
forms other methods in both teacher-forced and val-
idation generation evaluation settings, which better
align with realistic scenarios, while also requir-

ing the fewest editing interventions. Additionally,
we quantitatively analyze the editing time of each
method, showing that ONCEEDIT incurs the lowest
editing overhead in multi-model knowledge editing
scenarios. Furthermore, we extend our evaluation
to more and larger models, such as Qwen2.5-7B,
Llama3-70B, etc., to further validate the adaptabil-
ity and stability of ONCEEDIT.

2 Preliminaries

In this section, we introduce knowledge editing as
the core task of our study and model ensemble as
the underlying technique supporting our methods.

2.1 Knowledge Editing

Knowledge editing is an effective technique for up-
dating LLMs with new knowledge. Given a target
model that is parametrized by 6 and a new edited
set S, the goal of knowledge editing is to update
the model so that it correctly responds to the edits
while maintaining its unrelated knowledge. The
knowledge editing function, denoted as KE(¢, Sk),
represents the process of modifying the model 0
based on the edited knowledge set Sr. The editing
process can be expressed as follows:

0 < KE(0, Sg), (1

let fy(-) represent the original mapping function
of the model 6. The expected output of the edited
model ¢’ is defined as follows:

for(w) = {ye e e )

fo(x) otherwise.
Here, I.4;: represents the set of instances within
the editing scope of the edits in Sg. In addition
to Sg, I.q;+ may also include knowledge-related
input, such as re-phrased versions of the edit input.
Following previous research (Wang et al., 2024b;
Zhang et al., 2024a), an ideal knowledge editing
method should ensure that the edited model meets
three key properties: Reliability, Generality, and
Locality. These properties collectively ensure that
the edited model maintains correctness on targeted
updates, generalizes appropriately, and preserves
unaffected knowledge. Details about these three

properties can be found in Appendix B.

2.2 Model Ensemble

Existing knowledge editing methods primarily fo-
cus on single models, making it difficult to effi-
ciently adapt across models. This challenge moti-
vates us to propose a model ensemble framework,
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Figure 2: Overview of ONCEEDIT, which consists of two stages. In the editing stage, ONCEEDIT applies knowledge
edits to a lightweight model while introducing [WEIGHT] to learn the ensemble weights (§3.1). In the ensemble
stage, the edited model is integrated with LLLMs to achieve multi-model knowledge updating (§3.2).

where a small plug-in model serves as an edited
module to reliably modify various LLMs.

The model ensemble techniques integrate the
output distributions from multiple models to
achieve an optimal result. Specifically, the aggre-
gated output probability, denoted as P, is calcu-
lated as the sum of the weighted probabilities of
each model, where «; represents the weight as-
signed to the ¢-th model and p; is the output proba-
bility distribution from the i-th model. The ensem-
ble process can be expressed as follows:

N
P= ZO&L‘ X Pi-
=1

However, when the candidate models to be in-
tegrated are heterogeneous, additional steps are
needed to align their vocabularies before effective
integration. For instance, in the classic heteroge-
neous model ensemble method, DEEPEN (Huang
et al., 2024b), the procedure involves selecting a set
of common tokens shared across models to serve as
anchor words. The distance between other words
and each anchor word is then computed, result-
ing in a relative transfer matrix. This matrix is
used to map each model’s output probability into
the relative representation space, facilitating the
integration of their probability distributions. The
process can be expressed as follows:

3)

N
? = ZO&Z' X (pi X Rz), (4)
i=1

where R; € RIVilxI4l represents the relative trans-
fer matrix of the i-th model. Here, |V;| denotes the
corresponding vocabulary size of the i-th model
and | A| represents the number of anchor words.

3 Methodology

In this section, we introduce ONCEEDIT based
on DEEPEN (Huang et al., 2024b), an effec-
tive method for integrated heterogeneous mod-
els. The overall process of ONCEEDIT comprises
two stages: Editing Stage and Ensemble Stage,
as shown in Figure 2. In the editing stage, ON-
CEEDIT selects a lightweight plug-in model as the
editing module, which is updated using knowledge
editing techniques to incorporate new information
(§3.1). To enhance DEEPEN’s static weight alloca-
tion, ONCEEDIT introduces the Dynamic Weight
echanism, which enables instance-level weight ad-
justment. In the ensemble stage, the edited model
is integrated with multiple LLMs for knowledge
updating (§3.2). To better align DEEPEN with
knowledge editing, ONCEEDIT incorporates the
Ensemble Enhancement mechanism, leveraging
Search-space Zero Initialization and Target Aug-
mentation to stabilize the new knowledge transfer.

3.1 Editing Stage

To efficiently facilitate multi-model knowledge up-
dates, editing the plug-in model plays a crucial
and foundational role. In this context, ONCEEDIT
employs a simple but effective full fine-tuning strat-
egy to update the knowledge within the plug-in
model. This approach is particularly well-suited
since the plug-in model is relatively small, keeping
the associated computational cost manageable. The
following outlines the training objectives:

['gen(e) = _E(:v,y)ESE [log Jo (y |:U)] :

However, full fine-tuning often results in signif-
icant degradation of the model’s original knowl-
edge. To address this issue, ONCEEDIT introduces

®)
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a Dynamic Weighting mechanism that adaptively
adjusts the contribution of each model during the
ensemble stage based on the given input. Specifi-
cally, we introduce a special token, [WEIGHT], into
the vocabulary of the plug-in model. This token
helps distinguish between knowledge that requires
modification and knowledge that should remain un-
affected. Consequently, for edit-related inputs, the
plug-in model is assigned a higher weight, whereas
for non-edit-related inputs, the LLMs dominate.

To effectively train [WEIGHT], it is essential not
only to fine-tune the model on the target knowledge
modifications but also to introduce a set of unre-
lated knowledge as a reference group to guide the
model in distinguishing between edit-related and
non-edit-related knowledge. The training objective
of the token is formulated as follows:

ﬁweight(e) = E(mvz)BCE (z, ¢(logit,,(z)), (6)

where z denotes the edit-label of the input, where
instances related to edits are assigned a value of
1, and instances not related to edits are assigned a
value of 0. Additionally, logit,, () represents the
logits at the position of the [WEIGHT] after encod-
ing the input . In this context, ¢(-) and BCE(-)
denote the sigmoid function and the binary cross-
entropy loss function, respectively.

Finally, we adopt a multi-task learning approach
to jointly train the plug-in model. The overall train-
ing objective of the editing stage is formulated as:

Eedit(g) - £g(en((g) + A ﬁweight(e)v (7)

where ) is a hyperparameter that balances the learn-
ing contributions of the two tasks.

3.2 Ensemble Stage

During the ensemble stage, as previously described
in §2.2, we select the common words shared be-
tween the plug-in model and the LLMs as an-
chor words and calculate the corresponding relative
transfer matrix. At each decoding step, the ensem-
ble models use the corresponding relative transfer
matrices to map the output distribution into the rel-
ative space, where it is then fused with weighted
contributions. The aggregated distribution is then
obtained by combining the outputs, with the weight
provided by [WEIGHT]:

P=ax(psxRs)+ (1 —a)x (p; x Ry), (8)

where p; and p; represent the output distributions
of the plug-in model and the LLMs. R, and R;

are the relative transfer matrices for these models.
a = ¢(logit,,()) is the ensemble weight derived
from the plug-in model.

Once the aggregated distribution is obtained, we
use the LLM as the decoding model. Following the
DEEPEN framework, we employ gradient descent
to search for an optimal output distribution within
the vocabulary space of the LLM, ensuring that the
aggregated distribution is accurately represented.
The process is formalized as follows:

Pg = arg minﬁ(pim‘t x Ry, ?)7 ©)

where p,,,;» and p,; denote the initial search distri-
bution and the final decoding distribution, both in
the absolute representation space of the LLMs.

DEEPEN originally initializes the search using
the LLM’s output distribution p;,;; = p;, treat-
ing the aggregated distribution as a perturbation to
the LLM’s original output. This approach is effec-
tive for traditional model ensemble, where the inte-
grated models produce similar outputs, allowing for
minor corrections for LLM’s behaviors. However,
this method can lead to the central model becom-
ing biased, resulting in the ensemble’s output being
overly reliant on the LLM’s knowledge. In the con-
text of knowledge editing, where the plug-in model
and the LLM often exhibit significant distributional
differences, using the LLM’s original distribution
for initialization may fail to effectively capture the
newly injected knowledge.

Based on the above analysis, we propose an En-
semble Enhancement mechanism including two
strategies: Search-space Zero Initialization and Tar-
get Augmentation to better align the decoding dis-
tribution with the aggregated distribution. These
strategies work together to strengthen the search
process, as described below:

Pini: = zeros_like(p;), (10)
P, — 1, i:arg.maxjfj, (11
0, otherwise,

where zeros_like(+) is a function that creates a vec-
tor with the same shape as the input, but with all
elements set to 0.

These two strategies work as follows: the first,
Search-space Zero Initialization, initializes the
search space with a zero vector. The second, Target
Augmentation, converts the aggregated distribution
into a one-hot vector. Together, these strategies
help the final decoding distribution better capture
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Method Llama2-7B Mistral-7B-v0.1 GPT-J-6B Score! Freq.|
Rel.t Gen.t Loc.t Avg.t Rel.t Genf Loct Avg.t RelfT GenT Loc.T Avgt
ZsRE
FT-L 0.34 0.21 0.13 023 0.55 041 0.54 050 0.11 0.10 048 023 0.32 3
MEND 0.00 000 0.00 000 0.00 0.00 000 0.00 000 000 0.00 0.00 0.00 3
ROME 0.07 0.06 0.01 0.05 0.01 0.01 0.01 0.01 0.01 0.01 0.00 0.01 0.02 3
MEMIT 078 076 053 069 091 089 050 077 098 092 0.76 0.89 0.78 3
DEFER 0.63 058 062 061 037 036 100 058 034 032 08 0.50 0.56 3
WISE 0.84 078 099 087 068 064 099 077 076 0.68 1.00 0.81 0.82 3
ONCEEDIT 099 092 099 097 095 088 098 093 084 076 099 0.87 0.92 1
Counterfact
FT-L 0.26  0.01 0.18 0.15 041 005 099 048 0.71 0.09 0.07 030 0.31 3
MEND 0.00 000 0.00 000 0.00 0.00 000 0.00 000 000 0.00 0.00 0.00 3
ROME 0.07 004 0.05 005 0.01 002 000 0.01 000 000 0.00 0.00 0.02 3
MEMIT 095 0.51 023 056 078 043 026 049 099 020 090 0.70 0.58 3
DEFER 098 0.8 034 074 047 053 079 060 094 084 0.15 0.64 0.66 3
WISE 074 033 038 048 067 024 035 042 037 008 037 027 0.39 3
ONCEEDIT 0.99 0.81 062 081 094 076 062 0.77 094 076 0.53 0.74 0.72 1

Table 1: Experimental results on ZsRE and Counterfact under teacher-forced setting. Bold and underline numbers
indicate the best and second performance among evaluated methods. Score represents the average output of the
three models (Rel., Gen., and Loc.), while Freq. indicates the total number of edits required to update these models.

the partial order relations in the aggregated dis-
tribution, ultimately leading to a more effective
representation of the new knowledge.

4 Experiments

4.1 Experimental Setups

Datasets Building on previous works (Meng
et al., 2022a; Yao et al., 2023), we conduct our
experiments using two widely-used model edit-
ing datasets: ZsRE (Levy et al., 2017) and Coun-
terfact (Meng et al., 2022a). ZsRE is a context-
free question-answering dataset, and we adopt the
dataset split following Zhang et al. (2024a). Coun-
terfact is a counterfactual dataset in its completed
form, which is employed to assess the impact of
model editing techniques on entity-relation triples.

Metrics We evaluate all methods from three
perspectives based on the EasyEdit (Wang et al.,
2023b), as defined in §2.1: Reliability (Rel.), Gen-
erality (Gen.), and Locality (Loc.), which are com-
monly used in prior works (Wang et al., 2024b;
Hartvigsen et al., 2024). The final score is the
average accuracy across these three sets.

Baselines We select seven trending baselines
compared with ONCEEDIT, covering four distinct
types of knowledge editing methods: 1) Con-
strained fine-tuning: FT-L. (Meng et al., 2022a),
focuses on fine-tuning a single layer’s FFN with
new knowledge while incorporating an additional

KL divergence loss. 2) Locate-then-edit: ROME
(Meng et al., 2022a) and MEMIT (Meng et al.,
2022b), employ causal tracing to identify model
areas relevant to the desired edit, followed by tar-
geted updates to the corresponding parameters. 3)
Meta-learning: MEND (Mitchell et al., 2021),
trains an external hyper-network to model the gra-
dients produced by conventional fine-tuning. 4)
Memory-based: This category encompasses the
DEFER (Hartvigsen et al., 2024), WISE (Wang
et al., 2024b), and GRACE (Hartvigsen et al.,
2024) methods, all of which use dedicated memory
to store and manage edited knowledge.

Implementation Details We conduct experi-
ments on three popular models from prior research:
Llama2-7B (Touvron et al., 2023), Mistral-7B-v0.1
(Jiang et al., 2023a), and GPT-J-6B (Wang and
Komatsuzaki, 2021). For the datasets, we sample
1,000 records from the evaluation sets of ZsRE and
Counterfact under the batch editing setting, where
the evaluation is conducted after all knowledge edit-
ing operations have been completed. Meanwhile,
we select Tiny-Llama (Zhang et al., 2024b) as the
plug-in model for ONCEEDIT. Additionally, we
utilize EasyEdit for evaluation, incorporating two
decoding strategies: teacher-forced and validation
generation. For the main experiment, we apply
both strategies, with the teacher-forced strategy be-
ing commonly employed in prior research and the
validation generation strategy better reflecting real-
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Llama2-7B

Mistral-7B-v0.1

GPT-J-6B

Method Scoret
Rel.t Gen.t Loc.t Avg.t Rel.f Gen.f Loct Avg.t Rel? GentT LoctT Avgt
ZsRE

DEEPEN 0.88  0.81 0.02 057 073 067 002 047 020 0.19 0.14 0.18 0.41
+DW 0.88 077 099 088 073 065 095 078 020 0.19 099 046 0.71
+DW+EE(Ours) 099 0.89 099 096 093 083 096 091 084 076 099 0.86 0.91

Counterfact
DEEPEN 079 060 0.11 050 0.64 051 014 043 0.10 0.06 011 0.09 0.34

+DW 0.81 060 040 0.60 0.64
+DW+EE(Ours) 099 0.82 036 0.72 094

051 041 052 011 007 029 0.16 0.43
076 037 069 093 074 023 0.63 0.68

Table 2: Ablation study on the Dynamic Weight (DW) mechanism by [WEIGHT] and the Ensemble Enhancement
(EE) mechanism which includes Search-space Zero Initialization and Target Augmentation. Green indicates
improved performance compared to the previous row, while gray indicates a decline compared to the previous row.

world scenarios. Among the baselines, GRACE
primarily reports results based on the validation
generation strategy. Further details are provided in
Appendix A.

4.2 Main Results

The main experimental results are shown in Table 1.
ONCEEDIT achieves the highest overall scores, sur-
passing the second-best methods by 14% on ZsRE
and 6% on Counterfact. Unlike traditional knowl-
edge editing methods that require separate edits
for each model, ONCEEDIT updates multiple mod-
els with a single edit, demonstrating its efficiency.
Moreover, ONCEEDIT achieves top performance
in all five settings except for a slightly lower score
on GPT-J-6B with ZsRE, demonstrating its strong
capability in single-model editing.

Additionally, the results indicate that other meth-
ods exhibit significant performance fluctuations
across datasets and models. For instance, MEMIT
performs well on GPT-J-6B with Counterfact but
poorly on ZsRE (0.92 vs. 0.20), and FT-L shows
exceptionally high locality (0.99) on Mistral-7B-
v0.1 under Counterfact while underperforming on
other models. In contrast, ONCEEDIT maintains
stable and consistent results across all models and
datasets. Notably, due to the nature of Counter-
fact completions, all methods yield lower locality
on it compared to ZsRE. Despite this, ONCEEDIT
achieves comparable locality across different mod-
els. Overall, the main experiment demonstrates that
ONCEEDIT enables stable and effective knowledge
editing across multiple models and datasets.

Previous studies typically evaluate methods un-
der teacher-forced conditions. However, the valida-
tion generation setting, which relies solely on out-
put generation, more accurately reflects a model’s

MEMIT GRACE WISE OnceEdit

Llama2-7B
10 0.96

Mistral-7B-v0.1

0.91

0.8

0.66 0.67 0.67 0.67 0.67 0.67

=
Y

Ave. Score
o
5

o
=

0.2

0.02 0.03

ZsRE Counterfact ZsRE Counterfact

Figure 3: Experimental results on ZsRE and Counterfact
under validation generation setting. Score represents
the average output of each model (Rel., Gen., and Loc.).

ability to understand and apply the knowledge, and
better aligns with real-world scenarios. As a re-
sult, we choose to supplement our evaluation with
this setting. The experimental results, presented
in Figure 3, highlight four methods that stand out
in terms of performance. Notably, ONCEEDIT ex-
hibits superior editing capabilities, outperforming
all other methods. In contrast, MEMIT, which per-
forms relatively well under teacher-forced, shows
a significant drop in performance under the valida-
tion generation setting. Although GRACE achieves
a strong overall score, it demonstrates poor gener-
alization, a limitation that has also been observed
in Wang et al. (2024b). More detailed results can
be found in Table 7.

5 Further Analysis and Ablation Study

5.1 Ablation Study

In this section, we conduct a series of ablation stud-
ies to evaluate the effectiveness of ONCEEDIT’s
components and the impact of hyperparameters.
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Methods Llama2-7B  Mistral-7B-v0.1 GPT-J-6B  Score
FT-L 0.23 0.50 0.23 0.32
MEMIT 0.69 0.77 0.89 0.78
DEFER 0.61 0.58 0.50 0.56
WISE 0.87 0.77 0.81 0.82
OE(Tiny-Llama) 0.97 0.93 0.87 0.92
OE(Qwen2.5-1.5B) 0.83 0.83 0.89 0.85

Table 3: Experimental results on the ZsRE dataset using
different plugin models. OE represents the ONCEEDIT
method. Bold and underline numbers indicate the best
and second performance among evaluated methods.

Components Ablation. We examine the impact
of the mechanisms introduced in §3 on 1,000 edited
instances under validation generation. The results
are presented in Table 2. ONCEEDIT progressively
enhances the overall editing performance of the
three models by incorporating the dynamic weight
mechanism and the ensemble enhancement mech-
anism into DEEPEN. When applied to a single
model on the datasets, the method with both mech-
anisms also achieves the best performance.

To evaluate the impact of these two mechanisms
separately, we analyze their effects on model per-
formance across different settings. For the dynamic
weight mechanism, results indicate that it signif-
icantly enhances locality while maintaining relia-
bility and generality in most cases. The only no-
table drawback is a minor generalization loss of
2% to 4% on Llama2-7B and Mistral-7B-v0.1 on
ZsRE, which remains within an acceptable range.
Meanwhile, the ensemble enhancement mechanism
proves to be highly beneficial, substantially improv-
ing reliability and generality across all settings in
line with our design objectives. While it introduces
a 4% to 6% reduction in locality for the three mod-
els on the Counterfact dataset, this trade-off is out-
weighed by gains in the other two aspects. Notably,
the overall average score of each model on Counter-
fact increases by more than 12%, making the slight
decrease in locality an acceptable compromise.

Hyperparameters Ablation. We conduct an ab-
lation study on the balanced hyperparameter A for
multi-task learning during the editing stage. Specif-
ically, we select 200 edited instances and evaluate
the performance under five different A settings. The
experimental results, presented in Table 8, indicate
that X is relatively robust. With the exception of
the extreme case where A = 0, all other settings
yield good editing performance.

Plugin Models. In the main experiments, we se-
lected Tiny-Llama as the plugin model, as it is one

Methods Llama2-7B  Mistral-7B-v0.1 GPT-J-6B  Total
FT-L 0.69 0.71 0.73 2.13
MEND - - - -
ROME 2.29 3.39 2.50 8.18
MEMIT - - - -
GRACE 0.65 0.72 0.84 2.21
DEFER 1.49 1.47 1.40 4.36
WISE 1.35 1.33 1.26 3.94
ONCEEDIT 1 1 1 1

Table 4: The editing times for each method are normal-
ized relative to the time taken by ONCEEDIT, with ’-’
indicating a time that is more than 100 times longer.
The term ’total’ refers to the overall time required to
edit all three models.

Models TFLOPS/token TFLOPS,; Num
Llama2-7B 0.013 12.638 973
Mistral-7B-v0.1 0.014 9.552 683
GPT-J-6B 0.011 9.739 886

Table 5: Analysis of the TFLOPS computational cost for
model ensemble attributed to the relative representation
matrix across three models.

of the most widely used lightweight models. More-
over, in practical applications, OnceEdit demon-
strates high adaptability, enabling seamless integra-
tion with various LLMs through a unified plugin
model. This design supports flexible knowledge up-
dates without requiring a switch between different
plugin models.

However, to further explore the performance of
alternative plugin models, we conducted additional
experiments on the ZsRE dataset using Qwen?2.5-
1.5B as the plugin model, integrated with three
different LLMs. We compared its overall knowl-
edge editing performance against strong baselines,
including FT-L, MEMIT, WISE, and DEFER, as
presented in Table 3.

The results show that the ONCEEDIT method,
when using Qwen2.5-1.5B as a plugin model,
achieves a higher overall score than all baselines,
further validating the effectiveness of OnceEdit. Its
performance is only second to TinyLlama, which
may be influenced by the post-editing performance
of the plugin model itself. In practical applica-
tions, selecting a more stable small model (e.g.,
TinyLlama) as the plugin model can lead to more
effective knowledge editing.

5.2 Cost of Editing and Ensemble

In this section, we quantitatively evaluate the edit-
ing time required for each method under identical
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hardware conditions and dataset scales.

The editing time statistics are summarized in Ta-
ble 4. MEMIT involves computing second-order
momentum to ensure locality, while MEND re-
quires training an additional hypernetwork using a
training set. Due to the substantial computational
cost of these two methods, their results are omitted
from the table. FT-L incurs lower time overhead for
single-model editing as it only updates a specific
layer of the model. Similarly, GRACE maintains
a working memory for a specific layer, resulting
in relatively low editing time as well. However,
as the number of models to be edited increases,
the efficiency of ONCEEDIT becomes increasingly
evident. When editing three models, the editing
time for other methods is more than twice that of
ONCEEDIT. This demonstrates that ONCEEDIT
is highly efficient in multi-model knowledge edit-
ing scenarios, with its advantages becoming more
pronounced as the number of models increases.

In addition, we analyze the migration cost of
ONCEEDIT between LLMs, which mainly comes
from the calculation of the relative transfer matrix
of the integrated models. We combined DEEPEN
to derive the FLOPS formula required to calcu-
late the relative transfer matrices for the plug-in
model and LLMs. The detailed derivation process
is shown in the Appendix C. We calculate the to-
tal FLOPS, denoted as TFLOPS,;, for the relative
transfer matrix required for each pair of integrated
models based on Equations 25 and 26. The results
are summarized in Table 5. Specifically, for the
three models being edited, the cost of constructing
the relative transfer matrices is equivalent to gen-
erating approximately 600 to 1000 tokens during
forward propagation. This overhead is modest com-
pared to the cost of performing another round of
editing, demonstrating that the migration overhead
introduced by our model integration is acceptable.

5.3 Extending on More Models

In the main experiment, we aim to provide an ef-
fective comparison with other popular knowledge
editing methods by following previous studies and
selecting three classic models. Unlike other meth-
ods, which are often sensitive to hyperparameters,
ONCEEDIT demonstrates strong adaptability and
can be quickly generalized to new models. To fur-
ther validate this, we selected four newer, larger,
and more diverse models, including Llama3-8B,
Mistral-7B-v0.3, Qwen2.5-7B, and Llama3-70B,
and applied ONCEEDIT to edit 200 instances under

Model Rel.t Gen.f Loc.T Avgt
ZsRE
Llama3-8B 091 090 097 093
Mistral-7B-v0.3  0.93 093 095 0.94
Qwen2.5-7B 090 090 0.74 0.85
Llama3-70B 074 075 091 0.80
Counterfact
Llama3-8B 099 091 0.16 0.69
Mistral-7B-v0.3 095 0.87 025 0.69
Qwen2.5-7B 098 092 0.18 0.70
Llama3-70B 079 0.72 0.18 0.56

Table 6: Extended experimental results on editing 200
instances across multiple models using ONCEEDIT.

the validation generation setting. The results, as
shown in Table 6, highlight ONCEEDIT’s ability
to achieve effective and stable editing across all
four models and two datasets, further confirming
its high scalability.

6 Related Work

Knowledge Editing. Knowledge editing (Yao
et al., 2023; Feng et al., 2023) is an effective com-
pensatory approach for updating models’ knowl-
edge, categorized into four main types: fine-tuning,
locate-then-edit, meta-learning, and memory-based
methods. Constrained fine-tuning (Meng et al.,
2022a), while straightforward for correcting model
behavior, often risks damaging non-edited knowl-
edge. Locate-then-edit methods typically involve
identifying and updating specific parameters, as
seen in ROME (Meng et al.,, 2022a), which
uses MLP-based memories for factual edits, and
MEMIT (Meng et al., 2022b), which extends this
to batch edits. Meta-learning approaches, such as
MEND (Mitchell et al., 2021), involve training an
external hyper-network to predict updates to the
original model. MALMEN (Tan et al., 2023) fur-
ther addresses the issue of the cancellation effect in
MEND by framing parameter shift aggregation as
a least-squares problem. Memory-based methods
like SERAC (Mitchell et al., 2022) and GRACE
(Hartvigsen et al., 2024) employ working memo-
ries to store edits, dynamically selecting parameters
based on input similarity. Furthermore, recent stud-
ies (Wang et al., 2024b; Wang and Li, 2024a) have
further investigated ways to reduce the adverse ef-
fects associated with sequential edits. While exist-
ing approaches predominantly focus on individual
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models, there is a lack of research addressing the
efficient editing of multiple models.

Model Ensemble. The model ensemble ap-
proach (Lu et al., 2024) integrates the strengths
of multiple models to produce refined answers
and can be categorized by fusion granularity into
output-level and probability-level ensembles (Yao
et al., 2024). In output-level model ensembles,
the outputs from multiple models are combined
as candidate sets. Methods like PAIRRANKER
(Jiang et al., 2023b) and routing mechanisms (Lu
et al., 2023) select the best candidate based on pair-
wise comparison or input-specific suitability. Other
studies (Wang et al., 2023a; Jiang et al., 2023b)
train fusion modules to integrate outputs effectively.
Probability-level model ensembles, on the other
hand, focus on merging the probability distribu-
tions of multiple models at each decoding step.
This process is particularly challenging when deal-
ing with heterogeneous models due to the need for
vocabulary alignment. To address this issue, EVA
(Xu et al., 2024) employs overlapping tokens to
learn token alignment across different vocabularies,
while DEEPEN (Huang et al., 2024b) transforms
the representations of each model into a shared
space using common vocabulary tokens.

7 Conclusion

In this work, we introduce ONCEEDIT which ad-
dresses the challenges of efficiency and stability
in multi-model editing scenarios. By leveraging a
lightweight plug-in model as the editing module
and employing improved heterogeneous model en-
semble techniques, ONCEEDIT enables knowledge
updates across multiple models with low migra-
tion costs. Extensive evaluations across multiple
models and datasets demonstrate that ONCEEDIT
outperforms existing knowledge editing methods
in both teacher-forced and validation generation
settings. Further analysis confirms ONCEEDIT’s
adaptability and stability, underscoring its potential
as an effective solution for real-world scenarios.

Limitations

Despite ONCEEDIT’s high efficiency and adapt-
ability, there are several limitations worth noting.
Firstly, although the plug-in model is relatively
small and inference speed can be improved through
strategies such as parallel decoding, ONCEEDIT
inevitably incurs additional overhead due to the

inclusion of the plug-in model. Secondly, our ex-
periments focused exclusively on the batch editing
setting and did not explore more complex scenar-
ios, such as sequential editing or multi-hop editing
tasks. Thirdly, our study primarily adopted a direct
fine-tuning approach for knowledge editing within
the plug-in model. It is important to emphasize
that our framework is fundamentally orthogonal
to existing knowledge editing methods. In future
work, we plan to enhance the plug-in model by
integrating more advanced editing techniques, en-
abling us to more effectively address challenges
such as sequential editing and generalization.
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A Implementation Details

Our experiment evaluates ONCEEDIT under batch
editing by comparing it with seven knowledge edit-
ing methods: FT-L, MEND, ROME, MEMIT, DE-
FER, GRACE, and WISE. All experiments were
conducted on NVIDIA A100 80GB GPUs. The
hyperparameter settings for these baselines follow
previous works (Wang et al., 2024b; Wang and Li,
2024a). Below, we provide an overview of these
methods along with their implementation details:

* FT-L is a constrained fine-tuning approach that
updates only a single MLP layer while imposing
a Lo, norm constraint on weight modifications.
In our experiments, we select the 21-th layer for
GPT-J-6B and the 27-th layer for Llama2-7B and
Mistral-7B-v0.1. The fine-tuning learning rate
is set to Se-4. Notably, to avoid OOM issues,
we adopt a batch-based strategy, where we use
5 batches, each updating 200 knowledge entries
per round when testing FT-L.

« MEND is a meta-learning-based approach that
trains an external hyper-network to simulate gra-
dients. It employs low-rank decomposition with
a specialized design to reduce the size of the
hyper-network. For the training phase of MEND,
we align the experimental settings entirely with
those used in EasyEdit (Wang et al., 2023b).

* ROME locates layers relevant to edits by first
disrupting and then restoring activations. It sub-
sequently updates the parameters of feedforward
networks (FFNs) in a direct manner to modify
knowledge. We select the [3,4,5,6,7,8] layers as
the target layer for the GPT-J-6B, and [4,5,6,7,8]
for the Llama2-7B and Mistral-7B-v0.1.

* MEMIT utilizes the same knowledge localiza-
tion method as ROME but enables simultaneous
updates across multiple layers, allowing for the
batch integration of thousands of edited knowl-
edge entries. Consequently, MEMIT and ROME
share the same target layer selection.

* DEFER is a reimplementation of SERAC, uti-
lizes an external memory to store editing in-
stances and trains an additional scope classifier
and counterfactual model to appropriately re-
spond to inputs. we set the learning rate is 7e-5
and select the 21-th layer for GPT-J-6B and the
27-th layer for Llama2-7B and Mistral-7B-v0.1.

* GRACE leverages a discrete key-value code-
book to perform knowledge editing. Throughout
the editing process, the codebook is dynamically
maintained by introducing new keys, expanding

existing ones, and splitting them as needed. Dur-
ing inference, the method identifies the closest
matching key and determines whether to adjust
the activation of the hidden layer output. For the
learning rate and €y, we also align the experi-
mental settings with those used in EasyEdit.

» WISE stores different edits in separate side mem-
ories and routes input queries to the appropriate
memory based on activation scores. For the hy-
perparameters setting of WISE, we adhere to the
original paper.

Apart from the aforementioned methods, there are

also two more recent approaches, MEMoe (Wang

and Li, 2024b) and LEMoE (Wang and Li, 2024a),
whose results are not included due to the unavail-
ability of their source code.

For ONCEEDIT, we use Tiny-Llama as the plug-
in model, setting the learning rate to 1.0e-4 and
the multi-task balanced hyperparameter A = 0.8.
Since both ONCEEDIT and WISE require the intro-
duction of unrelated knowledge as auxiliary infor-
mation, we select the instances from the training
sets of ZsRE and Counterfact. Additionally, due
to the edited models are the base model, we incor-
porate prompt-assisted fine-tuning for the ZsRE
and Counterfact. The prompts are as follows:
For ZsRE: "Answer this question:\n[Question]:
{Input}\n[Answer]:". For Counterfact: "Com-
plete this half sentence.\n [Half Sentence]: {In-
put\n[Answer]:" To ensure a fair comparison,
we evaluate the baselines both with and without
prompts, reporting the highest observed value.

B Evalution for Knowledge Editing

Following prior research, an effective knowledge
editing method should satisfy three essential proper-
ties: Reliability, Generality, and Locality. These
properties serve as important evaluation metrics for
editing methods.
Reliability refers to the model’s ability to correctly
respond to inputs from the edited set. Specifically,
the edited model 6’ should consistently produce the
correct output for the instances in Sg:
E(me,ye)ESEIL {f@’ (xe) = ye} . (12)
Generality refers to the edited model’s capacity
to apply the edited knowledge beyond the specific
examples in Sg. Specifically, the model should be
able to correctly respond to the instances in the set
SR, where x, is a rephrased version of an edit .,
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and the expected output remains y.:

Ee,ye)esp L {for (2r) = ye} - (13)

Locality emphasizes that the edited model should
not alter its behavior on the non-edited knowledge.
Specifically, for instances in the dataset S, which
are not affected by the edits, the edited model
should produce the same output as before the edit:

E(xzoc,yloc)ESLﬂ {f@’ (wlOC) = f9 (mloc)} . (14)

Llama2-7B Mistral-7B-v0.1
Method
Rel.t Gen.t Loc.t Avgt Relt Gent Loc.T Avgf
ZsRE
MEMIT 003 0.03 0.00 0.02 050 048 004 034
WISE 058 046 099 0.67 057 046 099 0.67

GRACE 1.00 000 099 066 098 003 1.00 0.67
ONCEEDIT 0.99 089 099 096 093 0.83 09 091

Counterfact
MEMIT 003 003 003 003 079 072 0.0l 050
WISE 034 004 009 016 033 008 065 035

GRACE 100 000 099 067 099 000 099 067
ONCEEDIT 099 0.82 036 072 094 076 037 0.69

Table 7: Experimental results on ZsRE and Counter-
fact under validation generation setting. Bold and
underline numbers indicate the best and second per-
formance among evaluated methods.

Llama2-7B Mistral-7B-v0.1

Lambda

Rel.t Gen.f Loc.f Avg.t Relt Gent Loct Avgt

ZsRE
0.00 005 004 099 036 005 005 098 0.36
0.20 099 095 099 098 094 090 098 094
0.40 099 097 1.00 099 094 092 099 095
0.60 099 095 099 098 094 091 098 094
0.80 099 098 1.00 099 093 093 098 095
1.00 099 097 1.00 099 094 091 099  0.95
Counterfact

0.00 000 0.00 099 033 001 000 09 032
0.20 099 084 068 083 094 080 0.67 080
0.40 099 070 076 082 095 072 0.66 0.78
0.60 099 0.80 071 083 095 077 070 0.80
0.80 099 089 053 080 095 085 049 0.76
1.00 095 084 067 083 095 080 0.66 0.80

Table 8: Ablation study on the impact of lambda () dur-
ing the editing stage, evaluated on 200 edited instances
under validation generation. Bold numbers indicate the
best performance among diverse settings.

C FLOPS of Relative Transfer Matrix

In this section, we derive the statistical formula
for the FLOPS required by ONCEEDIT to compute
the relative transfer matrix during the ensemble
stage. Specifically, given an LLM parametrized
by 60, and a tiny model parametrized by 0, let the
vocabulary of LLM be M and that of the small

model be N. The dimension of embeddings in
LLM is denoted as d;, while that of small model is
ds. Additionally, we define A as the anchor tokens
set shared between the two models.

Following DEEPEN (Huang et al., 2024b), we
compute the relative transfer matrices for both the
LLM and the tiny model. Here, we take the LLM
matrix I; as an example, while the derivation for
the tiny model follows analogously. Formally, the
relative representation matrix R; € RM X4l en-
codes the relative representation of each word m(?)
in the LLM’s vocabulary. The i-th row of R; is
given by:

R [Z} = (COS(em<i) » Eq(1) )7 3 COS(em(i) ) Eq(IAD) ))7
(15)
where e, ) and e 1) denote the embeddings of
word m(¥) and a9, respectively.

To address the representation degeneration of
outlier words, DEEPEN applies a softmax normal-
ization to transform the relative representations into
a probability distribution:

Ry[i] = softmax(R;[i]). (16)

For Equation 15, the cosine similarity between
each vocabulary word and the anchor tokens is
computed as:

Bifi] - A"

Rili 31 = SR ETAGT

(17)

where E; € EMIXldil and A; e EIAXIdl repre-
sents the original word embedding matrix and the
anchor words word embedding matrix of the LLM,
respectively.

The L2 norm of E; and A; is calculated as fol-
lows:

d;

1B = [ Y By, 412 (18)
j=1
d;

LA = [ Y A, 412 (19)
j=1

Based on Equation 17, 18 and 19, the total
FLOPS required to calculate R; consists of three
components:the dot product operation, the L2 norm
computation, and the final division. These are for-
mulated as follows:

FLOPS pot = |M| % |A] x (d; +d; — 1), (20)
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Models Vocab. Size AW Num Embedding Dim.
Llama2-7B 32000 31999 4096
Mistral-7B-v0.1 32000 24184 4096
GPT-J-6B 50400 17830 4096
Tiny-Llama 32001 - 2048

Table 9: configurations for calculating relative transfer
matrix FLOPS. Vocab. Size denotes the vocabulary size,
AW Num represents the number of anchor words shared
between the models and Tiny-Llama, and Embedding
Dim. refers to the dimension of the embedding layer.

FLOPSo = | M| (dj+d; — 1+ qurt)
+ Al « (dy + d; — 1+ Cygre) + 1,
(21)

FLOPS p;, = |M]|  |A], (22)

where FLOPS ¢, FLOPS;9 and FLOPS p;, cor-
respond to the FLOPS of the dot product, L2
norm, and division operations, respectively. The
term C,g,+ represents the computational cost of the
square root operation, which is a constant.

For the computed R;, a softmax operation is
applied for normalization, defined as follows:

exp(Rili )
S exp(Ryli, §])

The FLOPS required for the softmax computa-
tion on R; are given by:

softmax (R[4, j]) = (23)

FLOPSsoftmaac = |M| * ‘A| * CEIP
+ [M]x (JA] = 1) + [M] * [A],
(24)

where C,,), represents the computational cost of
the exponential operation, which is a constant.

In summary, the total FLOPS, denoted as
FLOPSZZ ;> required to compute the relative trans-
fer matrix of LLM is the sum of the computa-
tional costs from the Equation 17, 18 ,19 and 24.
For simplification, we set C4ry = 2FLOPS and
Cezp = 25FLOPS. Under this assumption, the
FLOPS!, is given by:

FLOPS!,, = FLOPS p,; + FLOPS 5
+ FLOPS pj, + FLOPS 4 ftmaz
=(2xd;+27) % |M|x|A] +1
+2xdpx | M|+ (2xd;+1) % |A]
(25)

Based on the reasoning process above, We derive
the FLOPS equation for the relative transfer matrix

of the tiny model:

FLOPS!,, = (2% ds + 27) % [N | |[A] + 1
+2xdsx [N|+ (2% ds + 1) x| Al
(26)

Finally, by integrating Equations 25 and 26 along
with the configurations of each model, as summa-
rized in Table 9, we compute the final FLOPS;;.
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