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Abstract

Test-time scaling has emerged as an effective
approach for improving language model per-
formance by utilizing additional compute at
inference time. Recent studies have shown
that overriding end-of-thinking tokens (e.g.,
replacing </think> with “Wait”) can extend
reasoning steps and improve accuracy. In this
work, we explore whether a dedicated continue-
thinking token can be learned to trigger ex-
tended reasoning. We augment distilled ver-
sions of DeepSeek-R1 with a single learned
<|continue-thinking|> token, training only
its embedding via reinforcement learning while
keeping the model weights frozen. Our exper-
iments show that this learned token achieves
improved accuracy on standard math bench-
marks compared to both the baseline model
and a test-time scaling approach that uses
a fixed token (e.g., “Wait”) for budget forc-
ing. In particular, we observe that in cases
where the fixed-token approach enhances the
base model’s accuracy, our method achieves a
markedly greater improvement. For example,
on the GSM8K benchmark, the fixed-token ap-
proach yields a 1.3% absolute improvement in
accuracy, whereas our learned-token method
achieves a 4.2% improvement over the base
model that does not use budget forcing.

1 Introduction

Language models have demonstrated impressive
reasoning abilities through test-time compute scal-
ing (Snell et al., 2024; Welleck et al., 2024; Ope-
nAI, 2024; Anthropic, 2025). Two dominant
paradigms have emerged for this process (An-
thropic, 2025): parallel and sequential. The paral-
lel approach involves generating multiple samples
and selecting the best response based on a majority
vote (Lewkowycz et al., 2022) or a model-provided
score (Anthropic, 2025). In contrast, the sequential
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approach—central to this work and popularized by
OpenAI’s o1 model (OpenAI, 2024)—generates
a single sample and encourages the model to re-
visit, backtrack, validate, and refine its reasoning
before producing a final answer, typically resulting
in a long chain-of-thought output (Wei et al., 2022).
Models that follow this paradigm are commonly
referred to as reasoning models, and they are often
trained using reinforcement learning with verifiable
rewards (Lambert et al., 2024; Guo et al., 2025; Su
et al., 2025; Wang et al., 2025).

A key property of reasoning models is their abil-
ity to decide when to stop thinking, typically by
generating an explicit end-of-thinking token (e.g.,
</think>). However, since this decision is made
by the model, users have no direct control over the
amount of reasoning performed. Recently, budget
forcing was introduced in s1: simple test-time scal-
ing (Muennighoff et al., 2025), a sequential test-
time scaling approach that provides direct control
over the model’s computation time. By replacing
end-of-thinking tokens with “Wait” tokens during
generation, the authors showed that longer chain-
of-thought reasoning could be achieved, resulting
in improved accuracy. Conversely, early termi-
nation can be enforced by appending a </think>
token once the model reaches its compute budget,
prompting it to generate the final answer. Budget
forcing was quickly shown to perform well in vari-
ous settings (Aggarwal and Welleck, 2025; Huang
et al., 2025); see section 3 for a detailed discussion.

In this paper, we introduce a systematic approach
for learning a special <|continue-thinking|>
token as an alternative to the “Wait” or related
fixed tokens such as “Alternatively” or “Hmm” sug-
gested by Muennighoff et al. (2025). Our primary
goal is to rigorously investigate whether the simple
practice of using a fixed “Wait” token for budget
forcing can be improved by learning a dedicated
token embedding. In line with this goal, we de-
liberately constrain ourselves to the same budget
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Figure 1: Text generation with budget forcing: Whenever the model outputs a </think> token, we replace it with a
<|continue-thinking|> token and feed that to the model.

forcing algorithm.
As illustrated in Figure 1, we introduce a spe-

cial, learned <|continue-thinking|> token into
the model’s vocabulary. During generation, we
modify the model’s output generation process to
replace any occurrence of the </think> token with
our <|continue-thinking|> token, as long as
the token budget is not exhausted and the maxi-
mum number of forced continuations has not been
reached. During training, we optimize only the
embedding vector of the <|continue-thinking|>
token while keeping all other model parameters
frozen.

We train this new token using reinforcement
learning (RL), specifically the group relative pol-
icy optimization (GRPO) procedure (Shao et al.,
2024). While supervised fine-tuning is a possible
alternative, designing effective supervised reason-
ing demonstrations is difficult. In contrast, RL
allows the training process to explore novel contin-
uations aimed at improving task accuracy, making
it a more natural fit for our setting. Notably, our
method leverages a frozen model backbone, opti-
mizing only a single parameter vector of the size
of the model’s hidden dimension. As a result, the
optimizer’s additional memory overhead is limited
to just this vector, rather than all model parameters.
This allows us to allocate more GPU memory for
longer context windows during RL training.

We apply our proposed method to investigate the
influence of the learned <|continue-thinking|>

token on the reasoning process. Our results show
that learning this token can significantly enhance
model performance, yielding greater gains than
the “Wait” or related tokens used in s1’s budget-
forcing method. Notably, we find that whenever
budget-forcing with “Wait” provides an improve-
ment over the baseline, our learned token achieves
even greater gains—up to a 320% increase in rela-
tive accuracy improvements, and as much as a 4%
absolute improvement in overall accuracy. Con-
versely, in cases where budget-forcing with a fixed
token (such as “Wait”) does not improve perfor-
mance compared to the baseline, the learned token
similarly does not offer a statistically significant
benefit. Results are reported in Table 1.

To summarize, our contributions have the fol-
lowing key features:

• We introduce the concept of learning a special-
ized <|continue-thinking|> token as an ef-
fective mechanism for budget-controlled com-
pute scaling.

• Our experiments demonstrate that, in cases
where budget-forcing with a fixed token such
as “Wait” improves accuracy, learning the to-
ken yields even greater gains, while requiring
only a single additional token embedding.

• We use an external LLM to compare outputs
with ground truth, mitigating the limitations of
standard math benchmark evaluations that rely
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Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

DS-R1-Qwen-1.5B

Cmax =3
AIME24 23.85 ± 0.66 23.49 ± 0.69 24.48 ± 0.63 23.91 ± 0.70 23.12 ± 0.71 24.06 ± 0.68
AIME25 23.33 ± 0.52 23.80 ± 0.56 23.85 ± 0.53 23.49 ± 0.49 22.45 ± 0.49 22.40 ± 0.44
GSM8K 78.08 ± 0.36 78.83 ± 0.34 79.47 ± 0.34 80.14 ± 0.24 76.10 ± 0.59 83.68 ± 0.38
MATH500 79.88 ± 0.33 80.33 ± 0.35 80.84 ± 0.39 81.22 ± 0.30 79.49 ± 0.32 82.51 ± 0.34
BBH 45.71 ± 0.60 46.75 ± 0.43 47.06 ± 0.60 47.58 ± 0.52 46.00 ± 0.72 47.70 ± 0.62

DS-R1-Qwen-7B

Cmax =3
AIME24 46.09 ± 0.80 46.46 ± 0.73 47.24 ± 0.71 47.19 ± 0.77 46.41 ± 0.75 46.82 ± 0.76
AIME25 36.41 ± 0.66 36.51 ± 0.57 36.51 ± 0.61 36.77 ± 0.63 37.29 ± 0.71 36.09 ± 0.58
GSM8K 88.81 ± 0.30 89.27 ± 0.27 91.23 ± 0.26 91.74 ± 0.34 88.89 ± 0.39 94.91 ± 0.18
MATH500 89.39 ± 0.31 89.84 ± 0.27 91.74 ± 0.19 92.17 ± 0.17 89.06 ± 0.27 92.89 ± 0.20
BBH 71.05 ± 0.75 72.53 ± 0.72 72.91 ± 0.63 73.85 ± 0.51 71.01 ± 0.76 74.75 ± 0.60

DS-R1-Llama-8B

Cmax =3
AIME24 35.68 ± 0.78 36.93 ± 0.75 38.23 ± 0.73 38.39 ± 0.79 35.73 ± 0.71 41.30 ± 0.91
AIME25 29.32 ± 0.61 29.64 ± 0.57 30.10 ± 0.61 30.26 ± 0.64 29.90 ± 0.58 30.26 ± 0.65
GSM8K 78.43 ± 0.40 79.82 ± 0.41 85.22 ± 0.22 84.90 ± 0.43 77.79 ± 0.65 93.78 ± 0.10
MATH500 79.56 ± 0.31 81.86 ± 0.39 86.21 ± 0.32 86.01 ± 0.32 80.27 ± 0.40 90.04 ± 0.25
BBH 79.73 ± 0.37 81.32 ± 0.30 81.79 ± 0.46 81.97 ± 0.32 80.26 ± 0.42 83.69 ± 0.37

Table 1: Accuracy (pass@1) results for Bmax = 9216 and different numbers of forced thinking continuations Cmax.
Results are obtained via regex-based evaluation and an LLM evaluator if the model fails to generate an answer in
the correct format. See Table 5, Table 6, and Table 7 for the full results.

on rigid answer formats, assuming the final
answer is in \boxed{}. Our experiments show
that this rigid-format evaluation approach can
misrepresent reasoning ability.

The code used for training and evaluation is avail-
able at https://github.com/liranringel/lea
rning-continue-thinking-token.

2 Method

2.1 Single Token Optimization

Let π(x) be a pretrained language model that takes
a prompt x as input and generates an output. Key
to our method is the introduction of a special to-
ken, <|continue-thinking|>, which we add to
the model’s vocabulary to promote longer reason-
ing traces at test time. We denote the embedding
vector of this token by θT ∈ Rd, where d is the
embedding dimension of the model.

We refer to the adapted model with the
new token as πθT . All model parameters are
frozen except for θT , so the embedding of the
<|continue-thinking|> token is the only param-
eter updated during training.

Our objective is to maximize the reasoning per-
formance of πθT by optimizing the embedding vec-

tor θT . Formally, we aim to optimize the following:

θ∗T := argmax
θT

Ex∼Q,o∼BF(πθT
,x)[R(x, o)], (1)

where x is a question sampled from a distribution
Q, and o is the response generated by running the
budget forcing algorithm on x using the model
πθT . Note that o is not a standard sample from
πθT (y | x); rather, its distribution is induced by
the budget forcing algorithm BF(πθT , x), which
we present below. The function R(x, o) represents
the reward associated with the generated output.
For example, for mathematical questions, R(x, o)
could be an indicator function that equals 1 if o
contains the correct answer to question x, and 0
otherwise.

In more detail, the budget forcing algorithm
BF(πθT , x) modifies the generation process by
enforcing additional reasoning steps before pro-
ducing a final answer. During generation,
whenever the model outputs an end-of-thinking
</think> token, it is replaced with the learned
<|continue-thinking|> token, as a way to force
longer reasoning traces. This process repeats until
one of the following conditions is met:

1. The number of forced thinking continuations
reaches the preset maximum Cmax.
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2. The total number of generated tokens reaches
the budget limit Bmax, in which case the rea-
soning process is immediately terminated and
a </think> token is inserted. This ensures
that the model does not generate beyond the
allowed compute budget.

During training, we set Cmax = 1, meaning that
only a single forced continuation is allowed per
input. At test time, however, we also evaluate the
model with Cmax > 1 to assess its ability to gener-
alize to multiple forced continuations.

2.2 Training
Throughout this paper, we apply our method to
distilled versions of DeepSeek-R1, specifically
its Qwen 1.5B, Qwen 7B, and Llama 8B vari-
ants (Dubey et al., 2024; Yang et al., 2024b; Guo
et al., 2025), training only the embedding of a
newly introduced token, while keeping all other
parameters frozen. We set the number of forced
continuations to Cmax = 1 and the budget limit
to Bmax = 8192 for the 1.5B model and Bmax =
10240 for larger models. We initialize the new
token’s embedding using that of the word “Wait.”
The reward function used during training is the
sum of two binary components: (i) a format reward
that verifies whether the answer is in the expected
format (specifically, wrapped in \boxed{}), and
(ii) a correctness reward, which checks whether the
generated answer matches the ground truth. We
implemented our training code on top of Open-
R1 (HuggingFace, 2025) and TRL (von Werra
et al., 2020). For GRPO, we set G = 16 gener-
ations per example and used a batch size of 16.
We performed 64 gradient accumulation steps, re-
sulting in an effective batch size of 1,024 gen-
erations (i.e., 64 examples with 16 generations
each) per optimizer update. The training dataset is
DeepScaleR-Preview-Dataset (Luo et al., 2025),
which is a collection of 40,000 math questions com-
piled from various datasets. We used 8 NVIDIA
A100 GPUs with 80GB memory for training the
1.5B model and 8 NVIDIA H200 GPUs for train-
ing the larger models. The total training time for
each model was about 5 days. See Table 4 for a full
list of parameters and system prompts used during
training.

3 Related Work

Budget forcing, introduced by Muennighoff et al.
(2025), is a simple and effective method for scaling

compute at test time. L1 (Aggarwal and Welleck,
2025) extends this idea using reinforcement learn-
ing to train models that satisfy user-specified rea-
soning lengths, enabling flexible cost-performance
trade-offs. The m1 method by Huang et al. (2025)
further explores the application of budget-forcing
in medical QA. Jin et al. (2025) introduce a variant
of budget forcing for greedy decoding, comparing
multi-word phrases instead of single tokens like
“Wait.” Collectively, these works highlight bud-
get forcing as a promising direction for compute
budget control.

The concept of incorporating additional tokens
has been explored in several prior studies. The
works reported in (Goyal et al., 2024) and (Wang
et al., 2023) introduce learnable tokens into rea-
soning traces to improve the model’s accuracy. In
(Goyal et al., 2024; Pfau et al., 2024), additional
tokens are inserted at random positions during train-
ing and appended to the prompt during inference,
allowing the model to artificially increase the num-
ber of activations at test time. Wang et al. (2023)
included a ‘planning token’ at the start of each rea-
soning step. Unlike our approach, these methods
rely on supervised fine-tuning to learn token repre-
sentations. In contrast, our method utilizes RL to
optimize the new token embedding.

Finally, various works on scaling test time com-
pute motivate our choice of token learning using
RL: (1) Recent empirical findings show that RL-
based fine-tuning leads to better generalization
(Chu et al., 2025); (2) theoretical analysis shows
that RL enjoys higher expected cumulative reward
(Setlur et al., 2025), and (3) learning to use addi-
tional tokens, which is related to our approach of
designing a <|continue-thinking|> token, has
been observed to be a hard learning problem when
using supervised learning (Pfau et al., 2024).

4 Experiments

4.1 Evaluation protocol

We evaluate our model on three widely adopted
mathematical reasoning datasets: GSM8K-
Platinum (Cobbe et al., 2021; Vendrow et al., 2025),
a revised version of the original GSM8K dataset
containing 1209 grade-school level math prob-
lems; MATH500 (Lightman et al., 2023; Muen-
nighoff et al., 2025), a 500-question subset of
the MATH (Hendrycks et al., 2021) dataset; and
AIME24 (Muennighoff et al., 2025) and AIME25
datasets, which contain 30 math problems from the
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Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

DS-R1-Qwen-1.5B

Cmax = 2
AIME25 23.18 ± 0.50 (86) 23.02 ± 0.49 (85) 23.23 ± 0.51 (86) 23.23 ± 0.50 (87) 22.14 ± 0.49 (85) 22.80 ± 0.47 (86)
GSM8K 66.03 ± 0.40 (84) 64.82 ± 0.25 (82) 64.09 ± 0.38 (80) 64.43 ± 0.48 (79) 69.99 ± 0.44 (88) 78.27 ± 0.58 (94)
MATH500 77.56 ± 0.32 (95) 77.97 ± 0.35 (95) 78.88 ± 0.32 (95) 78.83 ± 0.38 (95) 77.56 ± 0.28 (95) 81.37 ± 0.38 (97)
Cmax = 3
AIME25 23.18 ± 0.50 (85) 23.44 ± 0.56 (87) 23.49 ± 0.49 (86) 23.12 ± 0.46 (86) 22.14 ± 0.46 (86) 22.40 ± 0.44 (86)
GSM8K 66.03 ± 0.40 (83) 63.79 ± 0.57 (80) 64.27 ± 0.28 (79) 62.94 ± 0.50 (77) 69.35 ± 0.56 (87) 80.87 ± 0.42 (96)
MATH500 77.56 ± 0.32 (94) 78.16 ± 0.39 (95) 78.60 ± 0.40 (94) 78.75 ± 0.32 (94) 78.08 ± 0.28 (96) 81.75 ± 0.34 (96)

DS-R1-Qwen-7B

Cmax = 2
AIME24 44.74 ± 0.77 (71) 45.47 ± 0.78 (71) 45.94 ± 0.78 (72) 45.62 ± 0.79 (72) 45.42 ± 0.77 (71) 45.52 ± 0.80 (72)
AIME25 35.47 ± 0.62 (67) 35.68 ± 0.59 (68) 35.00 ± 0.62 (66) 35.62 ± 0.66 (67) 36.82 ± 0.67 (67) 34.90 ± 0.60 (68)
GSM8K 88.81 ± 0.30 (99) 88.82 ± 0.39 (99) 90.58 ± 0.29 (99) 90.85 ± 0.39 (99) 89.12 ± 0.14 (99) 94.64 ± 0.19 (99)
MATH500 88.94 ± 0.30 (97) 88.90 ± 0.24 (97) 91.08 ± 0.19 (97) 91.24 ± 0.20 (97) 88.74 ± 0.26 (97) 92.65 ± 0.18 (97)
Cmax = 3
AIME24 44.74 ± 0.77 (71) 45.52 ± 0.72 (72) 46.15 ± 0.72 (71) 46.30 ± 0.74 (73) 45.21 ± 0.80 (73) 45.94 ± 0.79 (72)
AIME25 35.47 ± 0.62 (67) 35.47 ± 0.57 (66) 35.52 ± 0.62 (67) 35.73 ± 0.64 (66) 36.41 ± 0.68 (67) 35.16 ± 0.58 (66)
GSM8K 88.81 ± 0.30 (99) 89.15 ± 0.25 (99) 90.45 ± 0.24 (98) 91.51 ± 0.35 (99) 88.74 ± 0.38 (99) 94.84 ± 0.18 (99)
MATH500 88.94 ± 0.30 (97) 89.42 ± 0.27 (97) 91.20 ± 0.16 (97) 91.78 ± 0.18 (97) 88.70 ± 0.26 (97) 92.62 ± 0.20 (97)

Table 2: Accuracy (pass@1) results for Bmax = 9216 and different numbers of forced thinking continuations Cmax.
Results are obtained via a regex-based evaluation only. The percentage of final answers enclosed in \boxed{} is
shown in parentheses. See Table 8 and Table 9 for the full results.
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Figure 2: Accuracy of different methods as a function of the average number of tokens generated by each method.
Results for all datasets are obtained using DeepSeek-R1-Distill-Qwen-1.5B and Bmax = 8192.

2024 and 2025 American Invitational Mathematics
Examination, a national-level mathematics compe-
tition in the United States. We implemented the
evaluation pipeline using a modified version of the
LM-Evaluation-Harness library (Gao et al., 2024).

To further assess the generalization of our ap-
proach beyond mathematical reasoning, we eval-
uated all models on a subset of 16 tasks from
BIG-Bench Hard (BBH) (Suzgun et al., 2022),
a benchmark comprising challenging problems
that probe symbolic, logical, and commonsense
reasoning abilities. To ensure reliable automatic
evaluation, we restricted BBH to questions with
multiple-choice answers. Importantly, all models
were trained exclusively on math questions, so per-
formance on BBH provides a measure of cross-
domain generalization.

Our method is compared against three fixed to-

kens that have previously demonstrated strong per-
formance (Muennighoff et al., 2025), a baseline
configuration that does not employ budget-forcing,
and an explicit guiding prompt: "Critique your pre-
vious step and try again".

Due to the relatively small size of some of the
datasets, we generate multiple responses per ques-
tion to compute standard error as a way to en-
hance the statistical reliability of the reported re-
sults. Specifically, we found that generating the fol-
lowing number of completions produces error bars
that allow us to distinguish between statistically
significant and insignificant results: 16 samples per
question for MATH500, 64 for AIME, 6 samples
for GSM8K, and 10 samples for BBH. We report
(pass@1) accuracy along with the standard error
for each setting. Accuracy is computed using a
regex-based evaluation script that extracts the final
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answer from the model’s output and checks for an
exact match with the ground truth. The evaluation
returns ‘True’ if the extracted answer is correct,
and ‘False’ otherwise—including cases where the
regex fails to match a valid answer. In case the
regex fails to match, we employ an external LLM
to assess if the generated answer was semantically
equivalent to the ground truth. This hybrid eval-
uation strategy was adopted based on our manual
inspection, which indicated that regex matching is
more reliable than LLM-based comparison when
the regex successfully parses the output; see sub-
section 4.2 for a detailed discussion. We utilized
Qwen/Qwen2.5-7B-Instruct (Yang et al., 2024a)
as our evaluator LLM. See Table 4 for the instruc-
tion prompt we used for the LLM evaluation.

During inference, we verify the generalization of
our method by also using inference configurations
not used during training. Concretely, we set the rea-
soning budgets Bmax = 8192, 9216 and the maxi-
mal number of forced continuations Cmax = 1, 2, 3.
We also provide an additional 1,024 tokens re-
served for generating the final answer. For infer-
ence, we used the same system prompt as the one
used for training; see Table 4 in the Appendix. Due
to the prolonged length of the generated answers,
evaluation took approximately 370 GPU hours, us-
ing 8 NVIDIA A40 GPUs.

4.2 LLM-Based Verification
It is common practice to use regex-based func-
tions to check the correctness of model outputs
when evaluating language models on mathematical
benchmarks. However, this approach can distort
the evaluation of model performance, as it conflates
output formatting with actual reasoning ability. In
our experiments, evaluating with only regex-based
functions suggested that the learned token led to
substantial performance gains. However, a more
detailed analysis using an evaluator LLM revealed
that much of this improvement was due to better
adherence to formatting rather than genuine reason-
ing improvements. As shown in Table 2, the results
obtained using only regex-based evaluation are sig-
nificantly higher than those reported in Table 1,
which use LLM-based evaluation. For example,
on GSM8K with Cmax = 2 and Bmax = 8192, the
improvement of our method over the baseline is
more than three times higher when using regex-
based evaluation compared to LLM-based evalu-
ation. Similarly, on the MATH500 dataset with
Cmax = 1 and Bmax = 9216, regex-based evalu-

ation indicates a statistically significant improve-
ment, whereas LLM-based evaluation shows that
this improvement is not actually present.

To further assess the trustworthiness of our eval-
uation procedure, we manually inspected answers
generated by DS-R1-Qwen-7B along with their cor-
responding LLM-based evaluation results for 80
randomly selected questions from the MATH500
dataset and found that the LLM evaluation aligned
with human assessment in all cases.

Nonetheless, we acknowledge that LLM-based
verification is itself imperfect. We adopt it as a
more reliable alternative to purely regex-based eval-
uation, improving the robustness and credibility of
our reported results.

4.3 Results
The evaluation results are depicted in Table 1. Our
findings indicate that when budget forcing does
not improve upon the baseline, the learned token
similarly offers no statistically significant advan-
tage. However, on datasets where budget forcing
yields improvements, our learned token demon-
strates a substantial performance increase, achiev-
ing up to a 320% relative gain over the best fixed
token and a 4% absolute improvement in accu-
racy. Notably, although our model was trained
with Cmax = 1, we observe that increasing Cmax
to 2 and 3 during inference often leads to further
improvements in accuracy. This suggests that the
learned <|continue-thinking|> token can gener-
alize to settings with multiple forced continuations,
even though the model was not explicitly trained
for them.

To gain deeper insights into the behavior of the
different methods, we analyzed the generated token
distributions. Figure 2 depicts the accuracy of each
method as a function of the average number of to-
kens generated per dataset. We observed that using
the learned token consistently resulted in longer
reasoning traces, suggesting that the performance
improvement can be attributed to this increased rea-
soning length. Furthermore, Figure 2 shows that
for the AIME datasets, all methods generated a
high average number of tokens. This can likely be
attributed to the significant difficulty of the AIME
problems for our model, which might also explain
why our method did not yield substantial improve-
ments on these datasets.

Indeed, Wu (2025) has also noted that budget
forcing provides inconsistent or minimal benefits
on AIME benchmarks. Since AIME consists of
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Figure 3: Comparison of generated sequence length distributions and their corresponding accuracies. Stacked
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baseline model without budget forcing. Data was obtained using DS-R1-Qwen-1.5B and Cmax=2, Bmax=8192.

only 30 challenging questions, each additional cor-
rect answer significantly increases the overall score
(approximately +3.3% per question). Therefore,
the moderate improvements provided by budget
forcing may be insufficient to consistently reach
the threshold required to solve the next level of
question difficulty, which might explain the lim-
ited effectiveness observed both here and in prior
studies.

A comparison of the generated answer length
distributions for the learned token, the baseline,
and the “Alternatively” token is shown in Fig-
ure 3. The accuracy improvements observed with
the learned token are consistent across different
generated lengths, not just on average. This sug-
gests that the enhanced performance is attributable
to a genuine improvement in the model’s reason-
ing capabilities, beyond merely generating longer
responses. In Table 3, we show the probabilities
that a correct answer under the baseline will be
incorrect with the learned token. We can see that,
for both GSM8K and MATH500, it is much more
likely that the learned token leads to improvement.
For the AIME dataset, we see that the learned token
and the baseline are comparable, which is expected,
since both methods have similar accuracy.

To better understand how the learned token

Figure 4: Word cloud of the first token gen-
erated immediately after injecting the learned
<|continue-thinking|> token, across all datasets
from DS-R1-Qwen-1.5B.

influences the model’s reasoning process, we
visualize in Figure 4 a word cloud showing
the first word generated immediately after the
<|continue-thinking|> token. The most com-
mon continuations often prompt the model to self-
verify or reconsider its previous steps, indicating
that the token effectively encourages reflective rea-
soning and backtracking.

The reasoning trace depicted in Figure 5, taken
from the GSM8K dataset, showcases how the
<|continue_thinking|> token influences the fi-
nal answer. The blue portion highlights the
model’s initial reasoning, which leads to an in-
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Probabilities AIME24 AIME25 GSM8K MATH500

Cmax = 2, Bmax = 8192
P(Learned ✗, Baseline ✓) 0.01 0.01 0.03 0.02
P(Learned ✓, Baseline ✗) 0.02 0.02 0.07 0.04
Cmax = 3, Bmax = 8192
P(Learned ✗, Baseline ✓) 0.09 0.06 0.02 0.01
P(Learned ✓, Baseline ✗) 0.09 0.06 0.07 0.04
Cmax = 2, Bmax = 9216
P(Learned ✗, Baseline ✓) 0.08 0.06 0.02 0.02
P(Learned ✓, Baseline ✗) 0.08 0.06 0.07 0.04
Cmax = 3, Bmax = 9216
P(Learned ✗, Baseline ✓) 0.09 0.06 0.02 0.02
P(Learned ✓, Baseline ✗) 0.09 0.06 0.07 0.04

Table 3: Probability of observing a correct answer from the learned token and an incorrect answer from the baseline
and vice versa when using DeepSeek-R1-Distill-Qwen-1.5B. See Table 10 in the Appendix for the full results.

Question: Lloyd has an egg farm. His chickens pro-
duce 252 eggs per day and he sells them for $2 per
dozen. How much does Lloyd make on eggs per
week?
<think> First, I need to calculate the daily
revenue from egg sales. [...] Finally, to
determine the weekly revenue, I’ll multiply
the daily revenue by the number of days in
a week, which is 7. So, $1,134 multiplied
by 7 equals $7,938.

<|continue_thinking|> no, let me try that
again. [...] Therefore, the correct answer
is $294 per week.

</think> Lloyd sells his eggs at $2 per
dozen. To determine his weekly revenue:

1. Calculate weekly egg production: - 252
eggs/day * 7 days = 1,764 eggs/week

[...]

Answer: Lloyd makes \boxed{294} dollars per
week from his egg sales.

Figure 5: GSM8K reasoning trace from
DS-R1-Qwen-1.5B demonstrating the positive
impact of <|continue_thinking|> token. Blue
indicates the original reasoning, yielding an incorrect
answer of 7,938. Green shows the continuation after the
special token was added, leading to the correct answer
of 294.

correct result. However, the introduction of
the <|continue_thinking|> token prompts a re-
examination of the solution, guiding the model to
the correct conclusion. See Appendix D for the full
reasoning traces and additional examples.

5 Conclusions

In this work, we have demonstrated that learn-
ing a dedicated <|continue-thinking|> token
yields significant effectiveness, specifically in sce-

narios where the baseline budget forcing method
already provides performance improvements. We
introduced a training methodology for this token
that exhibits promising generalization capabilities
across different inference settings. Our analysis
indicates that the observed performance gains are
not primarily due to better adherence to output for-
matting, but rather stem from the elicited longer
reasoning traces and a genuine enhancement in
the model’s underlying reasoning capabilities. Fur-
thermore, this improvement remains relevant on
average and conditionally across varying reasoning
lengths, suggesting its utility even when generating
shorter completions. While our method of learn-
ing a specialized <|continue-thinking|> token
is relatively simple, practitioners can readily as-
certain its potential benefit for their specific sce-
nario by first employing the vanilla budget-forcing
technique with a fixed token, such as “Wait”;
an observed performance increase with this base-
line strongly suggests that training a dedicated
<|continue-thinking|> token would be worth-
while. Finally, we emphasize the critical impor-
tance of rigorous evaluation for drawing meaning-
ful conclusions and propose a refined evaluation
scheme designed to mitigate some of the inherent
limitations associated with relying solely on regex-
based assessments.

Future Directions One promising future direc-
tion involves exploring the efficacy of learning dis-
tinct <|continue-thinking|> tokens tailored to
different positions within the generated sequence or
investigating the benefits of learning these tokens
jointly. For example, one can add a special token
that will be used for the first forced continuation
and a second new token that will be used for the
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second forced continuation. More broadly, an excit-
ing avenue is to train specialized tokens to enable
additional forms of controllable reasoning, such as
controlling answer length or enabling early termi-
nation. Given our focus on the sequential approach
to test-time scaling, another compelling future di-
rection would be to explore the integration of our
learned token methodology with parallel test-time
scaling paradigms. Finally, extending the scope of
this research to diverse domains, potentially even
those lacking explicit verifiable rewards, such as in
the context of LLM alignment, presents an intrigu-
ing area for future exploration. We believe the code
provided with this paper will enable researchers to
pursue these research directions efficiently.

6 Limitations

While our proposed method demonstrates promis-
ing results, it is subject to several limitations. First,
as our analysis indicates, the effectiveness of the
learned token appears to be contingent on the base-
line performance of the budget forcing technique
itself. If standard budget forcing does not yield im-
provements, our learned <|continue-thinking|>
token is unlikely to provide a significant advan-
tage. Second, the process of learning the token
embedding necessitates a training phase, which is
inherently more computationally demanding and
requires access to the model’s weights compared
to simply employing fixed tokens. Finally, our
method requires the addition of a new token to
the model’s vocabulary. This modification might
not be feasible or permitted when utilizing LLMs
through certain API interfaces, which often provide
restricted access to the model’s architecture, thus
preventing vocabulary modifications.
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A Training and Evaluation Parameters

Table 4 summarizes the full list of parameters we
used for training and evaluation.

GRPO Parameters

G 16
ε 0.2
β 0
µ 4

Training
Parameters

Optimizer AdamW
Learning rate 1e− 4 with cosine scheduler
Temperature 0.9
Training and
Inference Prompt You are a helpful AI Assistant. First,

think through the reasoning inside
<think>...</think>. Then, always
present the final answer in \boxed{}

Evaluation
Parameters

Temperature 0.9
LLM evaluator
prompt Given a math question, a correct an-

swer, and a student’s final answer (which
may include explanations), determine
if the correct answer appears in some
form within the student’s answer (ignor-
ing trivial differences like formatting or
wording). Output True if the student’s
answer is correct, otherwise output False.
Output nothing else.

START-OF-QUESTION

question: %(question)s

END-OF-QUESTION

correct answer: %(correct_answer)s

student’s solution:

START-OF-STUDENT-SOLUTION

%(student_solution)s

END-OF-STUDENT-SOLUTION

Output True if the student’s solution
equivalent the correct answer and False
otherwise.

Table 4: Full list of training and evaluation parameters

B Artifacts Used

The following datasets, software libraries and mod-
els were used during this research, all artifacts were
used in accordance with their respective licenses.

• Datasets: DeepScaleR-Preview Dataset,

licensed under the MIT license.1

GSM8K-Platinum, licensed under CC
BY-SA 4.0.2 AIME24, licensed under
Apache-2.0,3 and AIME25.4

• Models: DeepSeek-R1-Distill-Qwen-1.5B,
DeepSeek-R1-Distill-Qwen-7B and
DeepSeek-R1-Distill-Llama-8B li-
censed under the MIT license.567

Qwen2.5-7B-Instruct, licensed under
the Apache-2.0 license.8

• Software Packages: LM-evaluation-harness
licensed under the MIT license.9 vLLM li-
censed under the Apache-2.0.10 Open r1, li-
censed under the Apache 2.0 license,11 and
trl, licensed under Apache 2.0.12

C Full Experimental Results

We provide the complete set of results for all our
experiments. Table 5, Table 6, and Table 7 show
the complete set of results when using an LLM
evaluator in all configurations (Cmax = 1, 2, 3,
Bmax = 8192, 9216). Table 8 and Table 9 show
the complete set of results for regex-only evalua-
tion. Table 10 reports, for each configuration, the
probability that the learned token yields a correct
answer when the baseline does not, and the proba-
bility that the baseline yields a correct answer when
the learned token does not.

D Generated Answers Examples

We include examples of reasoning traces of cases
when using the learned token resulted in a correct
answer while the baseline did not, and vice versa.
In all figures, blue text indicates the original rea-
soning trace that is common for both the learned
model and the baseline model and green text indi-
cates the reasoning trace that was generated after

1https://hf.co/datasets/agentica-org/DeepScaleR-Preview-
Dataset

2https://hf.co/datasets/madrylab/gsm8k-platinum
3https://hf.co/datasets/simplescaling/aime24_nofigures
4https://hf.co/datasets/math-ai/aime25
5https://hf.co/deepseek-ai/DeepSeek-R1-Distill-Qwen-

1.5B
6https://hf.co/deepseek-ai/DeepSeek-R1-Distill-Qwen-

7B
7https://hf.co/deepseek-ai/DeepSeek-R1-Distill-Llama-

8B
8https://hf.co/Qwen/Qwen2.5-7B-Instruct
9https://github.com/EleutherAI/lm-evaluation-harness

10https://github.com/vllm-project/vllm
11https://github.com/huggingface/open-r1
12https://github.com/huggingface/trl
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Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

Cmax =1, Bmax =8192
AIME24 23.44 ± 0.73 23.07 ± 0.72 23.07 ± 0.70 23.18 ± 0.69 23.33 ± 0.51 23.07 ± 0.71
AIME25 21.82 ± 0.67 21.98 ± 0.56 22.08 ± 0.53 22.6 ± 0.51 22.76 ± 0.65 21.77 ± 0.55
GSM8K 78.41 ± 0.25 78.43 ± 0.30 79.09 ± 0.42 79.09 ± 0.54 76.76 ± 0.24 81.39± 0.40
MATH500 79.43 ± 0.26 80.26 ± 0.36 80.40 ± 0.29 81.09 ± 0.32 80.35 ± 0.36 82.00 ± 0.29
Cmax =2, Bmax =8192
AIME24 23.44 ± 0.73 23.54 ± 0.82 23.85 ± 0.76 24.06 ± 0.76 23.28 ± 0.62 24.53 ± 0.75
AIME25 21.88 ± 0.67 21.72 ± 0.66 21.61 ± 0.67 21.98 ± 0.68 22.24 ± 0.63 22.34 ± 0.71
GSM8K 78.41 ± 0.25 78.58 ± 0.34 79.09 ± 0.28 79.71 ± 0.31 76.80 ± 0.46 82.63 ± 0.20
MATH500 79.43 ± 0.26 80.00 ± 0.19 80.28 ± 0.29 80.36 ± 0.27 79.62 ± 0.31 81.67 ± 0.21
Cmax =3, Bmax =8192
AIME24 23.44 ± 0.73 23.02 ± 0.58 23.12 ± 0.62 23.49 ± 0.54 23.49 ± 0.75 23.33 ± 0.73
AIME25 21.82 ± 0.67 22.08 ± 0.65 21.67 ± 0.68 22.03 ± 0.61 22.86 ± 0.60 22.03 ± 0.60
GSM8K 78.41 ± 0.25 79.00 ± 0.13 79.65 ± 0.26 80.16 ± 0.32 76.58 ± 0.16 83.17 ± 0.32
MATH500 79.42 ± 0.26 79.60 ± 0.32 80.71 ± 0.30 80.86 ± 0.18 80.24 ± 0.29 82.29 ± 0.24
Cmax =1, Bmax =9216
AIME24 23.85 ± 0.66 23.28 ± 0.63 24.17 ± 0.63 23.91 ± 0.62 23.59 ± 0.66 24.01 ± 0.61
AIME25 23.33 ± 0.52 23.33 ± 0.55 23.80 ± 0.60 23.70 ± 0.56 22.24 ± 0.55 23.28 ± 0.53
GSM8K 78.08 ± 0.36 78.83 ± 0.35 78.91 ± 0.33 79.11 ± 0.42 76.28 ± 0.43 81.67 ± 0.47
MATH500 79.88 ± 0.33 80.09 ± 0.33 80.69 ± 0.32 80.82 ± 0.30 80.29 ± 0.24 81.46 ± 0.39
BBH 45.71 ± 0.60 46.24 ± 0.60 46.53 ± 0.64 47.79 ± 0.70 45.91 ± 0.77 47.07 ± 0.66
Cmax =2, Bmax =9216
AIME24 23.85 ± 0.66 23.59 ± 0.68 24.37 ± 0.68 24.06 ± 0.75 22.86 ± 0.75 24.06 ± 0.69
AIME25 23.33 ± 0.52 23.39 ± 0.51 23.75 ± 0.53 23.54 ± 0.51 22.55 ± 0.52 23.07 ± 0.49
GSM8K 78.08 ± 0.36 78.96 ± 0.21 79.67 ± 0.35 79.86 ± 0.39 76.92 ± 0.45 82.53 ± 0.48
MATH500 79.88 ± 0.33 80.14 ± 0.38 81.19 ± 0.31 81.21 ± 0.28 79.14 ± 0.29 82.30 ± 0.34
BBH 45.71 ± 0.60 46.58 ± 0.50 46.78 ± 0.76 47.36 ± 0.62 45.97 ± 0.62 47.39 ± 0.57
Cmax =3, Bmax =9216
AIME24 23.85 ± 0.66 23.49 ± 0.69 24.48 ± 0.63 23.91 ± 0.70 23.12 ± 0.71 24.06 ± 0.68
AIME25 23.33 ± 0.52 23.80 ± 0.56 23.85 ± 0.53 23.49 ± 0.49 22.45 ± 0.49 22.40 ± 0.44
GSM8K 78.08 ± 0.36 78.83 ± 0.34 79.47 ± 0.34 80.14 ± 0.24 76.10 ± 0.59 83.68 ± 0.38
MATH500 79.88 ± 0.33 80.33 ± 0.35 80.84 ± 0.39 81.22 ± 0.30 79.49 ± 0.32 82.51 ± 0.34
BBH 45.71 ± 0.60 46.75 ± 0.43 47.06 ± 0.60 47.58 ± 0.52 46.00 ± 0.72 47.70 ± 0.62

Table 5: Accuracy (pass@1) results for DeepSeek-R1-Distill-Qwen-1.5B with different token budget limits Bmax
and different numbers of forced thinking continuations Cmax. Results are obtained via regex-based evaluation and
an LLM evaluator if the model fails to generate an answer in the correct format.

a forced continuation. Figure 6 and Figure 7 show
full reasoning traces for the learned model and the
baseline model respectively on a question in which
the baseline model was incorrect and adding the
learned token allowed the model to continue rea-
soning through the problem and reach the correct
answer. Figure 8 and Figure 9 show full reasoning
traces for the learned model and the baseline model,
respectively, on a question in which both models
were correct. Note that in this case, the learned
token only adds a negligible number of tokens to
the answer.
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Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

Cmax =1, Bmax =8192
AIME24 44.90 ± 0.75 45.16 ± 0.79 45.10 ± 0.75 45.57 ± 0.77 46.00 ± 0.82 46.20 ± 0.82
AIME25 35.83 ± 0.57 35.78 ± 0.60 35.36 ± 0.58 35.78 ± 0.66 35.83 ± 0.57 35.89 ± 0.59
GSM8K 88.60 ± 0.35 88.50 ± 0.31 90.56 ± 0.20 89.74 ± 0.12 89.23 ± 0.28 94.60 ± 0.22
MATH500 89.39 ± 0.26 89.09 ± 0.29 90.55 ± 0.25 90.34 ± 0.18 89.20 ± 0.27 92.64 ± 0.24
Cmax =2, Bmax =8192
AIME24 44.90 ± 0.75 45.00 ± 0.76 45.68 ± 0.79 45.78 ± 0.82 46.20 ± 0.84 45.63 ± 0.84
AIME25 35.83 ± 0.57 36.04 ± 0.64 35.99 ± 0.67 35.68 ± 0.67 35.00 ± 0.54 35.94 ± 0.60
GSM8K 88.60 ± 0.35 89.16 ± 0.17 91.33 ± 0.21 90.89 ± 0.15 88.68 ± 0.23 95.00 ± 0.16
MATH500 89.39 ± 0.26 89.18 ± 0.26 91.16 ± 0.20 91.19 ± 0.21 89.14 ± 0.28 92.67 ± 0.24
Cmax =3, Bmax =8192
AIME24 44.90 ± 0.75 45.26 ± 0.82 45.36 ± 0.86 46.46 ± 0.79 45.78 ± 0.78 45.63 ± 0.80
AIME25 35.83 ± 0.57 35.83 ± 0.54 36.04 ± 0.63 36.35 ± 0.57 35.73 ± 0.63 35.99 ± 0.56
GSM8K 88.60 ± 0.35 89.15 ± 0.22 91.85 ± 0.24 91.43 ± 0.32 88.72 ± 0.25 95.18 ± 0.17
MATH500 89.39 ± 0.26 89.26 ± 0.26 91.78 ± 0.28 91.75 ± 0.18 88.85 ± 0.26 92.64 ± 0.22
Cmax =1, Bmax =9216
AIME24 46.09 ± 0.80 46.77 ± 0.77 46.61 ± 0.77 47.08 ± 0.77 46.61 ± 0.77 46.25 ± 0.80
AIME25 36.41 ± 0.66 35.78 ± 0.58 36.15 ± 0.55 36.35 ± 0.64 34.74 ± 0.62 36.46 ± 0.63
GSM8K 88.81 ± 0.30 88.59 ± 0.20 90.58 ± 0.25 90.28 ± 0.25 89.07 ± 0.10 94.40 ± 0.29
MATH500 89.41 ± 0.30 89.28 ± 0.19 91.00 ± 0.20 90.61 ± 0.25 89.44 ± 0.23 92.90 ± 0.20
BBH 71.05 ± 0.75 71.70 ± 0.74 72.36 ± 0.65 72.55 ± 0.64 71.22 ± 0.72 73.91 ± 0.78
Cmax =2, Bmax =9216
AIME24 46.09 ± 0.80 46.41 ± 0.73 46.72 ± 0.75 46.88 ± 0.73 46.56 ± 0.75 46.46 ± 0.81
AIME25 36.41 ± 0.66 36.61 ± 0.60 36.46 ± 0.64 36.30 ± 0.65 37.34 ± 0.66 35.73 ± 0.62
GSM8K 88.81 ± 0.30 88.92 ± 0.39 91.08 ± 0.26 91.05 ± 0.38 89.18 ± 0.16 94.69 ± 0.21
MATH500 89.41 ± 0.30 89.47 ± 0.24 91.53 ± 0.19 91.70 ± 0.22 89.16 ± 0.25 93.04 ± 0.17
BBH 71.05 ± 0.75 72.33 ± 0.43 72.58 ± 0.68 73.36 ± 0.50 71.21 ± 0.67 74.53 ± 0.62
Cmax =3, Bmax =9216
AIME24 46.09 ± 0.80 46.46 ± 0.73 47.24 ± 0.71 47.19 ± 0.77 46.41 ± 0.75 46.82 ± 0.76
AIME25 36.41 ± 0.66 36.51 ± 0.57 36.51 ± 0.61 36.77 ± 0.63 37.29 ± 0.71 36.09 ± 0.58
GSM8K 88.81 ± 0.30 89.27 ± 0.27 91.23 ± 0.26 91.74 ± 0.34 88.89 ± 0.39 94.91 ± 0.18
MATH500 89.39 ± 0.31 89.84 ± 0.27 91.74 ± 0.19 92.17 ± 0.17 89.06 ± 0.27 92.89 ± 0.20
BBH 71.05 ± 0.75 72.53 ± 0.72 72.91 ± 0.63 73.85 ± 0.51 71.01 ± 0.76 74.75 ± 0.60

Table 6: Accuracy (pass@1) results for DeepSeek-R1-Distill-Qwen-7B with different token budget limits Bmax
and different numbers of forced thinking continuations Cmax. Results are obtained via regex-based evaluation and
an LLM evaluator if the model fails to generate an answer in the correct format.

Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

Cmax =1
AIME24 35.68 ± 0.78 36.15 ± 0.78 38.12 ± 0.75 37.34 ± 0.75 36.56 ± 0.70 41.61 ± 0.82
AIME25 29.32 ± 0.61 29.74 ± 0.58 29.27 ± 0.60 29.84 ± 0.61 29.69 ± 0.64 30.05 ± 0.66
GSM8K 78.43 ± 0.40 78.22 ± 0.41 83.15 ± 0.40 81.28 ± 0.34 78.04 ± 0.56 93.47 ± 0.12
MATH500 79.56 ± 0.31 80.64 ± 0.43 84.34 ± 0.28 83.41 ± 0.34 80.19 ± 0.35 89.71 ± 0.25
BBH 79.73 ± 0.37 80.58 ± 0.36 80.92 ± 0.44 80.98 ± 0.37 79.92 ± 0.40 83.25 ± 0.24

Cmax =2
AIME24 35.68 ± 0.78 36.67 ± 0.78 37.71 ± 0.77 37.76 ± 0.86 36.15 ± 0.74 41.87 ± 0.87
AIME25 29.32 ± 0.61 29.43 ± 0.56 29.06 ± 0.57 30.31 ± 0.60 29.48 ± 0.57 30.57 ± 0.61
GSM8K 78.43 ± 0.40 79.56 ± 0.41 84.12 ± 0.28 83.82 ± 0.28 77.93 ± 0.46 93.73 ± 0.07
MATH500 79.56 ± 0.31 81.09 ± 0.36 85.40 ± 0.24 85.11 ± 0.37 80.34 ± 0.26 89.91 ± 0.24
BBH 79.73 ± 0.37 81.01 ± 0.28 81.43 ± 0.47 81.71 ± 0.34 80.31 ± 0.29 83.61 ± 0.32

Cmax =3
AIME24 35.68 ± 0.78 36.93 ± 0.75 38.23 ± 0.73 38.39 ± 0.79 35.73 ± 0.71 41.30 ± 0.91
AIME25 29.32 ± 0.61 29.64 ± 0.57 30.10 ± 0.61 30.26 ± 0.64 29.90 ± 0.58 30.26 ± 0.65
GSM8K 78.43 ± 0.40 79.82 ± 0.41 85.22 ± 0.22 84.90 ± 0.43 77.79 ± 0.65 93.78 ± 0.10
MATH500 79.56 ± 0.31 81.86 ± 0.39 86.21 ± 0.32 86.01 ± 0.32 80.27 ± 0.40 90.04 ± 0.25
BBH 79.73 ± 0.37 81.32 ± 0.30 81.79 ± 0.46 81.97 ± 0.32 80.26 ± 0.42 83.69 ± 0.37

Table 7: Accuracy (pass@1) results for DeepSeek-R1-Distill-Llama-8B with Bmax=9216. Results are obtained
via regex-based evaluation and an LLM evaluator if the model fails to generate an answer in the correct format.
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Dataset Baseline Alternatively Hmm Wait Critique Learned
(w/o BF)

Cmax = 1
Bmax = 8192
AIME24 22.86 ± 0.75 (81) 22.71 ± 0.74 (81) 22.34 ± 0.68 (81) 22.60 ± 0.71 (82) 22.50 ± 0.53 (80) 22.66 ± 0.69 (82)
AIME25 21.56 ± 0.63 (85) 21.67 ± 0.55 (84) 21.72 ± 0.51 (84) 22.19 ± 0.52 (82) 21.98 ± 0.66 (83) 21.61 ± 0.55 (84)
GSM8K 66.43 ± 0.50 (84) 64.57 ± 0.33 (81) 65.01 ± 0.56 (81) 64.27 ± 0.37 (80) 68.57 ± 0.40 (86) 75.71 ± 0.31 (92)
MATH500 77.19 ± 0.30 (94) 77.89 ± 0.34 (94) 77.94 ± 0.23 (94) 78.59 ± 0.29 (94) 78.35 ± 0.34 (94) 80.84 ± 0.27 (96)
Cmax = 2
Bmax = 8192
AIME24 22.86 ± 0.75 (81) 23.02 ± 0.83 (80) 23.23 ± 0.78 (80) 23.28 ± 0.75 (82) 22.71 ± 0.61 (79) 24.22 ± 0.76 (81)
AIME25 21.56 ± 0.63 (85) 21.41 ± 0.65 (84) 21.15 ± 0.67 (84) 21.25 ± 0.64 (84) 21.82 ± 0.64 (84) 21.82 ± 0.68 (83)
GSM8K 66.43 ± 0.50 (84) 64.52 ± 0.16 (81) 64.56 ± 0.16 (80) 63.55 ± 0.36 (79) 70.03 ± 0.59 (87) 78.37 ± 0.40 (94)
MATH500 77.19 ± 0.30 (94) 77.64 ± 0.22 (94) 77.99 ± 0.30 (94) 78.05 ± 0.26 (94) 77.85 ± 0.31 (95) 80.74 ± 0.18 (96)
Cmax = 3
Bmax = 8192
AIME24 22.86 ± 0.75 (80) 22.55 ± 0.51 (79) 22.45 ± 0.57 (79) 22.92 ± 0.52 (81) 22.92 ± 0.74 (81) 22.92 ± 0.74 (81)
AIME25 21.56 ± 0.63 (85) 21.82 ± 0.67 (83) 21.41 ± 0.67 (85) 21.72 ± 0.61 (83) 22.50 ± 0.57 (83) 21.56 ± 0.58 (84)
GSM8K 66.43 ± 0.50 (83) 64.21 ± 0.46 (80) 64.42 ± 0.29 (79) 62.99 ± 0.43 (77) 70.25 ± 0.07 (88) 80.11 ± 0.30 (95)
MATH500 77.19 ± 0.30 (94) 77.45 ± 0.31 (94) 78.54 ± 0.30 (94) 78.26 ± 0.20 (93) 78.31 ± 0.23 (95) 81.60 ± 0.22 (96)
Cmax = 1
Bmax = 9216
AIME24 23.18 ± 0.64 (82) 22.86 ± 0.62 (82) 23.54 ± 0.65 (81) 23.39 ± 0.60 (82) 23.18 ± 0.64 (81) 23.70 ± 0.62 (82)
AIME25 23.18 ± 0.50 (86) 23.13 ± 0.54 (87) 23.59 ± 0.58 (87) 23.33 ± 0.58 (86) 22.03 ± 0.54 (86) 23.18 ± 0.53 (86)
GSM8K 66.03 ± 0.40 (84) 65.76 ± 0.42 (82) 64.82 ± 0.52 (81) 64.24 ± 0.60 (80) 68.25 ± 0.51 (86) 75.12 ± 0.33 (91)
MATH500 77.56 ± 0.32 (95) 77.78 ± 0.25 (95) 78.29 ± 0.34 (94) 78.15 ± 0.32 (94) 78.46 ± 0.23 (95) 80.50 ± 0.35 (96)
Cmax = 2
Bmax = 9216
AIME24 23.18 ± 0.64 (82) 23.12 ± 0.67 (82) 23.91 ± 0.67 (83) 23.75 ± 0.74 (83) 22.40 ± 0.71 (82) 23.59 ± 0.67 (83)
AIME25 23.18 ± 0.50 (86) 23.02 ± 0.49 (85) 23.23 ± 0.51 (86) 23.23 ± 0.50 (87) 22.14 ± 0.49 (85) 22.80 ± 0.47 (86)
GSM8K 66.03 ± 0.40 (84) 64.82 ± 0.25 (82) 64.09 ± 0.38 (80) 64.43 ± 0.48 (79) 69.99 ± 0.44 (88) 78.27 ± 0.58 (94)
MATH500 77.56 ± 0.32 (95) 77.97 ± 0.35 (95) 78.88 ± 0.32 (95) 78.83 ± 0.38 (95) 77.56 ± 0.28 (95) 81.37 ± 0.38 (97)
Cmax = 3
Bmax = 9216
AIME24 23.18 ± 0.64 (82) 23.39 ± 0.70 (81) 24.06 ± 0.67 (82) 23.28 ± 0.72 (82) 22.60 ± 0.68 (82) 23.39 ± 0.66 (83)
AIME25 23.18 ± 0.50 (85) 23.44 ± 0.56 (87) 23.49 ± 0.49 (86) 23.12 ± 0.46 (86) 22.14 ± 0.46 (86) 22.40 ± 0.44 (86)
GSM8K 66.03 ± 0.40 (83) 63.79 ± 0.57 (80) 64.27 ± 0.28 (79) 62.94 ± 0.50 (77) 69.35 ± 0.56 (87) 80.87 ± 0.42 (96)
MATH500 77.56 ± 0.32 (94) 78.16 ± 0.39 (95) 78.60 ± 0.40 (94) 78.75 ± 0.32 (94) 78.08 ± 0.28 (96) 81.75 ± 0.34 (96)

Table 8: Accuracy (pass@1) results for DeepSeek-R1-Distill-Qwen-1.5B with different token budget limits Bmax
and different numbers of forced thinking continuations Cmax. Results are obtained via a regex-based evaluation only.
The percentage of final answers enclosed in \boxed{} is shown in parentheses.
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Dataset Baseline (w/o BF) Alternatively Hmm Wait Critique Learned

Cmax = 1
Bmax = 8192
AIME24 43.85 ± 0.77 (73) 43.65 ± 0.77 (71) 43.91 ± 0.77 (71) 44.38 ± 0.80 (71) 44.64 ± 0.82 (72) 44.79 ± 0.79 (72)
AIME25 34.74 ± 0.58 (65) 34.74 ± 0.60 (68) 34.69 ± 0.57 (67) 34.58 ± 0.57 (66) 34.74 ± 0.62 (65) 34.95 ± 0.56 (66)
GSM8K 88.56 ± 0.34 (99) 88.46 ± 0.30 (99) 90.45 ± 0.19 (99) 89.63 ± 0.13 (99) 89.19 ± 0.27 (99) 94.43 ± 0.26 (99)
MATH500 88.72 ± 0.24 (97) 88.55 ± 0.31 (97) 90.06 ± 0.24 (97) 89.91 ± 0.21 (97) 88.54 ± 0.27 (97) 92.20 ± 0.24 (97)
Cmax = 2
Bmax = 8192
AIME24 43.85 ± 0.77 (73) 44.32 ± 0.76 (73) 44.53 ± 0.80 (73) 44.53 ± 0.80 (72) 44.84 ± 0.80 (71) 44.48 ± 0.82 (71)
AIME25 34.74 ± 0.58 (65) 34.90 ± 0.58 (67) 34.90 ± 0.61 (65) 34.74 ± 0.63 (66) 34.17 ± 0.59 (65) 34.69 ± 0.59 (66)
GSM8K 88.56 ± 0.34 (99) 89.07 ± 0.19 (99) 91.03 ± 0.22 (99) 90.65 ± 0.17 (99) 88.61 ± 0.24 (99) 94.91 ± 0.16 (99)
MATH500 88.72 ± 0.24 (97) 88.60 ± 0.27 (97) 90.80 ± 0.20 (97) 90.71 ± 0.21 (97) 88.65 ± 0.29 (97) 92.28 ± 0.20 (97)
Cmax = 3
Bmax = 8192
AIME24 43.85 ± 0.77 (73) 44.32 ± 0.84 (71) 44.06 ± 0.81 (72) 45.00 ± 0.79 (71) 44.17 ± 0.78 (71) 44.58 ± 0.78 (72)
AIME25 34.74 ± 0.58 (65) 34.79 ± 0.57 (66) 34.53 ± 0.64 (65) 34.64 ± 0.59 (66) 34.48 ± 0.66 (66) 34.69 ± 0.57 (65)
GSM8K 88.56 ± 0.34 (99) 89.00 ± 0.24 (99) 91.11 ± 0.29 (99) 90.96 ± 0.28 (99) 88.61 ± 0.24 (99) 95.11 ± 0.17 (99)
MATH500 88.72 ± 0.24 (97) 88.64 ± 0.27 (97) 91.13 ± 0.27 (97) 91.36 ± 0.18 (97) 88.29 ± 0.30 (97) 92.24 ± 0.20 (97)
Cmax = 1
Bmax = 9216
AIME24 44.74 ± 0.77 (71) 45.42 ± 0.79 (71) 45.42 ± 0.78 (72) 45.99 ± 0.72 (72) 45.26 ± 0.77 (72) 45.16 ± 0.79 (71)
AIME25 35.47 ± 0.62 (67) 35.16 ± 0.61 (67) 35.47 ± 0.55 (66) 35.47 ± 0.61 (66) 36.61 ± 0.68 (68) 35.31 ± 0.56 (68)
GSM8K 88.81 ± 0.30 (99) 88.54 ± 0.19 (99) 90.52 ± 0.24 (99) 90.20 ± 0.24 (99) 89.00 ± 0.10 (99) 94.33 ± 0.29 (99)
MATH500 88.94 ± 0.30 (97) 88.75 ± 0.20 (97) 90.68 ± 0.21 (97) 90.18 ± 0.23 (97) 88.86 ± 0.20 (97) 92.58 ± 0.20 (97)
± 0.20 (97)
Cmax = 2
Bmax = 9216
AIME24 44.74 ± 0.77 (71) 45.47 ± 0.78 (71) 45.94 ± 0.78 (72) 45.62 ± 0.79 (72) 45.42 ± 0.77 (71) 45.52 ± 0.80 (72)
AIME25 35.47 ± 0.62 (67) 35.68 ± 0.59 (68) 35.00 ± 0.62 (66) 35.62 ± 0.66 (67) 36.82 ± 0.67 (67) 34.90 ± 0.60 (68)
GSM8K 88.81 ± 0.30 (99) 88.82 ± 0.39 (99) 90.58 ± 0.29 (99) 90.85 ± 0.39 (99) 89.12 ± 0.14 (99) 94.64 ± 0.19 (99)
MATH500 88.94 ± 0.30 (97) 88.90 ± 0.24 (97) 91.08 ± 0.19 (97) 91.24 ± 0.20 (97) 88.74 ± 0.26 (97) 92.65 ± 0.18 (97)
Cmax = 3
Bmax = 9216
AIME24 44.74 ± 0.77 (71) 45.52 ± 0.72 (72) 46.15 ± 0.72 (71) 46.30 ± 0.74 (73) 45.21 ± 0.80 (73) 45.94 ± 0.79 (72)
AIME25 35.47 ± 0.62 (67) 35.47 ± 0.57 (66) 35.52 ± 0.62 (67) 35.73 ± 0.64 (66) 36.41 ± 0.68 (67) 35.16 ± 0.58 (66)
GSM8K 88.81 ± 0.30 (99) 89.15 ± 0.25 (99) 90.45 ± 0.24 (98) 91.51 ± 0.35 (99) 88.74 ± 0.38 (99) 94.84 ± 0.18 (99)
MATH500 88.94 ± 0.30 (97) 89.42 ± 0.27 (97) 91.20 ± 0.16 (97) 91.78 ± 0.18 (97) 88.70 ± 0.26 (97) 92.62 ± 0.20 (97)

Table 9: Accuracy (pass@1) results for DeepSeek-R1-Distill-Qwen-7B with different token budget limits Bmax
and different numbers of forced thinking continuations Cmax. Results are obtained via a regex-based evaluation only.
The percentage of final answers enclosed in \boxed{} is shown in parentheses.

Probabilities AIME24 AIME25 GSM8K MATH500

Cmax = 1, Bmax = 8192
P(Learned ✗, Baseline ✓) 0.09 0.06 0.03 0.06
P(Learned ✓, Baseline ✗) 0.08 0.06 0.06 0.09
Cmax = 2, Bmax = 8192
P(Learned ✗, Baseline ✓) 0.01 0.01 0.03 0.02
P(Learned ✓, Baseline ✗) 0.02 0.02 0.07 0.04
Cmax = 3, Bmax = 8192
P(Learned ✗, Baseline ✓) 0.09 0.06 0.02 0.01
P(Learned ✓, Baseline ✗) 0.09 0.06 0.07 0.04
Cmax = 1, Bmax = 9216
P(Learned ✗, Baseline ✓) 0.02 0.01 0.03 0.02
P(Learned ✓, Baseline ✗) 0.02 0.01 0.06 0.03
Cmax = 2, Bmax = 9216
P(Learned ✗, Baseline ✓) 0.08 0.06 0.02 0.02
P(Learned ✓, Baseline ✗) 0.08 0.06 0.07 0.04
Cmax = 3, Bmax = 9216
P(Learned ✗, Baseline ✓) 0.09 0.06 0.02 0.02
P(Learned ✓, Baseline ✗) 0.09 0.06 0.07 0.04

Table 10: Probability of observing a correct answer from the learned token and an incorrect answer from the baseline
and vice versa when using DeepSeek-R1-Distill-Qwen-1.5B.
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Learned token

Question: Lloyd has an egg farm. His chickens produce 252 eggs per day and he sells them for $2 per dozen. How
much does Lloyd make on eggs per week?
<think> First, I need to calculate the daily revenue from egg sales. Each chicken produces 252 eggs daily, so for 27
chickens, the total daily egg production is 252 multiplied by 27, which equals 6,804 eggs. Next, I’ll convert the number
of eggs into dozens since the selling price is given per dozen. There are 12 eggs in a dozen, so the total dozens of eggs
sold daily are 6,804 divided by 12, resulting in 567 dozen. Now, I’ll find out how much 567 dozen eggs sell for per day
by multiplying the number of dozens by the selling price per dozen. That’s 567 multiplied by $2, which equals $1,134.
Finally, to determine the weekly revenue, I’ll multiply the daily revenue by the number of days in a week, which is 7.
So, $1,134 multiplied by 7 equals $7,938.
<|continue_thinking|> no, let me try that again. If I have 27 chickens each producing 252 eggs, that’s 27*252=6,804
eggs per day. He sells them for $2 per dozen,which is $2/12 per egg. So to find daily revenue, it’s 6,804/12 *2 = $1,134.
Then multiply by 7 to get weekly: 1,134*7= $7,938. Wait, did I just repeat the same steps? Maybe I need to approach it
differently. Alternatively, first calculate the daily revenue. 252 eggs produce 252/12=21 dozen. Each dozen sells for $2,
so 21*2=$42 per day. Then, over a week (7 days), it’s 42*7=$294. But I’m confused earlier got $7,938. Which one
is correct? Let me double-check. 27 chickens at 252 eggs each is indeed 27*252=6,804 eggs. 6,804 divided by 12 is
567 dozen. 567*2= $1,134 per day. Then 1,134*7= $7,938. Oh, wait. I think I’m making a mistake in the calculation
order. Let me clarify: Egg production: 27 chickens * 252 eggs/day = 6,804 eggs/day. Dollars per egg: $2 per dozen,
which is $2/12= $0.1667 per egg. Total revenue per day: 6,804 eggs/day * $0.1667/egg ≈ $1,134. Revenue per week:
$1,134/day *7= $7,938. But when I calculated earlier, I got a different result. What’s the mistake? Wait, 252 eggs per
day is 252 divided by 12 is 21 dozen. 21*2= $42 daily. 42*7= $294. Now, why the discrepancy? Let’s check 27*252.
252*27: 27*200=5,400, 27*52=1,404, total is 5,400+1,404=6,804. Yes, that’s correct. So 27 chickens produce 6,804
eggs a day. At $2 per dozen, 6,804/12=567 dozen, 567*2= $1,134. 1,134*7= $7,938. But why is another method
giving a different answer? Wait, maybe I’m interpreting the question wrong. If there are 27 chickens, each producing
252 eggs a day, so total eggs per day are 27*252=6,804. To find revenue, I need to know how much they sell each
day. If they sell each dozen for $2, then per day revenue is 6,804/12*$2=567*$2= $1,134. Over 7 days, $1,134*7=
$7,938. Alternatively, 27 chickens, 252 eggs/day: total eggs per week. 252*7=1,764 eggs/week. Convert to dozens:
1,764/12=147 dozen. 147*2= $294 per week. Ah, I see now. Depending on how you group the eggs, you get different
per-week revenues. The confusion comes from whether the revenue is per dozen or per week. The question says "how
much does Lloyd make on eggs per week." Since the chickens produce 252 eggs a day, and he sells them for $2 per
dozen, the method is to calculate how much he makes per dozen eggs multiplied by how many dozens he sells per week.
So, per week, he sells 252*7=1,764 eggs. Divided by 12, that’s 147 dozen. 147*2= $294 per week. Therefore, the
correct answer is $294 per week.
</think> Lloyd sells his eggs at $2 per dozen. To determine his weekly revenue:

1. Calculate weekly egg production: 252 eggs/day * 7 days = 1,764 eggs/week

2. Convert weekly eggs to dozens: 1,764 eggs / 12 = 147 dozen

3. Calculate weekly revenue: 147 dozen * $2/dozen = $294

Answer: Lloyd makes \boxed{294} dollars per week from his egg sales.

Figure 6: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B demonstrating the positive impact of
the <|continue_thinking|> token. Blue indicates the original reasoning, yielding an incorrect answer of 7,938.
Green shows the continuation after the special token was added, leading to the correct answer of 294.
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Baseline

Question: Lloyd has an egg farm. His chickens produce 252 eggs per day and he sells them for $2 per dozen. How
much does Lloyd make on eggs per week?
<think> First, I need to calculate the daily revenue from egg sales. Each chicken produces 252 eggs daily, so for 27
chickens, the total daily egg production is 252 multiplied by 27, which equals 6,804 eggs. Next, I’ll convert the number
of eggs into dozens since the selling price is given per dozen. There are 12 eggs in a dozen, so the total dozens of eggs
sold daily are 6,804 divided by 12, resulting in 567 dozen. Now, I’ll find out how much 567 dozen eggs sell for per day
by multiplying the number of dozens by the selling price per dozen. That’s 567 multiplied by $2, which equals $1,134.
Finally, to determine the weekly revenue, I’ll multiply the daily revenue by the number of days in a week, which is 7.
So, $1,134 multiplied by 7 equals $7,938.
</think>
Solution
To determine how much Lloyd makes on eggs per week, we’ll break down the problem step by step.

1. Calculate the total number of eggs produced per day:

Eggs per day = Number of chickens × Eggs per chicken per day

Eggs per day = 27× 252 = 6,804 eggs

2. Determine the number of dozens of eggs produced per day:

Dozens per day =
Eggs per day

12

Dozens per day =
6,804

12
= 567 dozen

3. Calculate the daily revenue from selling eggs:

Revenue per day = Dozens per day × Selling price per dozen

Revenue per day = 567× 2 = 1,134 dollars

4. Find the weekly revenue by multiplying daily revenue by the number of days in a week:

Revenue per week = Revenue per day × 7

Revenue per week = 1,134× 7 = 7,938 dollars

Final Answer: \boxed{7,938 dollars}

Figure 7: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B of the baseline model for the same
question as in Figure 6. The final answer provided by the baseline model is incorrect, as opposed to the correct
answer given in Figure 6.
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Learned token

Question: Twenty tourists discovered 700 shells in a strip mall parking lot. They had divided into three groups, Alphas,
The finders, and Gogetters to find as many shells as possible. If team Alphas found 40% of the shells, and team The
finders found 60% of the remaining shells, how many shells did team Gogetters find?
<think> Okay, let’s try to figure out how many shells team Gogetters found. So, there are 700 shells in total, and 20
tourists split them into three groups: Alphas, The finders, and Gogetters. I need to find out how many each group found.
First, team Alphas found 40% of the shells. That sounds like a straightforward calculation. So, 40% of 700. Let me
write that down: 0.4 * 700. Hmm, 0.4 is like 40%, so if I multiply 700 by 0.4, what do I get? Let me do that math. 0.4
times 700... Yeah, that’s 280. So, team Alphas found 280 shells. Now, after team Alphas, there are 700 - 280 = 420
shells left. That number is the remaining shells after Alphas’ team found theirs. Next, team The finders found 60% of
these remaining shells. So, I need to calculate 60% of 420. Alright, 0.6 times 420. Let me compute that. 0.6 * 400 is
240, and 0.6 * 20 is 12. So, 240 + 12 equals 252. Therefore, team The finders found 252 shells. Now, to find out how
many shells team Gogetters found, I subtract the shells found by both Alphas and The finders from the total. So, 700 -
280 - 252. Let me do that step by step. First, 700 - 280 is 420, as we had before. Then, 420 - 252. Hmm, 420 minus 200
is 220, and then minus 52 more is 168. So, team Gogetters found 168 shells. Let me just double-check my calculations
to make sure I didn’t make a mistake. Alphas: 40% of 700 is indeed 280. Subtracting that leaves 420. The finders take
60% of 420, which is 252. Subtracting 252 from 420 gives 168 for Gogetters. That all adds up correctly. I think that’s
all. The Gogetters found 168 shells.
<|continue_thinking|> , and he’s right.
</think> To determine how many shells team Gogetters found, follow these steps:

1. Calculate the number of shells found by team Alphas:

40% of 700 = 0.4× 700 = 280 shells

2. Subtract the shells found by Alphas from the total::

700− 280 = 420 shells remaining

3. Calculate the number of shells found by team The finders:

60% of 420 = 0.6× 420 = 252 shells

4. Subtract the shells found by The finders from the remaining shells:

420− 252 = 168 shells

Conclusion: Team Gogetters found \boxed{168} shells.

Figure 8: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B demonstrating that the
<|continue_thinking|> token does not generate many tokens when the model is confident. Blue indicates the
original reasoning. Green shows the short continuation after the special token was added.
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Baseline

Question: Twenty tourists discovered 700 shells in a strip mall parking lot. They had divided into three groups, Alphas,
The finders, and Gogetters to find as many shells as possible. If team Alphas found 40% of the shells, and team The
finders found 60% of the remaining shells, how many shells did team Gogetters find?
<think> Okay, let’s try to figure out how many shells team Gogetters found. So, there are 700 shells in total, and 20
tourists split them into three groups: Alphas, The finders, and Gogetters. I need to find out how many each group found.
First, team Alphas found 40% of the shells. That sounds like a straightforward calculation. So, 40% of 700. Let me
write that down: 0.4 * 700. Hmm, 0.4 is like 40%, so if I multiply 700 by 0.4, what do I get? Let me do that math. 0.4
times 700... Yeah, that’s 280. So, team Alphas found 280 shells. Now, after team Alphas, there are 700 - 280 = 420
shells left. That number is the remaining shells after Alphas’ team found theirs. Next, team The finders found 60% of
these remaining shells. So, I need to calculate 60% of 420. Alright, 0.6 times 420. Let me compute that. 0.6 * 400 is
240, and 0.6 * 20 is 12. So, 240 + 12 equals 252. Therefore, team The finders found 252 shells. Now, to find out how
many shells team Gogetters found, I subtract the shells found by both Alphas and The finders from the total. So, 700 -
280 - 252. Let me do that step by step. First, 700 - 280 is 420, as we had before. Then, 420 - 252. Hmm, 420 minus 200
is 220, and then minus 52 more is 168. So, team Gogetters found 168 shells. Let me just double-check my calculations
to make sure I didn’t make a mistake. Alphas: 40% of 700 is indeed 280. Subtracting that leaves 420. The finders take
60% of 420, which is 252. Subtracting 252 from 420 gives 168 for Gogetters. That all adds up correctly. I think that’s
all. The Gogetters found 168 shells.
</think>
There are 700 shells in total. Team Alphas found 40

0.4× 700 = 280 shells

The remaining shells after Alphas’ team are:

700− 280 = 420 shells

Team The finders found 60

0.6× 420 = 252 shells

Finally, the number of shells found by team Gogetters is:

700− 280− 252 = 168 shells

\boxed{168}

Figure 9: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B of the baseline model for the same
question as in Figure 8. In this case, both the baseline and learned token output a correct answer and the answer
provided by the baseline model is almost identical to the one provided by the learned token.
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Learned token

Question: Michael is traveling on the interstate at an average speed of 50km/hr (taking into account all the necessary
stops for gas, relaxation, etc.). If he goes on like this for 3 days, and the distance between Alaska and Texas is 6000 km,
what percentage of this distance has he covered?
<think> Okay, so Michael is traveling on the interstate and wants to know what percentage of the distance between
Alaska and Texas he has covered. The distance is 6000 km, and he’s traveling at an average speed of 50 km/hr for 3 days.
I need to figure out how much he’s traveled in that time and then find out what percentage that is of the total distance.
First, I should calculate the total distance Michael has covered in 3 days. His speed is 50 km/hr, so I need to multiply
that by the number of hours he spends traveling each day. But since the days are different temperatures and maybe he
works longer hours, I should consider the average hours per day. Let’s say he works 8 hours each day. So, for 3 days,
that would be 8 hours/day * 3 days = 24 hours.
Now, multiplying his speed by the total hours: 50 km/hr * 24hr = 1200 km. So, Michael has traveled 1200 km in those 3
days.
Next, to find out what percentage this is of the total distance, which is 6000 km. I can use the percentage formula:
(part/whole) * 100
Wait, but is the 8 hours per day an accurate average? If his work hours vary, the total time could be different. Maybe
I should calculate based on days without considering hours. But that seems complicated without specific hours.
Alternatively, perhaps I should clarify if 50 km/hr is the average speed per day or total speed. But the question says he’s
traveling at 50 km/hr, so I think it’s average speed over total time.
Alternatively, maybe the question expects simply to use the average speed over the total distance. Let me check again:
the question states he’s traveling at 50 km/hr, so it’s average speed per day, not per trip. Therefore, the total distance is
50 km/hr * 8 hours/day * 3 days = 1200 km, as I calculated before.
So, 1200 km is 20% of 6000 km.
<|continue_thinking|> , is it 1200/6000=0.2, which is 20%. Yeah, that’s correct.
</think> To determine what percentage of the 6000 km distance Michael has covered, we first calculate the total distance
he has traveled. Assuming he works 8 hours each day:

50 km/hr × 8 hr/day × 3 days = 1200 km

Then, we find the percentage of the total distance:
(
1200 km
6000 km

)
× 100% = 20%

\boxed{20%}

Figure 10: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B of a wrong answer given by both
models.
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Baseline

Question: Michael is traveling on the interstate at an average speed of 50km/hr (taking into account all the necessary
stops for gas, relaxation, etc.). If he goes on like this for 3 days, and the distance between Alaska and Texas is 6000 km,
what percentage of this distance has he covered?
<think> Okay, so Michael is traveling on the interstate and wants to know what percentage of the distance between
Alaska and Texas he has covered. The distance is 6000 km, and he’s traveling at an average speed of 50 km/hr for 3 days.
I need to figure out how much he’s traveled in that time and then find out what percentage that is of the total distance.
First, I should calculate the total distance Michael has covered in 3 days. His speed is 50 km/hr, so I need to multiply
that by the number of hours he spends traveling each day. But since the days are different temperatures and maybe he
works longer hours, I should consider the average hours per day. Let’s say he works 8 hours each day. So, for 3 days,
that would be 8 hours/day * 3 days = 24 hours.
Now, multiplying his speed by the total hours: 50 km/hr * 24hr = 1200 km. So, Michael has traveled 1200 km in those 3
days.
Next, to find out what percentage this is of the total distance, which is 6000 km. I can use the percentage formula:
(part/whole) * 100
Wait, but is the 8 hours per day an accurate average? If his work hours vary, the total time could be different. Maybe
I should calculate based on days without considering hours. But that seems complicated without specific hours.
Alternatively, perhaps I should clarify if 50 km/hr is the average speed per day or total speed. But the question says he’s
traveling at 50 km/hr, so I think it’s average speed over total time.
Alternatively, maybe the question expects simply to use the average speed over the total distance. Let me check again:
the question states he’s traveling at 50 km/hr, so it’s average speed per day, not per trip. Therefore, the total distance is
50 km/hr * 8 hours/day * 3 days = 1200 km, as I calculated before.
So, 1200 km is 20% of 6000 km.
</think> Michael has traveled 20% of the distance between Alaska and Texas.
\boxed{20%}

Figure 11: GSM8K reasoning trace from DeepSeek-R1-Distill-Qwen-1.5B of the baseline model for the same
question as in Figure 10.
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