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MathNLP 2025

The articulation of mathematical arguments is a fundamental part of scientific reasoning and commu-
nication. Across many disciplines, expressing relations and interdependencies between quantities is at
the centre of scientific argumentation. Nevertheless, despite its importance, the application of contem-
porary NLP models for inference over mathematical text remains under-explored or subject to important
limitations. MathNLP represents a forum for discussing new ideas to advance research on Mathema-
tical Natural Language Processing, welcoming novel contributions on model architectures, evaluation
methods and downstream applications.
Recent advances in Natural Language Processing (NLP) enabled by Deep Learning-based architectures
bring the opportunity to support the interpretation of textual content at scale. The application of these
methods can facilitate scientific discovery, reducing the gap between current research and the available
large-scale scientific knowledge. Previous work has shown the potential of designing neural architectures
for different mathematical natural language inference tasks, such as premise selection in natural language,
expression derivation, and mathematical information retrieval.
However, there are still technical gaps that need to be addressed such as the availability of datasets and
evaluation tasks, techniques for the joint interpretation of different modalities present in mathematical
text (equational and natural language), the understanding of unique aspects of mathematical discourse
and multi-hop models for mathematical inference.
We proposed this workshop as a continuation of our previous editions, with a new emphasis on the
integration of Large Language Models (LLMs) and symbolic approaches with the goal of addressing
these challenges and connect different experts in this field.
In this edition, MathNLP accepted a total of 40 papers, of which 16 are included in the proceedings. For
additional details about MathNLP 2025, please visit the website: https://sites.google.com/
view/mathnlp2025.
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Syntactic Blind Spots: How Misalignment Leads to LLMs’ Mathematical
Errors

Dane Williamson,Yangfeng Ji,Matthew Dwyer
Department of Computer Science

University of Virginia
Charlottesville, VA 22904

{dw3zn, yj3fs, md3cn}@virginia.edu

Abstract
Large Language Models (LLMs) demonstrate
strong mathematical problem-solving abilities
but frequently fail on problems that deviate syn-
tactically from their training distribution. We
identify a systematic failure mode, syntactic
blind spots, in which models misapply fa-
miliar reasoning strategies to problems that are
semantically straightforward but phrased in un-
familiar ways. These errors are not due to gaps
in mathematical competence, but rather reflect
a brittle coupling between surface form and in-
ternal representation. To test this, we rephrase
incorrectly answered questions using syntactic
templates drawn from correct examples. These
rephrasings, which preserve semantics while
reducing structural complexity, often lead to
correct answers. We quantify syntactic com-
plexity using a metric based on Dependency
Locality Theory (DLT), and show that higher
DLT scores are associated with increased fail-
ure rates across multiple datasets. Our findings
suggest that many reasoning errors stem from
structural misalignment rather than conceptual
difficulty, and that syntax-aware interventions
can reveal and mitigate these inductive failures.

1 Introduction
Large Language Models (LLMs) show strong perfor-
mance on mathematical benchmarks like GSM8K,
SVAMP, MultiArith, and ASDiv (Cobbe et al.,
2021; Patel et al., 2021; Roy and Roth, 2015; Miao
et al., 2020), yet they frequently make systematic
errors, often reapplying familiar solution strategies
even when the problem structure changes (Zheng
et al., 2024; Bao et al., 2025; Huang et al., 2025).

These errors reflect an overreliance on surface-
level pattern matching rather than adaptive reason-
ing. We focus on a specific class of such fail-
ures, which we term syntactic misalignment, cases
where LLMs fail because a problem’s phrasing de-
viates structurally from patterns they have learned
to solve, even though the underlying logic remains

"The great dragon, Perg, sits atop mount Farbo, breathing �re within a 1000-foot radius. Polly can 
throw the gold javelin, the only known weapon to defeat the dragon, for a distance of 400 feet, 
within the dragon's �ames. However, when Polly holds the sapphire gemstone, she can throw 
the javelin three times farther than usual. If holding the gemstone, how far outside the 

dragon's �ames can Polly stand and still hit the dragon with the gold javelin?"

"The great dragon, Perg, sat high atop mount Farbo, breathing �re upon anything within a distance 
of 1000 feet.  Polly could throw the gold javelin, the only known weapon that could slay the 

dragon, for a distance of 400 feet, well within the reach of the dragon's �ames.  But when Polly 
held the sapphire gemstone, she could throw the javelin three times farther than when not 

holding the gemstone. If holding the gemstone, how far outside of the reach of the dragon's 

�ames could Polly stand and still hit the dragon with the gold javelin?"

Answer: 1200 feet

Answer: 200 feet

Figure 1: Structural rephrasing improves model accu-
racy by reducing syntactic complexity and dependency
length.

unchanged. As shown in Figure 1, rephrasing a
problem to reduce syntactic complexity can often
reverse these failures.

Prior work has documented LLM sensitivity to
superficial variation: word order changes, para-
phrasing, or structural perturbations can all induce
performance drops (Zhang et al., 2024; Srivastava
et al., 2024; Huang et al., 2025). Models sometimes
ignore altered constraints and produce answers con-
sistent with the original phrasing.

We argue that this brittleness arises from a struc-
tural failure mode we call syntactic induction, the
tendency to treat syntactic similarity as a proxy
for problem similarity. This leads models to over-
apply familiar solution templates, even when the
problem logic has changed. Inspired by cogni-
tive science, we draw an analogy to rule-based
overgeneralizations in human learners (Ben-Zeev,
1998; Karmiloff-Smith, 1986), where errors arise
not from lack of competence but from misapplied
procedural regularities.

To study this phenomenon, we develop a
dependency-guided framework for identifying and
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mitigating syntactic induction failures. We use
Dependency Locality Theory (DLT) to quantify
syntactic complexity and rephrase high-complexity
questions using syntactic templates drawn from suc-
cessful examples. This reveals that many reasoning
errors stem not from mathematical difficulty, but
from a mismatch between surface form and learned
problem schemas.

1.1 Contributions
This work makes four contributions:

• Introduces syntactic induction failures as a
structured, recurring error mode in LLM math-
ematical reasoning.

• Bridges LLM error behavior with cognitive sci-
ence, highlighting parallels in schema-driven
failure.

• Proposes a dependency-guided framework
for detecting and rephrasing structurally mis-
aligned problems.

• Demonstrates that rephrasing structurally com-
plex math questions significantly improves
model accuracy across datasets and models.

2 Related Work

LLM Sensitivity to Structural Variation. While
techniques like in-context learning and chain-of-
thought prompting have improved LLM math per-
formance (Brown and Mann, 2020; Wei et al., 2022),
models remain brittle under surface-level pertur-
bations. Studies have shown that modifying word
order, phrasing, or structure leads to significant per-
formance drops (Huang et al., 2025; He et al., 2024;
Kang et al., 2024; Zheng et al., 2024; Srivastava
et al., 2024). Even when semantics are preserved,
models often revert to memorized patterns (Zhang
et al., 2024), suggesting an overreliance on surface
form as a proxy for problem identity.

Beyond formatting, deeper failure modes have
been linked to data contamination (Magar and
Schwartz, 2022; Sainz et al., 2023), deductive er-
rors (Ling et al., 2023), and spurious correlations
(Zhou et al., 2024; Bao et al., 2025). Most rel-
evantly, Stechly et al. (2025) show that models
struggle when questions are phrased in unfamiliar
syntactic forms, motivating our focus on syntactic
misalignment.

Cognitive Accounts of Structural Sensitivity.
These observations parallel well-known findings in
cognitive psychology. Chi and et al (1981) distin-
guish between a problem’s surface structure (e.g.,
phrasing, grammar) and its deep structure (underly-
ing logic). Even experienced solvers often rely on
surface cues to access problem schemas (Novick,
1988; Hinsley et al., 1977), which guide solution
strategies. Analogical reasoning studies further
show that surface similarity influences both novice
and expert behavior (Holyoak and Koh, 1987; Ross,
1984).

Our work draws on this perspective, proposing
that LLMs exhibit a similar schema-triggered behav-
ior. We formalize this through syntactic induction:
the tendency to conflate surface-form similarity
with structural equivalence. To quantify this effect,
we adopt Dependency Locality Theory (DLT) (Gib-
son, 1998, 2000) and show that higher DLT scores
are associated with LLM failure. Rephrasing high-
DLT questions often recovers accuracy, supporting
a structural account of reasoning breakdown.

Toward a Taxonomy of Rational Errors. Fi-
nally, our perspective aligns with work on human
error categorization. Rule-based overgeneraliza-
tions (Ben-Zeev, 1998; Ashlock, 2002), where valid
strategies are misapplied in the wrong context, mir-
ror LLM errors under syntactic shift. We argue
that LLMs, like learners, may benefit from struc-
tured taxonomies of failure to guide robustness
interventions (see Appendix Figure 9).

3 Method: Rephrasing for Reducing
Syntactic Misalignment

LLMs often fail when problems are phrased in struc-
turally unfamiliar ways. To diagnose and mitigate
these errors, we quantify syntactic complexity using
Dependency Locality Theory (DLT) and rephrase
structurally complex questions to align with previ-
ously successful examples. This section outlines
the framework.

3.1 Quantifying Syntactic Complexity with
DLT

We define syntactic complexity using a scoring func-
tion based on Dependency Locality Theory (DLT).
For a math word problem, 𝑞 = (𝑤1, . . . , 𝑤𝑛), the
total DLT score is the sum of three costs over all
tokens:
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DLT(𝑞) =
𝑛∑︁
𝑖=1

(
Integration(𝑤𝑖) + Storage(𝑤𝑖)

+ Discourse(𝑤𝑖)
)

(1)

Given the dependency trees of the sentences in 𝑞
each component in Equation 1 is defined as follows:

Integration : For a token 𝑤𝑖, let ℎ𝑖 be its head
token following the dependency tree. The in-
tegration cost is the number of new discourse
referents between them: Integration(𝑤𝑖) =∑

𝑤 𝑗 ∈Intervening(𝑤𝑖 ,ℎ𝑖 ) 1Referent(𝑤 𝑗), where
1Referent(𝑤 𝑗) = 1 if 𝑤 𝑗 has POS tag in {NOUN,
PROPN, NUM, VERB}.

Discourse : A token introduces discourse cost
if it adds a new referent: Discourse(𝑤𝑖) =
1Referent(𝑤𝑖).

Storage : This is the number of unresolved syntac-
tic expectations at 𝑤𝑖 , denoted Storage(𝑤𝑖) =
|P𝑖 |, where P𝑖 is the set of pending predic-
tions.

This formulation enables theoretically-grounded,
systematic scoring of syntactic complexity for each
question based on its dependency parse.

Example: ”Melissa brushes 12 horses on Monday.”

• Discourse: All content words (”Melissa”,
”brushes”, ”12”, ”horses”, ”Monday”) introduce
discourse referents (PROPN, VERB, NUM,
NOUN), yielding a total cost of 5.

• Integration: ”Horses” depends on ”brushes”,
with ”12” intervening. Since ”12” is a referent,
it contributes an integration cost of 1.

• Storage: ”Melissa” introduces an unresolved
expectation for a verb, resolved by ”brushes”.
New expectations (e.g., for an object) are
tracked until resolved.

3.1.1 Normalization
To ensure fair comparison across questions of vary-
ing length and content density, we normalize two
components of the DLT score. Integration cost is
divided by the number of discourse referents, and
peak storage cost is scaled by question length. The
resulting normalized DLT score is:

Sub-Parse of Incorrectly Answered Question

Luke P R OP N is A UX spending V E R B time NOUN at A DP the DE T beach NOUN building NOUN sandcastles NOUN
1 2 3 4 5 6 7 8 9

nsubj

aux dobj

prep

det

compound compound

pobjRoot: 'spending' (non-central event)

Delayed Resolution of 'spending'

Multiple Intervening Discourse referents between 'spending' and building'

Sub-Parse of Correctly Answered Question
Root: 'takes' (central event)

Immediate resolution of central verb

'that' starts relative clause - which introduces no discourse referents

resolves with referent 'total' - with minimum disruption

modifiers introduce no referents

referents immediately resolve 'total'

J ane P R OP N takes V E R B 3 NUM tests NOUN that P R ON together A DV must A UX total V E R B at A DV least A DV 42 NUM points NOUN
1 2 3 4 5 6 7 8 9 10 11 12

nsubj nummod

dobj

nsubj

advmod

aux

relcl

advmod advmod nummod

npadvmod

Sub-Parse of Rephrased Question

Luke P R OP N builds V E R B a D E T sandcastle NOUN with A DP 4 NUM levels NOUN
1 2 3 4 5 6 7

nsubj det

dobj

prep nummod

pobj

Immediate resolution of referents No intervening referents

Figure 2: Dependency parses illustrating the rephrasing
pipeline. The rephrased version reduces dependency
depth and referential interference, lowering DLT-based
processing cost.

DLTnorm(𝑞) =
(∑

Integration∑
Discourse

)

+
(
max Storage

|𝑞 |

)

+
(∑︁

Discourse
)

(2)

This yields a length-independent complexity mea-
sure. As shown in section 5, higher normalized-
DLT scores correlate with model failure, making
this a reliable predictor of syntactic brittleness.

3.2 Dependency-Guided Rephrasing
To correct syntactic misalignment, we rephrase a
failed question 𝑞incorrect to resemble a syntactically
similar, correctly answered one 𝑞match. We identify
𝑞match using the Weisfeiler-Lehman Graph Kernel
(WLK) (Shervashidze et al., 2011):

𝑞match = arg max
𝑞∈Qcorrect

WLK(𝐺 incorrect, 𝐺𝑞) (3)

We then prompt an LLM to rewrite 𝑞incorrect
to match the structure of 𝑞match, while preserving
semantics:

𝑞′incorrect = M(𝑞incorrect, 𝑞match,P) (4)

For example, consider this original question:
”Luke is spending time at the beach building sand-
castles. He eventually notices that. . .”

Its syntactic embedding leads to high DLT cost.
The rephrased version:

”Luke builds a sandcastle with 4 levels, where
each level has half the square footage. . .”

flattens dependencies, reduces referential interfer-
ence, and improves model accuracy.
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Linus works for a trading company. He buys a mobile device for $20 and sells it for twice
 the amount of the original price. If he bought 2 devices last Monday and 4 devices last 
Tuesday, how much profit was he able to earn after selling all the mobile devices he bought
 last Monday and Tuesday?

Rephrasing Prompt

Instruction:

LLM Response

[rephrased_question]:

Use the context from the previous example(s) to rephrase the following question:
[incorrect_question] to match the syntactic and grammatical structure of this example
question: [correct_question]

Linus buys mobile devices for $20 each and sells them for twice the original price. He buys
 2 devices on Monday and 4 devices on Tuesday. How much profit does he make after
 selling all the devices he bought on those two days?

[correct_question]:

Melissa works as a pet groomer. This week, she has 8 dogs that need to be bathed,
 5 cats that need their nails clipped, 3 birds that need their wings trimmed, and 
12 horses that need to be brushed. If she splits the grooming jobs evenly over the days, 
how many animals will she groom each day of the week? 

Figure 3: Format of rephrasing prompt. The LLM
is prompted to generate a rephrased variant that more
closely matches the surface structure of the correctly
answered question.

3.3 Procedure Overview
Our pipeline consists of:

1. Query the model; collect incorrect responses
𝑄incorrect.

2. Parse all questions using spaCy to extract depen-
dency trees.

3. For each 𝑞 ∈ 𝑄incorrect, find 𝑞match ∈ 𝑄correct via
WLK similarity.

4. Prompt the LLM with 𝑘-shot examples to
rephrase 𝑞 syntactically in the form of 𝑞match.

We then re-query the model on the rephrased
versions 𝑞′ and evaluate whether failures are recov-
ered.

4 Experiment Setup
To assess the impact of syntactic restructuring,
we re-evaluate the LLM on the rephrased variants
𝑞′incorrect. If accuracy improves significantly, we
attribute the original failure to a syntactic induction
failure: the model’s inability to generalize over
unfamiliar surface forms despite semantic equiva-
lence.

This evaluation allows us to systematically char-
acterize and quantify a core weakness in LLM
reasoning and establish the importance of syntactic
alignment for mathematical understanding.

This section outlines our experimental framework
for evaluating how syntactic structure influences
LLM reasoning performance. We begin by stat-
ing our research question, (Section 4.1). We then
describe the datasets and preprocessing methods
(Section 4.2). Finally, we provide implementation

STEP 1 LLM Response + Dependency Parsing

Get the LLM Responses  Parse Questions into Corresponding 
Dependency Graphs

Step 2 Syntactic Matching

Match each incorrect question to the most similar correct one by 
comparing dependency graphs

Step 3 Dependency-Guided Rephrasing

Prompt LLM to rephrase with structural alignment and semantic fidelity

Figure 4: Rephrasing pipeline. An incorrectly answered
question is aligned to a syntactically similar, correctly
answered one via WL Kernel matching. A 𝑘-shot prompt
then guides the LLM to generate a syntactically aligned
but semantically identical rephrasing.

details regarding parsing, tree similarity computa-
tion, and model evaluation (Section 4.3).

4.1 Research Questions
This work investigates whether syntactic complex-
ity contributes to reasoning failures in LLMs and
whether syntactic restructuring can mitigate those
failures. Specifically, we ask:

1. How effectively does the proposed DLT-
based complexity framework differentiate
between correctly and incorrectly answered
math questions?

2. To what extent does syntactic rephrasing,
guided by structural similarity to success-
fully answered questions, improve model
accuracy on previously failed examples?

Before evaluating the effects of syntactic rephras-
ing, we first investigate whether syntactic complex-
ity alone can be predictive of model failure. For
each model, we compute DLT complexity scores for
all questions and divide the dataset into two groups:
those answered correctly and those answered incor-
rectly.

To assess whether there is a statistically signif-
icant difference in complexity between the two
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groups, we apply Welch’s t-test. This test is appro-
priate when comparing the means of two samples
with potentially unequal variances and sample sizes,
conditions that naturally arise given varying model
accuracies. The resulting t-statistic quantifies the
separation between group means relative to their
variances, while the corresponding p-value indi-
cates whether the observed difference is likely to
have occurred by chance.

This analysis allows us to test the hypothesis that
higher syntactic complexity, independent of seman-
tic content, is associated with increased model error.
A significant result would suggest that DLT com-
plexity serves as a useful predictor of LLM failure,
motivating our subsequent rephrasing intervention.

We report the results of this comparison in sub-
section 5.1 and interpret its implications in subsec-
tion 6.1.

4.2 Datasets and Pre-processing
We evaluate five open-source LLMs, LLaMA,
Mistral, Qwen, Gemma, and Granite, in a zero-
shot setting on four established math benchmarks:
GSM8K, SVAMP, MultiArith, and ASDiv (Tou-
vron et al., 2023; Jiang and et al, 2023; Yang et al.,
2024; Team et al., 2024; Mishra and et al, 2024).
These datasets span diverse reasoning skills and
syntactic forms, from simple arithmetic (GSM8K,
MultiArith) to structurally perturbed (SVAMP) and
linguistically varied (ASDiv) problems.

To analyze syntactic structure, we parse each
question using the spaCy NLP toolkit (Honnibal
and Montani, 2017), yielding dependency trees that
capture syntactic relations. Let 𝑇incorrect denote the
tree of an incorrectly answered question, and Tcorrect
the set of trees from correctly answered ones.

4.3 Implementation Details
Dependency parsing and tree similarity computa-
tions are implemented using spaCy and nltk. We
use Hugging Face implementations of all LLMs. 1

All experiments are conducted on NVIDIA RTX
2080 GPUs.

5 Experimental Results

We first test whether surface-level syntactic com-
plexity predicts model failure. We then assess
whether syntactic restructuring can recover accu-
racy on previously incorrect questions.

1See Appendix Table 4 for model and hyperparameter
details.

Dataset Model Correct Mean Incorrect Mean Δ DLT

GSM8K

Gemma 22.90 25.71 +2.81∗
Granite 22.17 25.43 +3.27∗
LLaMA 23.53 28.10 +4.57∗
Mistral 22.98 26.21 +3.23∗
Qwen 23.86 29.01 +5.15∗

SVAMP

Gemma 17.34 18.70 +1.36∗
Granite 16.95 18.58 +1.62∗
LLaMA 17.60 18.88 +1.28∗
Mistral 17.42 18.60 +1.18∗
Qwen 17.80 18.57 +0.78

MultiArith

Gemma 17.24 17.29 +0.05
Granite 17.39 17.11 -0.28
LLaMA 17.25 17.15 -0.10
Mistral 17.36 16.98 -0.38
Qwen 17.19 19.26 +2.07∗

ASDiv

Gemma 16.70 16.87 +0.17
Granite 16.10 17.37 +1.27∗
LLaMA 16.39 18.43 +2.04∗
Mistral 16.17 17.84 +1.67∗
Qwen 16.70 17.58 +0.88

Table 1: Mean DLT complexity scores for correctly
and incorrectly answered questions across datasets and
models. Δ DLT is the difference. Bolded values with ∗

indicate statistically significant differences (𝑝 < 0.01,
Welch’s 𝑡-test).2

5.1 Syntactic Complexity of Incorrect
Questions

Table 1 reports the mean normalized DLT com-
plexity scores on both sets of questions. GSM8K
exhibits unanimously higher syntactic complexity
scores on incorrectly answered questions across all
models, with Welch’s p < 0.01 in every case (full
test statistics are provided in the supplementary ma-
terial). On SVAMP, all deltas are positive, with four
reaching statistical significance. MultiArith and
ASDiv show weaker or inconsistent trends, with
smaller or statistically insignificant differences.

5.2 Accuracy Gains from Rephrasing
We define performance improvement in terms of
the change in accuracy after rephrasing, denoted by
Δ𝐴. Let 𝑄total denote the full set of questions, and
𝑄′

correct ⊆ 𝑄incorrect represent the set of previously
incorrect questions that are now answered correctly
after rephrasing. We compute:

Δ𝐴 =
|𝑄′

correct |
|𝑄total | (5)

Final model accuracy is then updated as:

New Accuracy(𝐴) (6)
= Original Accuracy(𝐴0) + Δ𝐴 (7)

2See Appendix Figure 5 for supporting visualizations.
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Model GSM8K SVAMP MultiArith ASDiv
𝐴0 Δ𝐴 𝐴 #Recovered 𝐴0 Δ𝐴 𝐴 #Recovered 𝐴0 Δ𝐴 𝐴 #Recovered 𝐴0 Δ𝐴 𝐴 #Recovered

Gemma-7B 37.76 8.26 46.02 109 61.71 7.14 68.85 50 77.62 4.76 82.38 20 59.61 9.11 68.72 210
Granite-7B 24.03 11.68 35.71 154 44.43 11.86 56.29 83 50.00 15.48 65.48 65 64.08 9.68 73.75 223
LLaMA-8B 75.44 7.81 83.25 103 79.86 4.00 83.86 28 94.76 3.57 98.33 15 81.43 5.08 86.51 117
Mistral-7B 48.29 11.45 59.74 151 63.29 8.29 71.57 58 70.71 14.52 85.24 61 47.25 12.10 59.35 279
Qwen-7B 84.53 4.32 88.86 57 92.43 1.43 93.86 10 97.14 0.48 97.62 2 91.76 1.82 93.58 42

Table 2: Accuracy improvements and number of recovered answers from syntactic restructuring across GSM8K,
SVAMP, MultiArith, and ASDiv. 𝐴0 is baseline accuracy, Δ𝐴 is improvement after rephrasing, 𝐴 is final accuracy,
and #Recovered denotes incorrect answers corrected by rephrasing.

This formulation quantifies the overall gain at-
tributable to syntactic restructuring, allowing us to
isolate its impact.

Table 2 reports the accuracy improvements and
the number of recovered answers from syntactic
restructuring. All models improve on GSM8K
and SVAMP, with lower-performing models (e.g.,
Gemma, Granite) showing the greatest relative
gains. Improvements are less consistent on Mul-
tiArith and ASDiv, where most models already
achieve high baseline accuracy or rephrasing yields
fewer recoveries.

We observe that syntactic restructuring is most
impactful on datasets with more narrative or struc-
turally varied question phrasing (e.g., GSM8K,
SVAMP), suggesting that syntactic mismatch con-
tributes to model failures in these settings. Recov-
ery counts ranged from 2 (Qwen on MultiArith)
to 210 (Gemma on ASDiv), with rephrasing im-
proving accuracy by as much as 15.5 % (Granite
on MultiArith).

These findings provide strong empirical support
for our hypothesis that LLMs fail on syntactically
unfamiliar problems, and that rephrasing toward
familiar structures mitigates these errors.

6 Further Analysis
The section provides further analysis regarding how
syntactic structure influences LLM reasoning behav-
ior. It examines four key dimensions: First, we show
that elevated syntactic complexity, measured using
DLT, predicts failure on narrative math tasks. Sec-
ond, we demonstrate that rephrasing these complex
questions into syntactically familiar forms improves
model accuracy, supporting an interpretation of fail-
ure as schema misalignment. Third, we analyze
these errors in light of cognitive theory, arguing that
LLMs overapply familiar strategies to structurally
novel inputs, a form-function misalignment. Finally,
we outline implications for robustness and general-
ization, proposing syntax-aware interventions and
cognitively grounded training approaches.

6.1 Syntactic Complexity Predicts Failure on
Narrative Math Tasks

The results from Table 1 show that syntactic com-
plexity, as measured by DLT scores, is positively
associated with model failures, particularly on
GSM8K and SVAMP. On GSM8K, all five LLMs
exhibit statistically significant increases in com-
plexity on incorrectly answered questions. On
SVAMP, all deltas are positive, though only four
reach statistical significance. For ASDiv, all mod-
els again show positive deltas, with three of them
statistically significant. In contrast, the pattern is
weaker on MultiArith, where only two of the five
models show positive deltas and just one achieves
significance. These results support the hypothesis
that LLMs are sensitive to structural features of
problem statements, especially on narrative-heavy
datasets like GSM8K and SVAMP. By contrast,
MultiArith’s more uniform, low-complexity phras-
ing likely shifts the source of failure away from
syntactic burden and toward reasoning depth.

These findings are consistent with the previously
outlined phenomenon of syntactic induction, in
which models perform worse on problems that devi-
ate from familiar surface forms. In our experiments,
LLMs consistently exhibited higher failure rates on
syntactically complex questions, particularly when
those forms differed structurally from common pat-
terns. This suggests that model predictions are
sensitive to surface structure, and that unfamiliar
phrasing can impair accuracy even when underlying
reasoning demands remain constant.

From a cognitive perspective, these errors reflect
a failure in structural fluency. The DLT framework
quantifies this fluency as a function of integration
cost, storage cost, and discourse load. Elevated
scores among failure cases suggest that LLMs, like
human solvers, are vulnerable to breakdowns in pro-
cessing when these syntactic burdens accumulate
beyond an internalized threshold.
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6.2 Rephrasing as Schema Alignment

Table 2 demonstrates that rephrasing structurally
complex questions into syntactically familiar forms
yields substantial accuracy improvements. This
pattern is most pronounced on GSM8K and SVAMP,
particularly among lower-performing models such
as Gemma and Granite. While high-performing
models like LLaMA and Qwen show smaller deltas,
they also exhibit measurable gains, supporting the
interpretation that rephrasing facilitates access to
familiar problem-solving patterns across models.

These improvements reinforce the interpretation
of failure as a schema alignment problem. Accord-
ing to prior work in cognitive psychology, solvers
often rely on surface cues to activate latent problem
schemas. When surface form is misaligned with
internal expectations, reasoning may fail despite
latent competence. Rephrasing appears to bridge
this gap, effectively priming models to recognize
the underlying problem structure.

The consistency of this effect across architectures
suggests that the phenomenon is not model-specific
but a general feature of current LLM design.

6.3 Syntax Cues the Wrong Strategy:
Evidence of Form-Function Misalignment

Our findings reflect a consistent pattern: models
often fail when questions are phrased in structurally
unfamiliar ways, even if the underlying reasoning
task remains the same. This aligns with cognitive
accounts of human error, such as those described
by Ben-Zeev (1998), in which solvers misapply
familiar procedures to novel input formats.

While LLMs are not rule-based agents in the
human sense, our results suggest that they similarly
rely on surface-level cues to guide problem-solving
behavior. When syntactic structure deviates from
familiar patterns, models are more likely to generate
incorrect responses, even when they demonstrate
competence on simpler or canonical formulations
of the same task.

That even high-performing models benefit from
syntactic restructuring indicates that many failures
are not due to limitations in arithmetic ability per se,
but rather in applying the right strategy under struc-
tural variation. This points to a challenge beyond
learning correct computations: models must also
determine how and when to apply learned behav-
iors, a process that appears sensitive to variations
in syntactic form.

6.4 Toward Syntax-Aware Generalization
These results carry several implications for improv-
ing LLM robustness and interpretability. First, they
emphasize the importance of training or prompting
models to abstract beyond surface form. Sensitiv-
ity to syntactic variation can limit generalization,
even in domains where the underlying reasoning is
sound.

Second, our analysis highlights the potential
of syntax-aware interventions. By measuring
DLT complexity and selectively rephrasing high-
complexity inputs, systems could anticipate and mit-
igate failure without retraining. This suggests a role
for lightweight, dynamic preprocessing pipelines
in real-world deployments.

Finally, our findings suggest promising directions
for future research (1) Syntactic curriculum learn-
ing: Gradually exposing models to varied syntactic
structures during training to improve generaliza-
tion under structural variation. (2) Schema-guided
error analysis: Building error taxonomies based
on syntactic mismatches to inform evaluation and
debugging.

Overall, our analysis suggests that syntactic in-
duction is a significant source of LLM failure in
math reasoning tasks. By quantifying structural
complexity and aligning input form with successful
patterns, we can better anticipate and mitigate a
subset of reasoning errors rooted in input formula-
tion.

Crucially, our findings suggest that syntactic
complexity is not merely correlated with failure but
may play a mediating role in model performance
on structurally complex inputs. This highlights
structurally guided rephrasing as a lightweight and
scalable strategy for recovering from such errors,
without modifying model weights or requiring ad-
ditional supervision.

7 Conclusion

This work investigated how syntactic structure influ-
ences the reasoning behavior of LLMs on mathemat-
ical problems. Across four benchmarks: GSM8K,
SVAMP, MultiArith, and ASDiv, we found that
LLMs systematically fail on syntactically complex
inputs, despite their semantic simplicity. These
failures were reliably predicted by elevated Depen-
dency Locality Theory (DLT) scores and mitigated
through targeted syntactic rephrasing.

Our findings demonstrate that many reasoning
errors stem not from a lack of mathematical compe-

7



tence, but from syntactic induction failures,
a tendency to misapply known solution strategies
when surface structure deviates from training priors.
Rephrasing misaligned questions into syntactically
familiar forms improved accuracy across all models,
with gains particularly notable in lower-performing
systems like Gemma and Granite. This supports the
view, rooted in cognitive science, that schema acti-
vation in both humans and LLMs is highly sensitive
to surface cues.

By framing these errors within a rule-based taxon-
omy and formalizing complexity through DLT, we
offer a structured explanation for inductive failure
in LLMs. Rather than viewing mistakes as isolated
or stochastic, we show they are predictable, syntax-
sensitive, and recoverable through lightweight in-
terventions.

Future Directions This work opens several di-
rections for enhancing LLM robustness and inter-
pretability. We highlight:

• Syntactic diagnostic tools: To identify
schema misalignment based on DLT complex-
ity or parse structure.

• Structure-aware input representations:
Leveraging dependency graphs or program-
matic abstractions to make problem structure
more accessible.

• Failure-aware training curricula: Introduc-
ing controlled syntactic variation to encourage
generalization beyond form-driven heuristics.

While our experiments focus on mathematical
benchmarks, the implications are broader. Syn-
tactic induction failures may underlie reasoning
brittleness across domains. Addressing these fail-
ures offers a path toward LLMs that reason more
like human experts: flexibly, structurally, and with
awareness of when form does, and does not, align
with function.

8 Ethics Statement
Our experiments were conducted on publicly avail-
able mathematical reasoning datasets, which do
not contain sensitive personal data or pose iden-
tifiable risks to individuals or groups. The work
does not involve human subjects or data collection.
No known ethical risks were introduced, and all
referenced work is properly cited and respected
under academic norms.

9 Limitations
This study focuses on mathematical word problems
and may not generalize to other domains. We eval-
uate only final-answer accuracy, without analyzing
intermediate reasoning.
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A Appendix

A.1 DLT Rephrasing Algorithm (Proposed)
This subsection outlines a proposed procedure
for preemptively identifying syntactically complex
math word problems and evaluating the impact of
rephrasing. While this algorithm was not executed
in the main paper due to time constraints, it was
designed to support future ablation studies. The
pipeline filters questions based on elevated DLT
complexity, applies dependency-guided rephrasing,
and evaluates accuracy before and after restructur-
ing. This formalization supports reproducibility
and highlights a possible direction for proactive
syntax-aware model evaluation.

Algorithm 1 DLT-Guided Rephrasing and Accu-
racy Evaluation
Require: Dataset D = {(𝑞𝑖 , 𝑎𝑖)}𝑁𝑖=1 of questions

and answers
Require: Normalized DLT complexity scoring

function DLT(𝑞)
Require: Rephrasing function Rephrase(𝑞)
Require: Evaluation function Accuracy(Q,A)

1: Compute scores: {𝑠𝑖 = DLT(𝑞𝑖)}𝑁𝑖=1
2: Set threshold 𝜏 as the 75th percentile of {𝑠𝑖}
3: Define Dcomplex = {(𝑞𝑖 , 𝑎𝑖) | 𝑠𝑖 ≥ 𝜏}
4: For each (𝑞𝑖 , 𝑎𝑖) in Dcomplex, compute 𝑞′𝑖 =

Rephrase(𝑞𝑖)
5: Evaluate original accuracy:

Accorig = Accuracy ({𝑞𝑖}, {𝑎𝑖})

6: Evaluate rephrased accuracy:

Accreph = Accuracy
({𝑞′𝑖}, {𝑎𝑖})

7: Compute improvement: Δ = Accreph − Accorig
8: return 𝜏, Δ

A.2 DLT Complexity Statistical Significance
This section provides full statistical results and
supporting visualizations for the DLT complexity
gaps reported in Table 1 of the main paper. The
table below contains Welch’s 𝑡-statistics and 𝑝-
values for each dataset–model pair. Following the
table, we include full boxplots of DLT scores by
outcome (correct vs. incorrect) across all models
and datasets. These visualizations offer a more
detailed view of score distributions, variance, and
effect sizes.

Table 3: Welch’s 𝑡-test results comparing DLT complex-
ity for correctly vs. incorrectly answered questions.

Model ASDiv GSM8K MultiArith SVAMP
t-stat. p-val. t-stat. p-val. t-stat. p-val. t-stat. p-val.

Gemma -0.66 0.51 -6.97 < 0.0001 -0.18 0.86 -3.94 < 0.0001
Granite -5.29 < 0.0001 -6.22 < 0.0001 1.16 0.249 -4.87 < 0.0001
LLaMA -5.92 < 0.0001 -7.44 < 0.0001 0.28 0.861 -2.94 0.0037
Mistral -6.47 < 0.0001 -6.83 < 0.0001 1.58 0.116 -3.42 0.0007
Qwen -1.76 0.08 -6.66 < 0.0001 -2.52 0.0275 -1.13 0.2649

A.3 Manual Evaluation of Rephrased
Questions

To assess the quality and effectiveness of our syn-
tactic rephrasing method, we conducted a manual
evaluation. We selected 10 representative (original,
rephrased) question pairs sampled from GSM8K,
SVAMP, MultiArith, and ASDiv. Each pair was
reviewed by an annotator along three criteria:

• Semantic Match: Does the rephrased version
preserve the original problem’s meaning?

• Structural Simplification: Does the
rephrased version reduce syntactic complexity
(e.g., fewer clauses, flatter dependencies)?

• Answered Correctly: Did the model orig-
inally answer incorrectly but succeed after
rephrasing?

All 10 examples were rated as preserving seman-
tic fidelity while simplifying structure, and all were
answered correctly by the model post-rephrasing.
These results reinforce the claim that syntactic
restructuring can reduce complexity while main-
taining problem intent, allowing models to succeed
on previously failed inputs.

Table 5 summarizes the outcomes for each eval-
uated example.

A.4 LLM Evaluation Framework

This section lists the models and decoding parame-
ters used in our experiments. Table 4 provides full
details for both the math QA models and the rephras-
ing model. All math questions were evaluated in
a zero-shot setting using greedy decoding (temper-
ature = 0, no sampling). For rephrasing, we used
LLaMA-3 with mild sampling settings to introduce
syntactic variation while preserving semantic intent.
These parameters were fixed across all datasets to
ensure consistency and reproducibility.
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Figure 5: DLT complexity scores by model outcome
(correct vs. incorrect) across five LLMs on GSM8K. In
each subplot, incorrectly answered questions (orange)
exhibit higher mean complexity and greater variance than
correct ones (green). Welch’s t-statistics and p-values
confirm these differences are statistically significant.

A.5 Cognitive Psychology: Rational Errors

To contextualize our findings within broader theo-
ries of reasoning failure, we draw on insights from
cognitive psychology and mathematical pedagogy.
Specifically, we reference the work of Ben-Zeev
(1998), who frames many student errors in math-
ematics not as random mistakes, but as rational
errors. systematic overgeneralizations of otherwise
valid strategies.

Figure 9 illustrates this framework. The top panel
shows a classic subtraction mistake: subtracting
each digit in place-value order without accounting
for borrowing. This type of mistake is not due to
irrationality but reflects a learner’s internalization of
an overly simplified rule. The bottom panel presents
a taxonomy of inductive failure modes, such as
syntactic induction and semantic induction, which
describe how solvers may misapply surface-level
patterns or real-world analogies inappropriately.

These mechanisms are highly relevant to our
analysis of LLM behavior. Our experiments show
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Figure 6: DLT complexity scores by model outcome
(correct vs. incorrect) across five LLMs on ASDiv.

that LLMs often fail on syntactically novel questions
not because they lack competence, but because
they overapply strategies learned from structurally
familiar formsm precisely the type of error Ben-
Zeev characterizes as rational. In particular, what
we term syntactic induction failures in LLMs
echoes this cognitive framing, highlighting deep
parallels between human and model error patterns.

We include these diagrams to situate our findings
in a well-established theory of rule-based reasoning
errors and to support our claim that LLM failures
are often structured, interpretable, and attributable
to form-function misalignment rather than arbitrary
noise.
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Figure 7: DLT complexity scores by model outcome
(correct vs. incorrect) across five LLMs on Multiarith.
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Figure 8: DLT complexity scores by model outcome
(correct vs. incorrect) across five LLMs on SVAMP.

Model Params Max Temp Top-𝑝 Sample
LLaMA-3 8B 8192 0.0 1.0 False
Mistral 7B 8192 0.0 1.0 False
Qwen2.5 7B 8192 0.0 1.0 False
Gemma 7B 8192 0.0 1.0 False
Granite 7B 8192 0.0 1.0 False

(a) Math QA models and decoding hyperparameters. All
models use greedy decoding (temperature = 0, no sampling).

Rephrasing Model Params Max Temp Top-𝑝 Sample
LLaMA-3 8B 8192 0.1 0.9 True

(b) Rephrasing model used for syntactic restructuring.

Table 4: LLMs used in experiments.

Correct11
�2 13- 7

6

Incorrect
2 3- 7

24

Figure 9: Correct borrowing (left) vs. a common sub-
traction mistake (right). Students without instruction on
borrowing often overgeneralize the principle of subtract-
ing smaller from larger numbers.
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Dataset Model Original Question Rephrased Question Semantic
Match

Simplified Answered
Correctly

GSM8K LLaMA-8B A company pays each of its employees
$600 in a month. The company has a
policy of increasing the salaries of each
of its employees by 10% of the initial
salary every year for those who’ve stayed
in the company for five years. If Sylvie
just clocked 5 years in the company last
December, what’s her annual salary after
three more years of service?

A company pays its employees $600 per
month. The company has a policy of
increasing salaries by 10% of the initial
salary every year for employees who
have stayed with the company for five
years. Sylvie just completed five years
of service last December. What is her
annual salary after three more years of
service?

MultiArith Mistral-7B Roger had 68 dollars. If he spent 47
bucks on a new game, how many 7 dollar
toys could he buy with the money he had
left?

Roger has 68 dollars. He spends 47
dollars on a new game. How many 7-
dollar toys can he buy with the money
he has left?

ASDiv Qwen2.5-7B Andrew’s 4 friends decided to bring food
as well. If each of them brought 4 slices
of pizza, how many slices of pizza do
they have in total?

Andrew’s 4 friends decide to bring food
as well. They each bring 4 slices of pizza.
How many slices of pizza do they have
in total?

GSM8K Gemma-7B Brandon’s iPhone is four times as old
as Ben’s iPhone. Ben’s iPhone is two
times older than Suzy’s iPhone. If Suzy’s
iPhone is 1 year old, how old is Brandon’s
iPhone?

Brandon’s iPhone is four times as old as
Ben’s iPhone. Ben’s iPhone is two times
older than Suzy’s iPhone, which is 1 year
old. How old is Brandon’s iPhone?

SVAMP Granite-7B Edward spent $6 to buy 2 books each
book costing him the same amount of
money. Now he has $12. How much did
each book cost?

Edward spent $6 to buy 2 books, each
costing the same amount. Now he has
$12. How much did each book cost?

SVAMP Granite-7B Billy sells DVDs. He has 8 customers on
Tuesday. His first 3 customers buy one
DVD each. His next 2 customers buy 2
DVDs each. His last 3 customers don’t
buy any DVDs. How many DVDs did
Billy sell on Tuesday?

Billy sells DVDs to 8 customers on Tues-
day. His first 3 customers buy one DVD
each, and his next 2 customers buy 2
DVDs each. His last 3 customers don’t
buy any DVDs. How many DVDs does
Billy sell on Tuesday?

ASDiv Mistral-7B It’s Rachel’s birthday. Her parents
wanted her to have fun so they went
to the circus that happened to be in town
that day. Upon arriving at the circus,
they went to the ticket booth and asked
how much each ticket cost. If each ticket
costs $44.00 and they bought 7 tickets,
how much money did they spend on tick-
ets?

Rachel’s parents take her to the circus
on her birthday. They buy 7 tickets, each
costing $44.00. How much money do
they spend on tickets?

MultiArith Qwen-7B Will invited 9 friends to a birthday party,
but 4 couldn’t come. If he wanted to buy
enough cupcakes so each person could
have exactly 8, how many should he buy?

Will invites 9 friends to a birthday party,
but 4 can’t come. If he wants to give each
person 8 cupcakes, how many cupcakes
should he buy?

GSM8K LLaMA-8B Jerome had 4 friends who came to visit
him on a certain day. The first friend
pressed on the doorbell 20 times be-
fore Jerome opened, the second friend
pressed on the doorbell 1/4 times more
than Jerome’s first friend. The third
friend pressed on the doorbell 10 times
more than the fourth friend. If the fourth
friend pressed on the doorbell 60 times,
how many doorbell rings did the door-
bell make?

Jerome has 4 friends visiting him, and
the first friend rang the doorbell 20 times
before Jerome opened it. The second
friend rang the doorbell 1/4 times more
than the first friend, the third friend rang
it 10 times more than the fourth friend,
and the fourth friend rang it 60 times.
How many times did the doorbell ring in
total?

GSM8K LLaMA-8B Jam has three boxes full of pencils and
2 loose pencils which give a total of 26
pencils. If her sister, Meg, has 46 pencils,
how many boxes do Jam and Meg need
to store all their pencils?

Jam has three boxes of pencils and 2
loose pencils, which together total 26
pencils. Her sister, Meg, has 46 pencils.
How many boxes do Jam and Meg need
to store all their pencils?

Table 5: Manual evaluation of rephrased questions. A checkmark indicates success for each criterion.
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Abstract
Large language models (LLMs) have recently
demonstrated remarkable success in mathe-
matical reasoning. Despite progress in meth-
ods like chain-of-thought prompting and self-
consistency sampling, these advances often fo-
cus on final correctness without ensuring that
the underlying reasoning process is coherent
and reliable. This paper introduces STEP-KTO,
a training framework that combines process-
level and outcome-level binary feedback to
guide LLMs toward more trustworthy reason-
ing trajectories. By providing binary evalua-
tions for both the intermediate reasoning steps
and the final answer, STEP-KTO encourages
the model to adhere to logical progressions
rather than relying on superficial shortcuts.
Our experiments on challenging mathematical
benchmarks show that STEP-KTO significantly
improves both final answer accuracy and the
quality of intermediate reasoning steps. For ex-
ample, on the MATH-500 dataset, STEP-KTO
achieves a notable improvement in Pass@1 ac-
curacy over strong baselines. These results
highlight the promise of integrating stepwise
process feedback into LLM training, paving the
way toward more interpretable and dependable
reasoning capabilities.

1 Introduction
Large language models (LLMs) have recently
shown remarkable capabilities in reasoning-
intensive tasks such as coding (Chen et al., 2021;
Li et al., 2022; Rozière et al., 2023) and solving
complex mathematical problems (Shao et al., 2024;
Azerbayev et al., 2024). Prompting strategies like
chain-of-thought prompting (Nye et al., 2021; Wei
et al., 2022; Kojima et al., 2022; Adolphs et al.,
2022) and self-consistency sampling (Wang et al.,
2023) enhance these models’ final-answer accuracy
by encouraging them to articulate intermediate rea-
soning steps. However, a significant issue remains:
even when these methods boost final-answer cor-
rectness, the internal reasoning steps are often unre-
liable or logically inconsistent (Uesato et al., 2022;
Lightman et al., 2024).

This discrepancy between correct final answers
and flawed intermediate reasoning limits our abil-
ity to trust LLMs in scenarios where transparency
and correctness of each reasoning stage are crucial
(Lanham et al., 2023). For example, in mathe-
matical problem-solving, a model might produce
the right answer for the wrong reasons (Lyu et al.,
2023; Zheng et al., 2024), confounding our under-
standing of its true capabilities (Turpin et al., 2023).
To address this, researchers are increasingly empha-
sizing the importance of guiding models to produce
not just correct final answers, but also verifiable
and faithful step-by-step solution paths (Uesato
et al., 2022; Shao et al., 2024; Setlur et al., 2024).

Prior work in finetuning has largely focused on
outcome-level correctness, using outcome reward
models to improve the probability of final-answer
accuracy (Cobbe et al., 2021; Hosseini et al., 2024;
Zhang et al., 2024). While effective, such an ap-
proach does not ensure that the intermediate rea-
soning steps are valid. Conversely, while process-
level supervision through process reward models
(PRMs) (Lightman et al., 2024; Wang et al., 2024;
Luo et al., 2024) can guide models to follow cor-
rect reasoning trajectories, prior work has mainly
used PRMs as a ranking method rather than a way
to provide stepwise feedback. As a result, relying
solely on process-level supervision may lead mod-
els to prioritize step-by-step correctness without
guaranteeing a correct final outcome.

In this paper, we introduce Stepwise Kahneman-
Tversky-inspired Optimization (STEP-KTO), a
training framework that integrates both process-
level and outcome-level binary feedback to pro-
duce coherent and correct reasoning steps along-
side high-quality final answers. Our approach
evaluates each intermediate reasoning step against
known correct patterns using a PRM, while simul-
taneously leveraging a rule-based reward signal for
the final answer. To fuse these signals, we em-
ploy a Kahneman-Tversky-inspired value function
(Tversky and Kahneman, 2016; Ethayarajh et al.,
2024) that emphasizes human-like risk and loss
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Figure 1: STEP-KTO Training Process. Given a dataset of math problems (left), a language model (LLM)
produces both reasoning steps and a final answer. Each intermediate reasoning step is evaluated by a process reward
model (Process RM), and the final answer is assessed by an outcome reward model (Outcome RM). The binary
feedback signals from both levels (outcome-level correctness co and stepwise correctness csh) are recorded together
with the input (x) and the model’s response (y) §2.1. These signals are then used to compute the STEP-KTO loss,
guiding the LLM to not only produce correct final answers but also maintain coherent and correct reasoning steps
§2.3. Through multiple iterations of this training process §2.4, the model progressively improves both its stepwise
reasoning and final answer accuracy.

aversion, encouraging models to gradually correct
their reasoning and avoid errors. The result is a
training objective that aligns the entire reasoning
trajectory with verified solutions while ensuring
that final correctness remains a top priority.

Figure 1 illustrates the STEP-KTO pipeline. We
start with a base LLM and repeatedly refine it
through iterative training. At each iteration, the
PRM provides step-level binary feedback that helps
the model navigate correct solution paths, while
the outcome-level binary feedback ensures that the
final answer is correct. The Kahneman-Tversky-
inspired value function transforms these binary sig-
nals into guidance that progressively reduces errors
in the chain-of-thought. Over successive rounds,
STEP-KTO yields systematically more accurate
intermediate reasoning steps and steadily improves
the final-answer accuracy.

We evaluate STEP-KTO on challenging mathe-
matical reasoning benchmarks including MATH-
500 (Hendrycks et al., 2021; Lightman et al., 2024),
AMC23 (MAA, 2023), and AIME24(MAA, 2024).
Our experiments show that incorporating both
process-level and outcome-level signals leads to
substantial improvements over state-of-the-art base-
lines that rely solely on final-answer supervision.
For example, on MATH-500, STEP-KTO improves
Pass@1 accuracy from 53.4% to 63.2%, while also
producing more coherent and trustworthy step-by-
step reasoning. Moreover, iterative training with
STEP-KTO achieves cumulative gains, demonstrat-
ing that balancing process- and outcome-level feed-
back refines reasoning quality over time. In sum-
mary, our key contributions are:

• We propose STEP-KTO, a novel finetuning
framework that combines process-level and
outcome-level feedback, encouraging both cor-
rect final answers and faithful step-by-step rea-
soning.

• We show that iterative training with STEP-
KTO yields consistent cumulative improve-
ments, showing the effectiveness of combined
process-level and outcome-level feedback in re-
fining LLM reasoning.

• We demonstrate that STEP-KTO surpasses
state-of-the-art baselines on multiple math rea-
soning tasks, delivering higher accuracy (63.2%
vs 53.4% Pass@1 on MATH-500) and more
reliable intermediate solutions.

2 Methodology

2.1 Problem Setup and Notation
We adopt the notation and setup similar to Setlur
et al. (2024). Let D = {(xi,y

⋆
xi
)}i be a dataset

of math problems, where each problem x ∈ X
has an associated ground-truth solution sequence
y⋆
x = (s⋆1, s

⋆
2, . . . , s

⋆
|y⋆|) ∈ Y . A policy model πθ,

parameterized by θ, generates a response sequence
y = (s1, s2, . . . , s|y|) autoregressively given the
problem x, where each step sh is a reasoning step
separated by a special token (e.g., ”## Step”).

The correctness of the final answer y can be au-
tomatically determined by a rule-based correctness
function Regex(y,y⋆

x) ∈ {0, 1}, which compares
the model’s final derived answer to the ground-truth
final answer (Hendrycks et al., 2021). The model’s
final answer is explicitly denoted using a special
format in the final step s|y|, such as boxed{·}, al-
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lowing the correctness function to easily extract
and verify it. Our primary objective is to improve
the expected correctness of the final answer:

Ex∈D , y∼πθ(·|x)[Regex(y,y
⋆
x)].

Ensuring a correct final answer does not guar-
antee logically sound intermediate reasoning. To
address this, we incorporate a stepwise binary cor-
rectness signal Prm(x,y⋆

x, sh) ∈ {0, 1} for each
reasoning step sh. Unlike the final-answer correct-
ness Regex, this signal directly measures whether
each intermediate step is locally valid and aligns
with proper problem-solving principles, without
strictly mirroring the reference solution steps. We
obtain these stepwise correctness evaluations by
prompting an LLM (Llama-3.1-70B-Instruct)
as our process reward model (PRM), following the
structured template in Appendix D. In summary,
we have two levels of binary signals:

• Outcome feedback: Regex(y,y⋆
x) ∈ {0, 1}

indicates if the final answer derived from y is
correct.

• Stepwise feedback: Prm(x,y⋆
x, sh) ∈ {0, 1}

indicates if the intermediate reasoning step sh
is correct.

Our goal is to integrate both of these signals into
the training objective of πθ. By doing so, we guide
the model to produce not only correct final answers
but also to maintain correctness, coherence, and
reliability throughout its reasoning trajectory. This
integrated approach will be formalized through the
STEP-KTO framework.

2.2 KTO Background

KTO (Ethayarajh et al., 2024) aims to align a pol-
icy πθ with binary feedback using a Kahneman-
Tversky-inspired value function (Tversky and Kah-
neman, 2016). Rather than maximizing the log-
likelihood of preferred outputs or directly using
reinforcement learning, KTO defines a logistic
value function that is risk-averse for gains and risk-
seeking for losses.

The original KTO loss focuses on the final-

answer level. Let:

rθ(x, y) = log
πθ(y | x)
πref(y | x)

, (1)

z0 = KL
(
πθ(y

′ | x) ∥ πref(y
′ | x)

)
, (2)

v(x, y) =





λD σ
(
β(rθ(x, y)− z0)

)

if Regex(y,y⋆
x) = 1,

λU σ
(
β(z0 − rθ(x, y))

)

if Regex(y,y⋆
x) = 0.

(3)

Here, πref is a reference policy (typically the ini-
tial model checkpoint) that provides a baseline for
comparison, σ is the logistic function, β > 0 con-
trols risk aversion, and λD, λU are weighting coef-
ficients. The z0 term, where y′ denotes an arbitrary
output sequence, serves as a reference point to en-
sure balanced optimization. The KTO loss at the
outcome level is:

LKTO(πθ, πref) = Ex,y∼D[λy − v(x, y)], (4)

where λy = λD if Regex(y,y⋆
x) = 1 and λy =

λU if Regex(y,y⋆
x) = 0.

2.3 STEP-KTO

While KTO ensures correctness of final answers,
many reasoning tasks require validity at each in-
termediate step. We extend KTO by incorporating
stepwise binary feedback Prm(x,y⋆

x, sh) to assess
the quality of each reasoning step. We begin by
defining an implied reward at the step level:

rθ(x, sh) = log
πθ(sh | x, s<h)

πref(sh | x, s<h)
.

This quantity can be viewed as the incremental ad-
vantage of producing step sh under πθ compared to
πref. It captures how much more (or less) reward is
implied by choosing sh over the reference model’s
baseline likelihood, conditioned on the same con-
text (x, s<h). Next, we introduce a stepwise KL
baseline:

z
(step)
0 = KL

(
πθ(s

′
h | x, s′<h) ∥ πref(s

′
h | x, s′<h)

)
.

Analogous to z0 at the outcome level, z(step)0 serves
as a local reference point. It prevents the model
from gaining reward merely by diverging from
the reference and ensures that improvements are
grounded in genuine reasoning quality. Given the
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binary stepwise feedback Prm(x,y⋆
x, sh), we de-

fine a value function that parallels the outcome-
level case. If a step sh is deemed stepwise-
desirable, the model should increase its implied re-
ward rθ(x, sh) relative to z

(step)
0 (Huang and Chen,

2024). Conversely, if sh is stepwise-undesirable,
the model is encouraged to lower that implied re-
ward. Formally:

v(step)(x, sh) =




λ
(step)
D σ

(
βstep(r(x, sh)− z

(step)
0 )

)
if Prm(x,y⋆

x, sh) = 1,

λ
(step)
U σ

(
βstep(z

(step)
0 − r(x, sh))

)
if Prm(x,y⋆

x, sh) = 0.

(5)
Here, λ

(step)
D , λ

(step)
U and βstep mirror their

outcome-level counterparts, controlling the
strength of the reward or penalty at the granularity
of individual steps. By leveraging these signals,
the stepwise value function v(step) directs the
model’s distribution toward steps deemed correct
and coherent, and away from those that are not.
With these definitions, the stepwise loss is:

Lstep(, ) = Ex,y,sh∼D(step)

[
λ(step)
y − v(step)(x, sh)

]
.

(6)
where λ(step)

y = λ
(step)
D if Prm(x,y⋆

x, sh) = 1 and
λ
(step)
y = λ

(step)
U if Prm(x,y⋆

x, sh) = 0.
Combining the stepwise objective with the

outcome-level KTO loss (Eq. 4) yields the final
STEP-KTO objective:

LSTEP-KTO(πθ, πref) = LKTO(πθ, πref)

+ Lstep(πθ, πref).
(7)

This composite loss encourages the model to pro-
duce not only correct final answers but also to re-
fine each intermediate step. By jointly optimizing
outcome-level and stepwise-level feedback, STEP-
KTO ensures that the model’s entire reasoning tra-
jectory—from the earliest steps to the final solu-
tion—is both correct and coherent.

2.4 Iterative Training

We train our models using an iterative proce-
dure inspired by previous alignment methods
that refine a model’s parameters over multiple
rounds (Zelikman et al., 2022; Yuan et al., 2024;
Pang et al., 2024; Prasad et al., 2024). For
Llama-3.3-70B-Instruct, we use it directly as
our seed model M0. For Llama-3.1 models, we
first perform supervised finetuning on the training
data before using them as M0. Starting from M0,
we refine it iteratively to obtain M1,M2, . . . ,MT

using the following procedure:

1. Candidate Generation: For each problem x ∈
D , we sample 8 candidate solutions yk ∼
πMt(· | x) using temperature T = 0.7 and nu-
cleus sampling with p = 0.95 (Holtzman et al.,
2020). This stochastic decoding strategy encour-
ages diverse candidate solutions, aiding both pos-
itive and negative sample selection.

2. Outcome Assessment: We evaluate each can-
didate yk against the ground-truth solution
y⋆
x using the outcome correctness function

Regex(yk,y⋆
x). If no sampled solutions are cor-

rect, we include the ground-truth solution y⋆
x as

a positive sample, as suggested by Pang et al.
(2024). If all sampled solutions are correct, we
discard this problem in the current iteration to pri-
oritize learning from problems where the model
can still improve.

3. Stepwise Evaluation: For the selected solu-
tions, we apply the stepwise correctness function
Prm(x,y⋆

x, sh) to assess the quality of each rea-
soning step. This yields a set of binary signals
indicating whether each intermediate step aligns
with desirable reasoning patterns.

4. Dataset Construction: We aggre-
gate these annotated samples into
DMt = {(x,y, cout, cstep1 , . . . , cstepS−1) | y ∈ D},
where cout = Regex(y,y⋆

x) is the outcome-
level correctness, and csteph = Prm(x,y⋆

x, sh)
are the stepwise correctness indicators for the
S − 1 intermediate steps of the solution y. 1

5. Parameter Update: Using DMt , we update the
model parameters according to the chosen align-
ment objective—either our STEP-KTO loss or a
baseline method (e.g., IRPO).

6. Iteration: We repeat this process for T itera-
tions, each time producing a new model Mt+1

refined from Mt.

While KTO and STEP-KTO does not inherently
require balanced positive and negative samples, we
impose this constraint for fairness when comparing
against pairwise preference-based baselines like
DPO. Specifically, we randomly sample at most
two pairs per problem per iteration, ensuring a
consistent number of training examples across dif-
ferent alignment strategies. This controlled sam-
pling regime facilitates direct comparisons between

1At each iteration t, the dataset DMt is constructed specif-
ically from Mt. Thus, M1 is trained on the dataset derived
from seed model M0 shared by all methods, M2 on the dataset
derived from M1 specifically for method testing, and so forth.
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methods and clarifies the impact of stepwise and
outcome-level feedback on the model’s refinement
process.

3 Experiments

3.1 Task and Datasets

We evaluate our approach on established math rea-
soning benchmarks from high school competitions,
testing the model’s ability to solve challenging
problems across various domains and difficulties.
All problems require a final answer, typically a
number, simplified expression (e.g., π

2 , 1±
√
19),

or short text (e.g., “east”).

• MATH-500: A 500-problem subset of the
MATH dataset (Hendrycks et al., 2021), se-
lected as in Lightman et al. (2024). It covers
diverse subjects (e.g., Algebra, Geometry, Pre-
calculus) for a broad evaluation of mathematical
reasoning.

• AMC23: A test set of 40 problems from the
American Mathematics Competitions (AMC 12,
2023)2. These problems are known for their sub-
tlety and depth, providing a stringent reasoning
test.

• AIME24: A test set of 30 problems from the
American Invitational Mathematics Examina-
tion (AIME, 2024)3, typically requiring intri-
cate multi-step reasoning and posing a higher-
level challenge.

Following standard mathematical LLM evalua-
tion practices (Hendrycks et al., 2021), we extract
final answers from model outputs using regular
expressions and verify their mathematical equiva-
lence to ground-truth solutions with SYMPY4, ac-
commodating minor stylistic differences. We re-
port Pass@1 (accuracy of a single greedy comple-
tion from πθ) and Maj@8 (accuracy from the major-
ity answer among 8 solutions sampled at T = 0.7
(Ackley et al., 1985; Ficler and Goldberg, 2017;
Wang et al., 2023))5. These metrics provide a
comprehensive assessment on challenging math-
ematical reasoning tasks, reflecting direct accuracy
(Pass@1) and sampled robustness (Maj@8).

2https://github.com/QwenLM/Qwen2.5-Math/blob/
main/evaluation/data/amc23/test.jsonl

3https://github.com/QwenLM/Qwen2.5-Math/blob/
main/evaluation/data/aime24/test.jsonl

4https://github.com/sympy/sympy
5Varying temperature (T = 0.5− 1.0) had limited impact

on Maj@8 in pilot experiments.

In addition to these evaluation benchmarks, all
experiments are conducted using a large-scale
prompt set, DNumina, referred to as NuminaMath
(LI et al., 2024). NuminaMath comprises a broad
range of math problems and their solutions, total-
ing 438k examples, spanning difficulty levels from
elementary to high school competition standards.
To ensure the integrity of final answers, we remove
subsets of synthetic questions and Orca Math prob-
lems (Mitra et al., 2024), as their correctness are
not verified by human.

3.2 Baseline Methods
We evaluate our proposed STEP-KTO against sev-
eral strong baseline approaches for mathematical
reasoning. All methods are trained using offline
iterative optimization, with online preference learn-
ing left as future work:

• RFT (Rejection Finetuning) (Yuan et al.,
2023): Performs supervised finetuning exclu-
sively on solutions with correct final answers,
relying on outcome-level filtering without ex-
plicit preference signals.

• IRPO (Iterative Reasoning Preference Opti-
mization) (Pang et al., 2024): An iterative DPO
(Rafailov et al., 2023) variant using outcome-
level pairwise preferences, stabilized by an NLL
loss, but lacks stepwise feedback.

• KTO (Kahneman-Tversky Optimization)
(Ethayarajh et al., 2024): Employs an outcome-
level, Kahneman-Tversky-inspired value func-
tion (see §2.2) for alignment, focusing on risk
aversion but not incorporating stepwise signals.

• SimPO and IPO (Meng et al., 2024; Azar
et al., 2024): DPO variants that utilize simpli-
fied outcome-level preference mechanisms for
more stable optimization, without targeting step-
wise correctness or advanced reasoning perfor-
mance.

• Step-DPO (Lai et al., 2024): A DPO variant
that optimizes stepwise preferences instead of
outcome-level ones for granular supervision,
but requires significant data processing and re-
jection sampling for intermediate steps.

3.3 Main Results
Table 1 presents our main results, comparing STEP-
KTO with various baseline methods and commer-
cial systems across the MATH-500, AMC23, and
AIME24 benchmarks. We report both Pass@1
and Maj@8 accuracy, as described in §3. Overall,
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Method MATH-500 AMC23 AIME24
Pass@1 Maj@8 Pass@1 Maj@8 Pass@1 Maj@8

Llama-3.1-8B-Instruct
Seed model M0 53.4 55.0 35.0 37.5 3.3 6.7
Rejection Finetuning M3 53.8 56.0 30.0 32.5 10.0 6.7
IRPO M3 55.4 59.2 35.0 40.0 6.7 6.7
KTO M3 60.6 61.6 35.0 32.5 16.7 16.7
STEP-KTO (ours) M3 63.2 64.6 47.5 47.5 16.7 16.7

Llama-3.1-70B-Instruct
Seed model M0 74.6 76.2 40.0 60.0 13.3 16.7
Rejection Finetuning M1 74.8 73.6 55.0 60.0 13.3 13.3
IRPO M1 74.4 74.8 55.0 57.5 10.0 13.3
KTO M1 75.6 77.2 55.0 65.0 13.3 13.3
STEP-KTO (ours) M1 76.2 78.4 60.0 67.5 16.7 20.0

Llama-3.3-70B-Instruct M0 75.8 77.6 57.5 60.0 26.7 30.0
Rejection Finetuning M1 77.4 78.4 60.0 65.0 20.0 23.3
IRPO M1 78.6 80.8 55.0 57.5 23.3 26.7
KTO M1 78.6 79.8 60.0 65.0 20.0 23.3
STEP-KTO (ours) M1 79.6 81.6 70.0 75.0 30.0 33.3

Llama-3.1-8B-Instruct 51.4 55.2 15.0 27.5 3.3 3.3
Llama-3.1-70B-Instruct 64.8 70.4 37.5 47.5 10.0 30.0
Llama-3.1-405B-Instruct 68.8 74.4 47.5 52.5 30.0 26.6
O1 94.8 - - - 78.0 -
O1-Mini 90.0 - 90.0 90.0 33.3 46.7
Gemini 1.5 Pro 79.4 83.0 75.0 82.5 26.7 26.7
GPT-4o 73.0 76.4 57.5 70.0 10.0 16.7
Claude 3.5 Sonnet 70.0 74.4 62.5 67.5 23.3 26.7
Grok-Beta 67.0 72.2 50.0 52.5 10.0 13.3

Table 1: Math problem solving performance comparing Llama models of different sizes and proprietary models.
Results show accuracy on MATH-500, AMC23, and AIME24 test sets using both greedy decoding (Pass@1) and
majority voting over 8 samples (Maj@8). Models highlighted in blue are 8B parameter models, green are 70B
parameter models, and gray are commercial models.

STEP-KTO consistently outperforms the baselines
that rely solely on outcome-level correctness, such
as KTO, IRPO, SimPO, and IPO, as well as simpler
methods like RFT.

For instance, on MATH-500 with the 8B Llama-
3.1-Instruct model, STEP-KTO achieves a Pass@1
of 63.2%, improving from the baseline KTO
model’s 60.6% and substantially surpassing IRPO
and RFT. On AMC23, STEP-KTO attains a
Pass@1 of 47.5%, outperforming baselines by a no-
table margin. On AIME24, where problems require
especially intricate multi-step reasoning, STEP-
KTO sustains its advantage, demonstrating that
the stepwise supervision is particularly valuable for
more challenging tasks. Scaling to the 70B further
improves results. Llama-3.1-70B-Instruct with
STEP-KTO reaches a Pass@1 of 76.2% on MATH-
500 and continues to excel on AMC23 (60.0%)
and AIME24 (16.7%). Llama-3.3-70B-Instruct
with STEP-KTO model pushes performance higher
still, with STEP-KTO achieving 79.6% on MATH-
500, 70.5% on AMC23, and 29.6% on AIME24.
Although larger models also benefit from outcome-
only alignment techniques, STEP-KTO still deliv-

ers consistent gains, indicating that even power-
ful models trained on extensive data can be fur-
ther improved by targeting intermediate reasoning
quality. Compared to strong proprietary models,
STEP-KTO-enhanced Llama models remain com-
petitive and close the performance gap. For exam-
ple, while GPT-4o achieves a respectable 73.0%
Pass@1 on MATH-500, O1 series pushes this ac-
curacy to 90.0% and higher but requires a sub-
stantially larger inference budget. In contrast, our
STEP-KTO-enhanced Llama-3.1-70B-Instruct
model attains 76.2% Pass@1 on MATH-500 using
only a 5k-token budget.

3.4 Iterative Training

Table 2 illustrates how model performance
evolves over multiple iterative training rounds
(M1,M2,M3) when starting from the same seed
model M0 (Llama-3.1-8B-Instruct). We com-
pare STEP-KTO against other iterative methods
such as IRPO, KTO, and Rejection Finetuning.

Overall, STEP-KTO not only achieves higher
final performance but also improves more consis-
tently across iterations. For instance, on MATH-
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Method MATH-500 AMC23 AIME24
Pass@1 Maj@8 Pass@1 Maj@8 Pass@1 Maj@8

Llama-3.1-8B-Instruct
Seed model M0 53.4 55.0 35.0 37.5 3.3 6.7

IPO M1 52.6 55.8 22.5 30.0 3.3 3.3
SimPO M1 55.8 57.2 25.0 25.0 6.7 10.0
Step-DPO M1 56.8 58.4 27.5 30.0 6.7 10.0

Rejection Finetuning M1 55.0 57.0 30.0 35.0 10.0 10.0
Rejection Finetuning M2 54.0 56.2 22.5 20.0 3.3 6.7
Rejection Finetuning M3 53.8 56.0 30.0 32.5 10.0 6.7
IRPO M1 58.2 59.6 35.0 35.0 10.0 10.0
IRPO M2 57.2 62.4 32.5 40.0 6.7 10.0
IRPO M3 55.4 59.2 35.0 40.0 6.7 6.7
KTO M1 56.2 55.6 32.5 32.5 6.7 10.0
KTO M2 59.4 62.8 35.5 35.0 16.7 16.7
KTO M3 60.6 61.6 35.0 32.5 16.7 16.7
STEP-KTO (ours) M1 59.4 60.6 22.5 32.5 13.3 10.0
STEP-KTO (ours) M2 63.6 63.0 40.0 40.0 13.3 16.7
STEP-KTO (ours) M3 63.2 64.6 47.5 47.5 16.7 16.7

Table 2: Iterative training performance comparing different methods on Llama-3.1-8B-Instruct model. Results
show accuracy across multiple iterations (M1, M2, M3) of training on MATH-500, AMC23, and AIME24 test sets
using both greedy decoding (Pass@1) and majority voting over 8 samples (Maj@8).

500, STEP-KTO progresses from 59.4% Pass@1
at M1 to 63.2% at M3, surpassing the gains ob-
served by IRPO and KTO at the same check-
points. Similarly, on AMC23 and AIME24, STEP-
KTO shows steady iterative improvements, re-
flecting the cumulative value of integrating both
process- and outcome-level feedback. In contrast,
Rejection Finetuning (RFT) and IRPO exhibit less
stable gains across iterations, with performance
sometimes plateauing or even regressing at later
rounds. KTO does improve over iterations, but not
as robustly as STEP-KTO, highlighting that step-
wise feedback adds tangible benefits beyond what
outcome-level optimization alone can achieve.

These results underscore the importance of itera-
tive refinement. While simply applying preference-
based or rejection-based finetuning may yield some
initial improvements, STEP-KTO’s combined step-
wise and outcome-level guidance drives steady, sus-
tained enhancements in mathematical reasoning
quality, iteration after iteration.

3.5 Comparison with Step-DPO

Step-DPO (Lai et al., 2024) also targets intermedi-
ate steps but relies on computationally intensive
rejection sampling for error correction. STEP-
KTO contrasts by efficiently combining stepwise
and outcome signals for global solution coher-
ence. Empirically, Step-DPO achieved 56.8%
Pass@1 on MATH-500 (M1), whereas STEP-KTO
reached 59.4%. Our Step-DPO implementation
used Llama-3.3-70B-Instruct for error identifi-

cation and rejection sampling (filtering unsolved
after 8 attempts), underscoring STEP-KTO’s ad-
vantage in sustained improvement via integrated
optimization.

3.6 Preference Optimization Variants
Table 2 compares STEP-KTO against baselines
over iterative training from the 8B M0. On
MATH-500 (M1), STEP-KTO (59.4% Pass@1)
outperformed IPO (52.6%), SimPO (55.8%), IRPO
(58.2%), and KTO (56.2%). While its initial M1

gains on AMC23 and AIME24 were comparable or
more modest, STEP-KTO demonstrated stronger
subsequent improvements. By M3, STEP-KTO
achieved 47.5% Pass@1 on AMC23, surpassing all
baselines, and tied for the highest Pass@1 (16.7%)
on AIME24, highlighting the value of integrating
stepwise and outcome-level signals.

3.7 Evaluating Reasoning Quality

8B Model Stepwise Errors in Correct Solutions

KTO STEP-KTO

M0 27.3% 27.3%
M1 24.6% 22.9%
M2 22.6% 20.8%
M3 21.1% 19.9%

Table 3: Reasoning Quality Analysis comparing the
ratio of solutions that arrive at correct final answers
despite containing erroneous intermediate steps on the
MATH-500.

To assess the internal consistency of solutions
with correct final answers, we evaluate the propor-
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tion of solutions that, despite having correct final
answer Regex(y,y⋆

x) = 1, contain at least one
erroneous intermediate step. We use the Process-
Bench (Zheng et al., 2024) as our evaluation frame-
work, which is prompted to identify the earliest
error in the generated solution y, as detailed in its
benchmark construction. Additionally, we utilize
the critique capabilities of the QwQ-32B-Preview
model (Qwen, 2024) to identify the first error in the
reasoning. We prompt QwQ using the prompt de-
tailed in Appendix D. We then measure the percent-
age of correctly answered problems where QwQ
identifies at least one erroneous intermediate step.

Table 3 shows the percentage of correctly an-
swered solutions containing errors in reasoning
steps, starting from the initial 8B seed model M0,
which produces reasoning steps containing errors
in 27.3% of its correctly answered solutions on the
MATH-500 test set. Both STEP-KTO and KTO
reduce the prevalence of such errors across itera-
tions, with STEP-KTO showing a greater and more
consistent reduction from 27.3% at M0 to 19.9%
at M3, compared to KTO’s more modest improve-
ment to 21.1%.

4 Related Work

Outcome-Oriented Methods. Many efforts refine
LLMs using only final outputs. Instruction tuning
(Ouyang et al., 2022; Touvron et al., 2023) and
outcome-level feedback via Reinforcement Learn-
ing from Human Feedback (RLHF) (e.g., Instruct-
GPT (Ouyang et al., 2022)) or direct preference op-
timization (DPO (Rafailov et al., 2023), KTO (Etha-
yarajh et al., 2024), SimPO (Meng et al., 2024),
IPO (Azar et al., 2024)) improve final answer accu-
racy using human or synthetic labels. AI-generated
feedback (RLAIF (Lee et al., 2023)) or predefined
rules (Constitutional AI (Bai et al., 2022b)) aim to
reduce human annotation. While refinements like
CGPO (Xu et al., 2024) offer richer signals, they
primarily evaluate entire outputs. A key limitation
is that correct final answers do not guarantee sound
intermediate reasoning (Wu et al., 2024), poten-
tially yielding untrustworthy solution paths (Turpin
et al., 2023; Lanham et al., 2023).

Process-Level Feedback and Verification. Pro-
cess Reward Models (PRMs) (Lightman et al.,
2024; Uesato et al., 2022; Xiong et al., 2024; Luo
et al., 2024) focus on stepwise correctness, assign-
ing local feedback to guide models toward logi-
cally consistent solutions. This is prevalent in math

reasoning, supported by datasets like PRM800K
(Lightman et al., 2024), CriticBench (Lin et al.,
2024), and ProcessBench (Zheng et al., 2024) that
facilitate step-level evaluations. PRM-based tech-
niques influence decoding (Li et al., 2023; Chuang
et al., 2024; Wang et al., 2024), re-ranking (Cobbe
et al., 2021), filtering (Dubey et al., 2024; Shao
et al., 2024), and iterative loops like STaR (Zelik-
man et al., 2022) and ReST (Gülçehre et al., 2023;
Singh et al., 2024). Synthetic feedback helps scale
annotations (Wang et al., 2024; Lightman et al.,
2024; Chiang and Lee, 2024; Huang and Chen,
2024). Yet, focusing solely on process may not
yield correct final answers, as local rewards can be
exploited or chains may fail to converge (Gao et al.,
2024).

Integrating Outcome- and Process-Level Sig-
nals. Recognizing the limitations of supervising
only outcomes or processes, recent studies com-
bine both signals. FactTune (Tian et al., 2024) and
FactAlgin (Huang and Chen, 2024) integrate PRMs
with factuality evaluators for alignment, enhancing
factual accuracy. In math reasoning, Uesato et al.
(2022) and Shao et al. (2024) also leveraged com-
bined step and outcome feedback. While the prin-
ciple of multi-granularity supervision is broadly
applicable, especially to math reasoning, these com-
bined approaches can still face challenges in scal-
ing, balancing feedback types, and avoiding prema-
ture performance plateaus (Bai et al., 2022a; Xu
et al., 2023; Singh et al., 2024).

5 Conclusion

This work proposes STEP-KTO, a training frame-
work that leverages both outcome-level and
process-level binary feedback to guide large lan-
guage models toward more coherent, interpretable,
and dependable reasoning. By integrating step-
wise correctness signals into the alignment process,
STEP-KTO improves the quality of intermediate
reasoning steps while maintaining or even enhanc-
ing final answer accuracy. Our experiments on
challenging mathematical reasoning benchmarks
demonstrate consistent gains in performance, par-
ticularly under iterative training and for complex
reasoning tasks. These findings underscore the
value of aligning not only final outcomes but also
the entire reasoning trajectory. We envision STEP-
KTO as a stepping stone toward more reliable rea-
soning in LLMs.
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Limitations

Despite STEP-KTO’s promise, several limitations
persist. First, outcome-level feedback can be noisy;
for instance, automated math answer verification
may misjudge valid but unconventional represen-
tations, limiting training signal precision. Second,
STEP-KTO currently presumes access to ground-
truth solutions for outcome and (implicitly) for
guiding stepwise correctness. Generating meaning-
ful stepwise feedback is challenging without high-
quality reference reasoning or in domains with in-
herently ambiguous intermediate steps. Learning
from weaker signals or pure preferences remains
an open area. Finally, our experiments assume
some baseline correctness. If initial outcomes are
consistently incorrect and intermediate steps are
invalid, STEP-KTO’s ability to bootstrap perfor-
mance is uncertain. Such scenarios might require
complementary techniques like curriculum learn-
ing or stronger initialization before stepwise feed-
back becomes effective.
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A Implementation Details

We use AdamW (β1 = 0.9, β2 = 0.95, weight decay = 0.1) with a linear warmup for the first 100 steps
and a cosine decay schedule that reduces the learning rate to 0.1× its initial value. The starting learning
rate is 1.0× 10−6, and we apply global norm gradient clipping of 1.0. The effective global batch size is
set to approximately one million tokens, and we train for about 2000 steps, periodically evaluating our
models during training on the hold-out test set from MATH (Hendrycks et al., 2021)6 to select the best
checkpoint for each method. For IRPO, we use an NLL weight of 0.2. We set β = 0.1 for all methods.
All training jobs are run on 64 H100 GPUs.

B Decontamination

To prevent data leakage between training and test sets, we perform standard decontamination by normal-
izing text (converting to lowercase and removing non-alphanumeric characters) and checking for exact
string matches between test questions and training prompts (Dubey et al., 2024). We remove any matching
examples from the training data. This process is applied to all datasets in our evaluation. Even if mild
contamination were present, we expect any resulting performance inflation to be small and consistent
across all conditions, leaving the relative comparisons between our methods largely unaffected.

C Details of API Usage for Proprietary Models

In our experiments, we evaluated several proprietary models via their respective APIs: O1
(metrics are self-reported), O1-Mini (o1-mini-2024-09-12, MATH-500 is self-reported 7),
Gemini 1.5 Pro (gemini-1.5-pro-002), GPT-4o (gpt-4o-2024-08-06), Claude 3.5 Sonnet
(claude-3-5-sonnet-20241022), and Grok-Beta. These experiments took place on November 15 and
16, 2024. For each model, questions were used directly as user prompts. For greedy decoding, we set the
temperature to 0.0 to ensure deterministic outputs, except for o1 models where we used temperature 1.0
due to API restrictions (only temperature 1.0 is allowed) and took the first sample. For sampling, we set
the temperature to 0.7 and performed 8 generations per question to enable majority voting.

Response Generation for Proprietary Models

User:
Please answer the following question step-by-step. Once you have the final answer,
place it on a new line as: The final answer is \$\boxed{answer}\$.
Question: {{ question }}

6MATH-500 questions are excluded.
7Numbers from https://github.com/openai/simple-evals
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D Prompts

Prompt templates 8 for generating solutions are given below in Appendix D.

Response Generation Template from (Dubey et al., 2024)

User:
Solve the following math problem efficiently and clearly:

For simple problems (2 steps or fewer):
Provide a concise solution with minimal explanation.

For complex problems (3 steps or more):
Use this step-by-step format:

## Step 1: [Concise description]
[Brief explanation and calculations]

## Step 2: [Concise description]
[Brief explanation and calculations]

...

Regardless of the approach, always conclude with:

Therefore, the final answer is: \$\boxed{answer}\$. I hope it is correct.

Where [answer] is just the final number or expression that solves the problem.

Problem: {{ question }}

Prompt for Llama-3.1-70B-Instruct to provide stepwise feedback on candidate solutions y. The
model analyzes each step sh of a potential solution against the correct answer y⋆, evaluating the reasoning
and accuracy of each step. The feedback is structured in JSON format with fields for step number,
reflection on the reasoning, and a binary decision on whether the step contributes positively to reaching
the solution.

8The prompt template was from https://huggingface.co/datasets/meta-llama/Llama-3.1-70B-Instruct-evals
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Generation Prompt for Stepwise Feedback

User:
Please analyze the following problem and its potential solution step-by-step.
Provide feedback on each step and determine if it contributes positively to reaching the
correct solution.

<problem>
{{ problem }}
</problem>

<correct solution>
{{ answer }}
</correct solution>

<potential answer>
{% for step in steps %}
<step {{ loop.index }}>
{{ step }}
</step {{ loop.index }}>
{% endfor %}
</potential answer>

Analyze your **potential solution** as if you had originally generated it.
Carefully review each step, considering its reasoning, accuracy, and execution.
Assess whether the step contributes positively to reaching the correct solution.
Where necessary, refine the step to address any flaws or gaps. Use the correct answer
as a ground truth reference to guide your analysis.

Provide your output in JSON format, where each element represents a step of the solution.
Use the fields below:

- **step**: The step order number in the reasoning process.
- **reflection**: A concise evaluation of the accuracy of the reasoning in this step
(point out why it helps or hinders the solution).
- **decision**: The evaluation of the step, either "positive" or "negative".

The expected output format follows:

```json
[

{
"step": 1,
"reflection": "[evaluation of step 1 reasoning]",
"decision": "positive"

},
{

"step": 2,
"reflection": "[evaluation of step 2 reasoning]",
"decision": "negative"

},
...\\

]
```

# Notes

- Assign **"negative"** only to steps that are clearly incorrect and prevent the
solution from progressing.
- Use the correct answer as one of the ground truth references.
- Ensure the reflections remain concise, with the total explanation under 200 words
across all steps combined.
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Process Critique Prompt from ProcessBench (Zheng et al., 2024)

User:
The following is a math problem and a solution (split into paragraphs, enclosed with
tags and indexed from 0):

<problem>
{{ problem }}
</problem>

<solution>
{% for step in steps %}
<step {{ loop.index }}>
{{ step }}
</step {{ loop.index }}>
{% endfor %}
</solution>

Your task is to review and critique the solution paragraph by paragraph. Once you
identify an error in a paragraph, return the index of the paragraph where the
earliest error occurs. Otherwise, return the index of -1 (which typically denotes
"not found").

Please put your final answer (i.e., the index) in \boxed{{}}.
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E Qualitative Examples

We analyze several examples from Llama-3.3-70B-Instruct STEP-KTO M1 on MATH-500 to un-
derstand how Step-KTO helps improve mathematical reasoning. The examples demonstrate three key
scenarios where Step-KTO provides effective feedback: (1) when all steps and the final answer are
correct, (2) when intermediate steps contain errors but lead to the correct final answer, and (3) when both
intermediate steps and the final answer are incorrect.

Step-KTO Generation Example 1: Final Answer is Right and All Steps are Right

problem: For a point $P,$ let $d_1,$ $d_2$ and $d_3$ represents the distances from $P$
to the planes $x - z = 0,$ $x - 2y + z = 0,$ and $x + y + z = 0.$ Let $S$ be
the set of points $P$ such that\n\\[d_1ˆ2 + d_2ˆ2 + d_3ˆ2 = 36.\\]Find the region
of the volume enclosed by $S.$

answer: "288 \\pi",
subject: "Precalculus",
level: 4,
unique_id: "test/precalculus/1056.json"

Model prediction:
## Step 1: Understand the problem and the equation given
The problem provides an equation $d_1ˆ2 + d_2ˆ2 + d_3ˆ2 = 36$ where $d_1,$ $d_2,$ and
$d_3$ represent the distances from a point $P$ to the planes $x - z = 0,$ $x - 2y + z
= 0,$ and $x + y + z = 0$ respectively. We need to find the region of the volume enclosed by
the set $S$ of points $P$ that satisfy this equation.

## Step 2: Calculate the distance of a point to each plane
The distance $d$ from a point $(x_0, y_0, z_0)$ to a plane $Ax + By + Cz + D = 0$ is given by
the formula $d = \frac{|Ax_0 + By_0 + Cz_0 + D|}{\sqrt{Aˆ2 + Bˆ2 + Cˆ2}}$. Applying this formula
to each plane, we get:
- $d_1 = \frac{|x - z|}{\sqrt{1ˆ2 + (-1)ˆ2}} = \frac{|x - z|}{\sqrt{2}}$
- $d_2 = \frac{|x - 2y + z|}{\sqrt{1ˆ2 + (-2)ˆ2 + 1ˆ2}} = \frac{|x - 2y + z|}{\sqrt{6}}$
- $d_3 = \frac{|x + y + z|}{\sqrt{1ˆ2 + 1ˆ2 + 1ˆ2}} = \frac{|x + y + z|}{\sqrt{3}}$

## Step 3: Substitute the distance formulas into the given equation
Substituting $d_1,$ $d_2,$ and $d_3$ into the equation $d_1ˆ2 + d_2ˆ2 + d_3ˆ2 = 36$, we get:
$\left(\frac{x - z}{\sqrt{2}}\right)ˆ2 + \left(\frac{x - 2y + z}{\sqrt{6}}\right)ˆ2 +
\left(\frac{x + y + z}{\sqrt{3}}\right)ˆ2 = 36$

## Step 4: Simplify the equation
Expanding and simplifying, we have:
$\frac{(x - z)ˆ2}{2} + \frac{(x - 2y + z)ˆ2}{6} + \frac{(x + y + z)ˆ2}{3} = 36$

## Step 5: Further simplification and rearrangement
Multiplying through by 6 to clear the denominators gives:
$3(x - z)ˆ2 + (x - 2y + z)ˆ2 + 2(x + y + z)ˆ2 = 216$

## Step 6: Expand the terms
Expanding each term yields:
$3(xˆ2 - 2xz + zˆ2) + (xˆ2 - 4xy + 4yˆ2 + zˆ2 + 2xz - 4yz) + 2(xˆ2 + 2xy + 2xz + yˆ2 + 2yz + zˆ2) = 216$

## Step 7: Combine like terms
Combining like terms, we get:
$3xˆ2 - 6xz + 3zˆ2 + xˆ2 - 4xy + 4yˆ2 + zˆ2 + 2xz - 4yz + 2xˆ2 + 4xy + 4xz + 2yˆ2 + 4yz + 2zˆ2 = 216$

## Step 8: Simplify further
This simplifies to:
$6xˆ2 + 6yˆ2 + 6zˆ2 + 0xy + 0xz + 0yz = 216$

## Step 9: Divide by 6
Dividing the entire equation by 6 gives:
$xˆ2 + yˆ2 + zˆ2 = 36$

## Step 10: Interpret the result
The equation $xˆ2 + yˆ2 + zˆ2 = 36$ represents a sphere with radius 6 centered at the origin (0,0,0).

The final answer is: $\boxed{288\pi}$
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Step-KTO Generation Example 2: Final Answer is Right but Step 2 is Wrong

problem: For how many real values of $\sqrt{120-\sqrt{x}}$ is an integer?
answer: "11"
subject: "Algebra"
level: 5
unique_id: "test/algebra/1282.json"

Model prediction:
## Step 1: Understand the problem and identify the condition for $\sqrt{120-\sqrt{x}}$ to be an
integer. We need $\sqrt{120-\sqrt{x}}$ to be an integer, which means $120-\sqrt{x}$ must be a perfect
square.

## Step 2: List all perfect squares less than or equal to 120.
The perfect squares less than or equal to 120 are: 0, 1, 4, 9, 16, 25, 36, 49, 64,
81, 100, and 121. However, since we are considering $120-\sqrt{x}$, the relevant
perfect squares are from 0 to 120, which are 0, 1, 4, 9, 16, 25, 36, 49, 64, 81, 100,
and 121 is not included because it exceeds 120.

## Step 3: Calculate the possible values of $\sqrt{x}$.
For each perfect square $y$ from the list, we calculate $\sqrt{x} = 120 - y$. This
gives us the possible values of $\sqrt{x}$ as: 120, 119, 116, 111, 104, 95, 84, 71, 56, 39, 20.

## Step 4: Consider the validity of each possible value of $\sqrt{x}$.
Since $\sqrt{x}$ cannot be negative and must be real, all calculated values in step
3 are valid because they are all positive or zero. However, we should also consider
that $\sqrt{x}$ itself must be real, meaning $x \geq 0$. Given that $\sqrt{x} = 120
- y$, the smallest value of $\sqrt{x}$ is when $y = 100$, giving $\sqrt{x} = 20$.
For $y = 121$, $\sqrt{x}$ would be negative, which is not valid for real $x$. Thus,
we only consider perfect squares up to 100.

## Step 5: Count the number of valid values of $\sqrt{x}$ that make
$\sqrt{120-\sqrt{x}}$ an integer.
From step 3 and considering the correction in step 4, we see that for each perfect
square up to 100 (inclusive), we get a valid $\sqrt{x}$. Thus, we count the number
of perfect squares from 0 to 100, which are 11 (0, 1, 4, 9, 16, 25, 36, 49, 64, 81,
100).

The final answer is: $\boxed{11}$

QwQ Critique:
\boxed{2}

The error in the solution occurs in the 2nd paragraph, where the reasoning incorrectly
states "The perfect squares less than or equal to 120 are: 0, 1, 4, 9, 16, 25, 36, 49,
64, 81, 100, and 121." It's incorrect because 121 is greater than 120, not less than or
equal to, and shouldn't be included in the list.
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Step-KTO Generation Example 3: Final Answer is Wrong

Problem: Find the greatest integer less than $(\sqrt{7} + \sqrt{5})ˆ6.$
(Do not use a calculator!)

answer: "13535"
subject: "Intermediate Algebra"
level: 3
unique_id: "test/intermediate_algebra/607.json"

Model prediction:
## Step 1: Understand the problem and identify the key elements
We need to find the greatest integer less than $(\sqrt{7} + \sqrt{5})ˆ6$ without using a
calculator. This involves expanding the given expression and simplifying it to a form where
we can estimate its value.

## Step 2: Apply the Binomial Theorem to expand the expression
The Binomial Theorem states that for any non-negative integer $n$, \((a + b)ˆn =
\sum_{k=0}ˆ{n} \binom{n}{k}aˆ{n-k}bˆk\). Applying this to our problem with $a =
\sqrt{7}$, $b = \sqrt{5}$, and $n = 6$, we get \((\sqrt{7} + \sqrt{5})ˆ6 =
\binom{6}{0}(\sqrt{7})ˆ6 + \binom{6}{1}(\sqrt{7})ˆ5(\sqrt{5}) +
\binom{6}{2}(\sqrt{7})ˆ4(\sqrt{5})ˆ2 + \binom{6}{3}(\sqrt{7})ˆ3(\sqrt{5})ˆ3 +
\binom{6}{4}(\sqrt{7})ˆ2(\sqrt{5})ˆ4 + \binom{6}{5}(\sqrt{7})(\sqrt{5})ˆ5 +
\binom{6}{6}(\sqrt{5})ˆ6\).

## Step 3: Calculate each term of the expansion
Calculating each term:
- \(\binom{6}{0}(\sqrt{7})ˆ6 = 1 \cdot 7ˆ3 = 343\)
- \(\binom{6}{1}(\sqrt{7})ˆ5(\sqrt{5}) = 6 \cdot 7ˆ2 \cdot 7 \cdot \sqrt{5} = 6
\cdot 49 \cdot 7 \cdot \sqrt{5} = 2058\sqrt{5}\)
- \(\binom{6}{2}(\sqrt{7})ˆ4(\sqrt{5})ˆ2 = 15 \cdot 7ˆ2 \cdot 5 = 15 \cdot 49 \cdot 5
= 3675\)
- \(\binom{6}{3}(\sqrt{7})ˆ3(\sqrt{5})ˆ3 = 20 \cdot 7 \cdot 7 \cdot 5 \cdot \sqrt{5}
= 20 \cdot 49 \cdot 5 \cdot \sqrt{5} = 4900\sqrt{5}\)
- \(\binom{6}{4}(\sqrt{7})ˆ2(\sqrt{5})ˆ4 = 15 \cdot 7 \cdot 5ˆ2 = 15 \cdot 7 \cdot 25
= 2625\)
- \(\binom{6}{5}(\sqrt{7})(\sqrt{5})ˆ5 = 6 \cdot \sqrt{7} \cdot 5ˆ2 \cdot \sqrt{5} =
6 \cdot \sqrt{7} \cdot 25 \cdot \sqrt{5} = 150\sqrt{35}\)
- \(\binom{6}{6}(\sqrt{5})ˆ6 = 1 \cdot 5ˆ3 = 125\)

## Step 4: Combine like terms and simplify
Combining like terms, we notice that terms with \(\sqrt{5}\) and \(\sqrt{35}\) will
contribute to non-integer values, but we can simplify the expression by recognizing
that the integer part of the expansion will come from the terms without square roots
(since they are multiplied by integers) and the terms with square roots will contribute
to the fractional part. The terms without square roots are \(343 + 3675 + 2625 + 125 =
6768\).

## Step 5: Estimate the value of the expression with square roots
To estimate the value of the terms with square roots, we note that \(2058\sqrt{5}
\approx 2058 \cdot 2.236 = 4599.33\), \(4900\sqrt{5} \approx 4900 \cdot 2.236 =
10943.4\), and \(150\sqrt{35} \approx 150 \cdot 5.916 = 886.4\). Summing these
approximations gives us an estimate of the non-integer contributing terms: \(4599.33 +
10943.4 + 886.4 \approx 15429.13\).

## Step 6: Combine the integer and non-integer parts
Adding the integer part (from step 4) to the estimated value of the non-integer part
(from step 5), we get \(6768 + 15429.13 \approx 22197.13\).

## Step 7: Determine the greatest integer less than the result
The greatest integer less than \(22197.13\) is \(22197\).

The final answer is: $\boxed{22197}$
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Abstract
Despite the remarkable capabilities of large lan-
guage models (LLMs) across a range of tasks,
mathematical reasoning remains a challenging
frontier. Motivated by the observation that hu-
mans learn more effectively when prompted not
what to think but how to think, we introduce
BloomWise, a cognitively-inspired prompting
technique designed to enhance LLMs’ per-
formance on mathematical problem solving
while making their solutions more explainable.
BloomWise encourages LLMs to generate so-
lutions - in the form of explanations - by pro-
gressing through a sequence of cognitive op-
erations—from basic (e.g., remembering) to
more advanced reasoning skills (e.g., evaluat-
ing)—mirroring how humans build understand-
ing. The process iterates through these lev-
els, halting early if a convergence criterion
is met: specifically, if two or more consec-
utive levels yield the same answer, the solu-
tion from the earliest such level is output; oth-
erwise, the process continues until all levels
are completed. Through extensive experiments
across five popular math reasoning datasets, we
demonstrate the effectiveness of BloomWise.
We also present comprehensive ablation stud-
ies to analyze the strengths of each component
within our system.

1 Introduction

Mathematical reasoning has long been regarded as
a pinnacle of human intellect—demanding abstrac-
tion, logical structure, and creativity. As LLMs
achieve remarkable fluency in natural language,
empowering them with robust mathematical rea-
soning skills is crucial for scientific and technolog-
ical progress. Yet, mastering the complexity and
nuance of mathematical problem solving remains
a formidable challenge for LLMs, motivating new
approaches.

Numerous research efforts have leveraged in-
context learning (ICL) (Brown et al., 2020) to im-
prove the problem-solving capabilities of LLMs.

Some of the most widely used techniques involve
encouraging the LLM through prompts to develop a
textual rationale with Chain-of-Thought prompting
(Wei et al., 2022) (CoT) or Python functions with
Program-Aided Language Model (Gao et al., 2022)
and Program-of-Thought prompting (Chen et al.,
2022) (PAL or PoT). Each of these methods comes
with its own strengths and limitations: CoT enables
flexible, sequential narrative-style reasoning but of-
ten struggles with precise numerical computation
(Wei et al., 2022), (Lewkowycz et al., 2022), while
code-based approaches like PoT and PAL offer ac-
curate calculations via Python interpreters but lack
the ability to handle unknown variables.

For this reason, research efforts have pivoted
towards integrating multiple methodologies, aim-
ing to identify the most suitable approach for each
specific problem, while harnessing the collective
strengths of various techniques. One such method,
X of Thoughts (Liu et al., 2023), selects from CoT,
PoT, or EoT (Equations of Thought) depending on
the nature of the problem, applies the selected ap-
proach, and verifies the result (iteratively, until a
correct solution is reached).

Building on the integration of diverse rea-
soning strategies—and aiming for more struc-
tured, human-aligned, and explainable mathemat-
ical problem solving in LLMs—we introduce
BloomWise, a novel cognitively inspired prompt-
ing method. BloomWise guides LLMs to generate
solutions in the form of explanations by method-
ically engaging higher-order cognitive functions
in a hierarchical manner, persisting through the
process until the correct solution is reached via
a convergence criterion: if two consecutive lev-
els yield the same result, the process halts and
outputs the solution from the earliest such level.
The motivation behind this approach is that, while
encouraging LLMs to follow a specific methodol-
ogy or approach can be effective, prompting them
how—rather than what—to think enables more in-
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depth processing.
To demonstrate the effectiveness of our ap-

proach, we conduct extensive experiments on
five popular mathematical reasoning datasets and
achieve consistent improvements. Additionally,
we explore several variants of our method, includ-
ing majority voting among levels, and Program of
Bloom, that combines Bloom prompting with PoT.

The main contributions are:

1. We introduce a novel cognitively-inspired
multi-level prompting method for solving
mathematical (and potentially other types of)
problems based on Bloom’s taxonomy, com-
bining robust reasoning and enhanced explain-
ability. Our code is available to the research
community under the Apache 2.0 license1.

2. We incorporate the idea of early stopping in
prompting, motivated by recent work on dy-
namically adjusting test-time compute during
inference (Snell et al. (2025), Manvi et al.
(2024)): the execution of our method termi-
nates before iterating through all levels of
Bloom’s taxonomy when a correct solution
is reached.

3. We investigate the performance of various
LLMs at each cognitive level of the Bloom
taxonomy for five popular math datasets.

Our results offer valuable insights into the cognitive
skills exhibited by each LLM, as well as the skills
required to solve different types of mathematical
problems. Furthermore, we demonstrate the poten-
tial of muti-level cognitively-inspired prompting
for improving accuracy and enhancing explainabil-
ity.

2 Related Work

As Large Language Models (LLMs) continue to
advance, an array of prompting strategies has
emerged to strengthen their reasoning abilities.
Early progress was made through chain-of-thought
prompting, which encourages step-by-step reason-
ing (Wei et al., 2022), utilizing programming to ad-
dress procedural challenges (Gao et al., 2022; Chen
et al., 2022) and employing zero-shot prompts that
rely on a single guiding sentence to elicit com-
plex responses (Kojima et al., 2022). Furthermore,
the Tree-of-Thoughts approach (Yao et al., 2023)

1
https://github.com/marilena1123/BloomWise

navigates through various reasoning pathways and
traverses tree-like structures of reasoning states.
Moreover, X of Thoughts (Liu et al., 2023) selects,
applies and verifies the most suitable among the
techniques of CoT (Chain of Thought), PoT (Pro-
gram of Thought), and EoT (Equations of Thought)
iteratively, until a correct solution is reached.

3 Preliminaries: Bloom’s Taxonomy

Bloom’s Taxonomy provides a hierarchical classifi-
cation of thinking according to six levels of cogni-
tive complexity. The original model, introduced in
the 1950s, organizes cognitive processes based on
the following order: remembering, understanding,
applying, analyzing, synthesizing, and evaluating.
The taxonomy is hierarchical, as shown in Fig. 1,
where each level is subsumed by the higher levels.
In 2001, the taxonomy was revised by Anderson
and Krathwohl (2001), resulting in a new sequence:
remembering, understanding, applying, analyzing,
evaluating, and creating. Our work is based on
the revised taxonomy of Anderson and Krathwohl
(2001). The steps used in the Taxonomy are de-

Figure 1: Bloom’s Taxonomy (as revised by Anderson
and Krathwohl (2001)).

fined as follows (Forehand et al., 2005):
Remembering: Retrieving, recognizing, and re-
calling relevant knowledge from long-term mem-
ory.
Understanding: Constructing meaning from oral,
written, and graphic messages through interpreting,
exemplifying, classifying, summarizing, inferring,
comparing, and explaining.
Applying: Carrying out or using a procedure
through executing, or implementing.
Analyzing: Breaking material into constituent
parts, determining how the parts relate to one an-
other and to an overall structure or purpose through
differentiating, organizing, and attributing.
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Input problem: Raymond and Samantha are cousins. Raymond was born 6 years before Samantha. Raymond had a 
son at the age of 23. If Samantha is now 31, how many years ago was Raymond's son born?

Okay, let's tackle this problem. We're working at the "Remembering" level, which means I'm going to try and recall facts and procedures I already know to solve this, 
rather than doing a lot of complex thinking. First, let's just read the problem carefully and pull out the key facts. I remember that good problem-solving starts with 

understanding what's given. We know: Raymond was born 6 years before Samantha. Raymond had a son at age 23. Samantha is currently 31 years old. We want to know 
how many years ago Raymond's son was born. Now, I'm trying to remember similar problems I've seen. This feels like a series of simple calculations, not something that 
requires a complicated strategy. I remember needing to find Raymond's current age first. Since Raymond was born 6 years before Samantha, and Samantha is 31, I recall 

simply subtracting to find Raymond’s age: 31 - 6 = 25. So Raymond is currently 25 years old. 
Okay, good. Now, I remember the problem states Raymond had a son at age 23. So, the son was born when Raymond was 23. Since Raymond is now 25, I recall I need to 

find the difference between his current age and the age he was when his son was born. That's 25 - 23 = 2.
Therefore, Raymond’s son was born 2 years ago. The final answer is: 2.

Alright, let's tackle this word problem together. We're working at the Applying level today, which means we'll focus on using procedures we already know to solve this. We 
won’t be creating a new solution, just applying existing knowledge. Okay, so the problem gives us a few pieces of information. Let's write those down to keep things 

organized: 1) Raymond is 6 years older than Samantha. 2) Raymond had a son at age 23. 3) Samantha is currently 31 years old.4) We want to know how many years ago 
Raymond's son was born. The key here is to break this down into smaller steps. We need to figure out Raymond's current age first. Since Raymond is 6 years older than 
Samantha, and Samantha is 31, we can simply add 6 to Samantha\u2019s age to find Raymond’s age. So, 31 + 6 = 37. Raymond is currently 37 years old. Now we know 
Raymond had his son when he was 23. We also know Raymond is now 37. To find out how many years ago his son was born, we need to find the difference between his 

current age and the age he was when his son was born. That means we need to subtract: 37 - 23 = 14. Therefore, Raymond's son was born 14 years ago.
The final answer is: 14

Alright, let's tackle this word problem together. We're working on understanding the problem, so we won’t be jumping to solutions right away. We'll focus on what the 
problem is telling us and what it's asking us to find. Okay, first sentence: "Raymond and Samantha are cousins." That's good to know, but it doesn't seem directly 

relevant to finding our answer. It's background information. We can just keep that in mind. Second sentence: "Raymond was born 6 years before Samantha." This is 
important! It establishes a relationship between their ages. If Samantha is a certain age, we can figure out Raymond's age. We can infer that Raymond is older than 

Samantha. Third sentence: "Raymond had a son at the age of 23." This is another key piece of information. It tells us when Raymond became a father. We'll need this to 
figure out when his son was born. Fourth sentence: "If Samantha is now 31, how many years ago was Raymond's son born?" This is the question! It's asking us to find a 
difference in time. Specifically, it wants to know how many years have passed between the son's birth and now. Let’s summarize what we know: Samantha is currently 

31 years old. Raymond is 6 years older than Samantha. Raymond had his son when he was 23 years old. Now, let's interpret this. We need to find Raymond’s current age 
first. Since he’s 6 years older than Samantha, and Samantha is 31, we can calculate Raymond's age: 31 + 6 = 37. So, Raymond is currently 37 years old. Now we know 

Raymond had a son when he was 23, and he's currently 37. To find out how many years ago the son was born, we need to find the difference between Raymond’s current 
age and the age he was when his son was born. That's 37 - 23. This is a subtraction problem, and it directly addresses what the question is asking for the number of years 

ago the son was born. Let's calculate: 37 - 23 = 14. Therefore, Raymond's son was born 14 years ago. The final answer is: 14

REMEMBERING

UNDERSTANDING

APPLYING

Figure 2: Overview of BloomWise Early Stop algorithm. The math problem is shown on top, followed by the
output at each Bloom taxonomy level (blue box, orange and gray box). Input prompts are not shown, please refer to
Appendix A. The model generates responses corresponding to the first 2 levels of Bloom’s taxonomy (blue and
orange boxes, Remembering and Understanding respectively). Since there is no consensus between the two, it
generates an answer corresponding to the next level (Applying, gray box). Now, there is consensus between the 2
consecutive levels (Understanding and Applying), so the process halts and the response corresponding to the earliest
such level (Understanding) is returned.

Evaluating: Making judgments based on criteria
and standards through checking and critiquing.
Creating: Putting elements together to form a co-
herent or functional whole; reorganizing elements
into a new pattern or structure through generating,
planning, or producing.

4 BloomWise Early Stop (BLES)

Our goal is to develop a generalized problem solv-
ing framework that iterates through prompts, each
corresponding to a level of Bloom’s taxonomy, un-
til the correct solution is reached. Next, we de-
scribe the overall framework and introduce each
module in detail.

4.1 The Framework

In this framework, the system progresses through
the levels of Bloom’s taxonomy in sequence for a
given problem. At each level, the LLM is provided
with the problem along with a prompt specifically
designed for that level. The model then generates a
response—an explanatory solution. In case of con-
sensus between two consecutive levels’ numerical
results, the process concludes successfully at the

earliest of the two levels, and no further levels are
explored. Otherwise, the process continues to the
next level until either consensus is reached or all
levels have been exhausted. The overall pipeline is
described in Algorithm 1 and an overview of the
framework can be found in Figure 2.

4.2 Prompts

We designed prompts corresponding to each level
of Bloom’s Taxonomy:

Remembering: The model is prompted to solve
the problem by retrieving, recognizing, and recall-
ing relevant math facts, formulas, definitions, simi-
lar problems or the exact same problem from mem-
ory.

Understanding: The model is prompted to solve
the problem by constructing meaning from the
problem statement and relevant math concepts and
demonstrate the thinking process by interpreting,
exemplifying, classifying, summarizing, inferring,
comparing, and explaining the concepts involved
and what the problem is asking for.

Applying: The model is prompted to solve the
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Algorithm 1 BloomWise Early Stop (BLES)

1: Input: i
2: results← [ ]
3: for level in levels do
4: res← Reasoning(level_prompt, i)
5: Append res to results
6: if |results| ≥ 2 and results[−1] =

results[−2] then
7: break
8: end if
9: end for

10: if there exists k such that results[k] =
results[k + 1] then

11: return results[min{k : results[k] =
results[k + 1]}]

12: else
13: return results[−1] ▷ If no convergence,

return the last result
14: end if

problem by carrying out or using a known proce-
dure.

Analyzing: The model is prompted to solve the
problem by breaking it into parts, determining how
the parts relate to one another, and identifying pat-
terns or relationships.

Evaluating: The model is prompted to solve the
problem by making judgments about different ap-
proaches or potential solutions.

Creating: The model is prompted to solve the
problem by putting together elements to form a
new solution strategy or structure.
Our prompts are zero-shot.
The detailed prompts are shown in Tables 7 and 6
in Appendix A. Examples of outputs can be found
in Appendix B.

4.3 Convergence
The verification module determines the correctness
of a solution based on a convergence criterion. For
each problem, the framework progresses through
the levels of Bloom’s taxonomy in sequence. At
each level, the LLM is given the problem along
with a prompt tailored for that specific cognitive
level, and generates an explanatory solution. After
each level, the numerical result is compared with
this from the previous level. If two consecutive lev-
els yield the same result, this consensus is taken as
sufficient evidence of correctness, and the process
halts at the earliest such level.

4.4 Iteration and Early Stopping

For each problem, the LLM is guided by prompts
crafted to align with the respective levels of
Bloom’s taxonomy. The model continues this pro-
cess until it produces a correct solution or all levels
have been explored. This approach operates on
the premise that prompts associated with higher
taxonomy levels encourage the LLM to engage
with the problem more deeply than those at lower
levels. Moreover, if a correct solution is obtained
at a lower level, it suggests that more advanced
cognitive effort is unnecessary for that particular
problem, making early termination of the process
a logical choice. This procedure is illustrated in
Figure 2.

4.5 BloomWise Majority Voting (BLM)

As an alternative to early stopping, we also ex-
plored an approach where the final output is de-
termined by a majority vote of the outputs corre-
sponding to all levels of Bloom’s taxonomy. This
strategy utilizes the collective reasoning of mul-
tiple cognitive stages. For a given question q,
each reasoning stage s ∈ S of Bloom’s taxonomy
produces a numerical result Rs(q). The majority
vote approach selects the final answer as the value
that occurs most frequently among these outputs.
R̂majority(q) ∈ 0, 1 compared to the gold label. We
define the accuracy under the majority vote setting
for N questions as:

Accmajority =
1

N

∑

q

R̂(q), (1)

where

R̂(q) = R̂majority(q).

The majority vote setting represents a consensus-
based approach where the model aims to solve a
given problem based on the most frequent results
from the methods employed. In cases where there
is a tie (i.e., two or more answers have the same
highest frequency), the first encountered answer
among those with the highest frequency is chosen.
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Dataset CoT PoT XoT BloomWise EarlyStop (BLES) BloomWise Majority Voting (BLM)

GPT-4o-mini

GSM8K 93.9 88.2 93.6 94.2 94.9
SVAMP 93.4 92.0 93.3 95.1 95.0
Algebra 95.0 83.3 95.9 95.9 96.4
GSM-hard 52.2 71.6 54.7 56.0 55.9
aime24 10.0 3.3 10.0 13.3 13.3

LLaMA 3.1 70B

GSM8K 94.5 90.0 93.6 95.3 95.7
SVAMP 92.8 94.2 94.8 95.0 94.9
Algebra 95.9 77.9 96.4 96.4 98.2
GSM-hard 46.0 66.5 69.9 47.5 48.8
aime24 23.3 6.7 16.7 20.0 23.3

LLaMA 3.1 8B

GSM8K 79.2 56.2 78.9 87.9 89.9
SVAMP 84.0 65.8 83.6 90.6 92.3
Algebra 81.5 52.7 79.3 91.0 92.8
GSM-hard 27.5 42.4 27.1 35.0 36.3
aime24 3.3 6.7 3.3 6.7 6.7

Gemma3 27B

GSM8K 94.7 86.5 91.6 95.5 96.3
SVAMP 94.6 92.7 94.2 96.5 96.2
Algebra 98.6 70.7 96.4 98.6 99.1
GSM-hard 61.3 65.6 69.2 62.0 63.1
aime24 13.3 3.3 6.6 23.3 20.0

Table 1: Solution accuracy across various models and math reasoning datasets. Best performer is shown in bold,
and second best is underlined. Our methods (BLES and BLM) are zero-shot while the baselines (CoT, PoT, and
XoT) few-shot.

5 Experiments

5.1 Experimental Setting

Dataset # Samples

GSM8K (Cobbe et al., 2021) 1,319
SVAMP (Patel et al., 2021) 1,000
Algebra (He-Yueya et al., 2023) 222
GSM-hard (Gao et al., 2022) 1,319
AIME24 (MAA, 2024) 30

Table 2: Statistics of the datasets we used

Datasets We conduct our experiments on a di-
verse collection of five math reasoning datasets,
each covering different challenging problem
types: GSM8K, SVAMP, Algebra, GSM-hard and
AIME24. The GSM-hard dataset is a modified
version of GSM8K, where small numerical values
have been replaced with larger ones to introduce
greater computational difficulty. The details of the
statistics of the datasets can be found in Table 2.

Models For our experiments, we query gpt-4o-
mini 2, Llama3.1 8b/70b (Grattafiori et al., 2024)
and Gemma3 27b (Team et al., 2025).

5.2 Comparison to state-of-the-art
In Table 1, we report solution accuracy across the
five math datasets for the four LLMs we tested.
We consider three prompting methods as baselines,

2https://openai.com

namely CoT (Wei et al., 2022), PoT (Chen et al.,
2022) and XoT (Liu et al., 2023) (all in the 8-shot
setting used in Liu et al. (2023)), and compare with
BloomWise Early Stop (BLES) and BloomWise
Majority Voting (BLM) (both in zero-shot setting).
Overall, averaged over all datasets and models,
BLM is the top performer, achieving 70.5% accu-
racy, followed by BLES at 69.8%, XoT at 67.5%,
CoT at 66.8%, and PoT at 60.8%. These results un-
derscore the potential of Bloom-Inspired methods
in zero-shot settings.

5.2.1 Performance per task

BLM is the top performer across almost all datasets,
followed closely by BLES, while CoT and XoT
achieve comparable performance. More specifi-
cally, for GSM8K, BLM achieves 94.2, BLES 93.2,
CoT 90.6, XoT 89.4, and PoT 80.2. For SVAMP,
the scores are 94.6 for BLM, 94.3 for BLES, 91.2
for CoT, 91.5 for XoT, and 86.2 for PoT. In Algebra,
BLM achieves 96.6, BLES 95.5, CoT 92.8, XoT
92.0, and PoT 71.2. In AIME, which is the most
demanding in terms of difficulty, BLM and BLES
both achieve 15.8, followed by CoT at 12.5, XoT
at 9.2, and PoT at 5.0. For GSM-hard, the most
challenging dataset in terms of calculation diffi-
culty, methods employing Python programming
excel, with PoT being the top performer at 61.5,
followed by XoT at 55.2, BLM at 51.1, BLES at
50.1, and CoT at 46.7. These results position our
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Model Remembering Understanding Applying Analyzing Evaluating Creating

GPT-4o-mini 79.3 80.1 80.3 80.7 79.2 79.6
Llama 3.1 70b 76.6 76.4 77.3 75.9 73.7 72.6
Llama 3.1 8b 63.2 64.2 63.4 63.3 60.4 59.1
Gemma 3 27b 81.0 57.7 83.3 83.2 81.6 79.7

Table 3: Aggregated scores (%) per model for each Bloom’s taxonomy level across all datasets (n = 3,890).

method as the best performer on problems requir-
ing thoughtful reasoning, while methods involv-
ing programming excel specifically in calculation-
intensive tasks.

5.2.2 Performance per model
While BLES and BLM generally achieve the
highest performance, the best-performing method
varies by model. For GPT-4o-mini, BLM is the top
performer with 71.1, followed by BLES at 70.9,
XoT at 69.5, CoT at 68.9, and PoT at 67.7. For
LLaMA 3.1 70B, XoT achieves the highest score
with 74.3, followed by BLM at 72.2, BLES at 70.8,
CoT at 70.5, and PoT at 67.1. For LLaMA 3.1
8B, BLM leads with 63.6, followed by BLES at
62.2, CoT at 55.1, XoT at 54.4, and PoT at 44.8.
For Gemma3 27B, BLES is the top performer with
75.2, followed by BLM at 74.9, CoT at 72.5, XoT
at 71.6, and PoT at 63.8.

5.3 Trade-offs Between BLM and BLES

While the top-performing variant varies depend-
ing on the model and dataset—meaning there is no
universal winner between BLM and BLES—BLM
achieves the best overall performance. Nonethe-
less, BLES presents a compelling alternative when
computational efficiency is a priority. Unlike BLM,
which requires generating responses for all levels
of Bloom’s Taxonomy, BLES terminates the rea-
soning process as soon as convergence is detected,
reducing the number of generated outputs and thus
lowering computational cost.

6 Ablation studies and Improved
Handling of computations

The analysis of the results will be structured along
two axes. The first concerns the study of the results
by Bloom taxonomy level. The second focuses on
closing the performance gap between BloomWise
and Program-aided Techniques (eg PoT, XoT) on
challenging datasets from a computational point of
view.

6.1 Performance at each cognitive level
For this analysis, we executed the prompts corre-
sponding to each of the levels of the taxonomy
(without early stopping). A problem might be cor-
rectly solved in more than one levels.

6.1.1 LLMs and cognitive abilities
In Table 3, we show the percentage (%) of cor-
rectly solved problems per Bloom’s level for the
LLMs tested. From this table, we can draw several
conclusions about the cognitive skills demonstrated
by the LLMs:

Performance consistency across levels varies sig-
nificantly among models : GPT-4o-mini demon-
strates homogeneous performance, with scores
ranging narrowly between 79.2% (Evaluating) and
80.7% (Analyzing), indicating a consistent abil-
ity to tackle tasks at any level of cognitive com-
plexity. In contrast, Llama3.1 8b’s performance,
for instance, ranges from 59.1 to 64.2. Addition-
ally, Gemma 3 27b achieves peak performance in
procedural tasks (Applying: 83.3%; Analyzing:
83.2%) and factual recall (Remembering: 81.0%)
and performs poorly in Understanding (57.7%).
This might be an indication of a critical weakness
in conceptual comprehension despite procedural
proficiency, probably implying limited training on
such tasks.

Model scale substantially improves overall capa-
bility : The Llama 3.1 70B model outperforms
its 8B counterpart by an average margin greater
than 10.0% across all levels, confirming parameter
count as a key performance factor.

The best performing level is Applying : Al-
though the best performing level is not the same
across models, Applying is generally the top per-
former. This behavior is expected due to exten-
sive training on similar methods such as Chain of
Thought.

All models exhibit declining performance at
higher taxonomy levels : all models’ perfor-
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Dataset Remembering Understanding Applying Analyzing Evaluating Creating
GSM8K 90.0 82.7 90.8 91.1 88.2 88.0
SVAMP 91.1 88.7 90.4 90.2 90.0 87.7
Algebra 83.1 79.0 92.3 92.1 91.2 90.8

GSM-hard 48.0 41.8 49.1 48.4 45.4 44.7
AIME 8.4 8.4 12.5 12.5 10.0 10.0

Table 4: Aggregated scores (%) per dataset for each Bloom’s taxonomy level across all models.

mance drops in Evaluating and Creating. This
universal trend confirms that these skills remain
challenging for the LLMs in mathematical domains,
irrespective of scale or architecture. This is prob-
ably due to both the inherent difficulty of these
cognitive processes and limited training on such
tasks.

6.1.2 Problem type and cognitive depth
Table 4 presents the scores for each dataset and
Bloom’s taxonomy level. Several trends and in-
sights emerge from these results.

Performance Across Datasets : The models
achieve the highest performance on the GSM8K
and SVAMP datasets, consistently scoring above
87% across all Bloom’s taxonomy levels. This in-
dicates that current LLMs are highly proficient in
standard grade-school math, regardless of the spe-
cific cognitive skill being assessed. Performance
on the Algebra dataset is also strong, with scores
ranging from 79.0% to 92.3%, showing that models
handle symbolic and procedural tasks well but with
slightly more variation than GSM8K or SVAMP.
In contrast, GSM-hard and AIME represent a stark
drop in accuracy, with all Bloom level scores for
GSM-hard in the 41.8% to 49.1% range, and for
AIME in the 8.4% to 12.5% range. These results
highlight that state-of-the-art LLMs still struggle
substantially with high-complexity, olympiad-style
and challenging in terms of calculations problems.

Dataset difficulty and patterns : For the easier
datasets from a reasoning perspective—GSM8K,

SVAMP, Algebra, and GSM-hard—models achieve
their highest accuracy on Applying and Analyz-
ing tasks, indicating strong proficiency with strate-
gies that closely resemble techniques heavily em-
phasized during training, such as chain-of-thought
(CoT) reasoning. Scores for Remembering are also
high, suggesting that even pure recall is often suffi-
cient for such problems, but these scores generally
do not surpass those for Applying or Analyzing. In
contrast, performance consistently dips for Under-
standing, which emerges as the weakest category in
these datasets, and declines moderately for Evaluat-
ing and Creating, though these higher-order skills
often still outperform Understanding.

For the more difficult dataset, AIME, Remember-
ing and Understanding are the lowest-performing
categories, while Applying and Analyzing remain
the strongest. Notably, for these challenging prob-
lems, Evaluating and Creating sometimes yield bet-
ter results than lower-order skills (Remembering,
Understanding), suggesting that as difficulty and
unfamiliarity increase, deeper reasoning may be
required for success.

6.2 Program of Bloom

In order to reduce errors in calculations, we incor-
porated Python code into our framework. More
specifically, we used the same approaches (BLES
and BLM) but modified the prompts to request
answers in the form of Python code, which was
then safely executed. For the sake of simplic-
ity for this analysis, we only report the results
concerning Gemma3 2.7B. On the GSM-Hard

Dataset BLES BLM Program of BLES Program of BLM

GSM8K 95.5 96.3 92.0 91.5
SVAMP 96.5 96.2 94.1 93.9
Algebra 98.6 99.1 89.6 88.3

GSM-hard 62.0 63.1 65.0 65.3
aime 23.3 20.0 20.0 23.3

Table 5: Comparison between Program of Bloom and BloomWise-Results for Gemma3 27B
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dataset—the most challenging in terms of calcu-
lations—accuracy improved slightly, with gains
of 3% for BLES and 2.2% for BLM. However,
for the remaining datasets, accuracy was consid-
erably lower—or, in the case of AIME, equiva-
lent—compared to the performance achieved with
BloomWise (BLES and BLM). Results can be
found in Table 5. A possible explanation for the
reduced performance of this variant is that the
prompts are not be well-suited to generating an-
swers in code format. The strict structure required
for executable code can limit the model’s ability
to follow the intended prompting, whereas textual
rationales provide more flexibility and are often
better aligned with the task structure.

7 Conclusion

We propose BloomWise, a problem-solving frame-
work that uses prompts inspired by the levels
of Bloom’s Taxonomy to reach the correct solu-
tion. We introduce three variants of our method:
EarlyStop (BLES), which halts the process if a
solution is deemed as correct based on a conver-
gence criterion, preventing progression to higher
levels of the taxonomy; Majority Voting (BLM),
where the final solution is determined by a con-
sensus across the outputs; and Program of Bloom,
similar to BLES and BLM but requiring the an-
swer in the form of Python code. Experiments
conducted on five math reasoning datasets demon-
strated the efficiency of our method, showcasing
not only accuracy-exceeding the state of the art
methods- but also providing valuable insights into
the cognitive abilities of LLMs. Among the vari-
ants, BLM achieved the highest accuracy, while
BLES prioritized computational efficiency. The
Program of Bloom variant achieved the best accu-
racy only on the GSM-hard dataset, while it per-
formed the lowest on the rest of the datasets.

Our findings highlight the promise of
cognitively-grounded prompting strategies
for enhancing LLM performance in zero-shot
settings. In future work, we plan to extend
BloomWise to additional domains beyond math
reasoning, exploring its generalizability and
broader applicability.

Limitations

We acknowledge that, although our method
achieves top performance on most datasets, it strug-
gles with problems that require complex computa-

tions. Additionally, while our evaluation focused
on mathematics to enable a more targeted analy-
sis, applying our framework to a broader range of
tasks would further validate its generalizability and
practical utility.
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Bloom’s Level Prompt

Remembering You are at the Remembering level. Solve the problem by retrieving, recognizing, and
recalling relevant math facts, formulas, definitions, similar problems or the exact same
problem from memory. Clearly express what information or problems you recall that is
relevant to solving this specific problem.

Understanding You are at the Understanding level. Solve the problem by constructing meaning from
the problem statement and relevant math concepts. Show your thinking by interpreting,
exemplifying, classifying, summarizing, inferring, comparing, and explaining the con-
cepts involved and what the problem is asking for.

Applying You are at the Applying level. Solve the problem by carrying out or using a known
procedure. Clearly show how to apply this procedure to this specific problem step by
step.

Analyzing You are at the Analyzing level. Solve the problem by breaking it into parts, determining
how the parts relate to one another, and identifying patterns or relationships. Show your
thought process by differentiating, organizing, and attributing relationships between the
math elements.

Evaluating You are at the Evaluating level. Solve the problem by making judgments about different
approaches or potential solutions. Express your thought process by checking, critiquing,
and explaining why one approach or answer is better or more appropriate than others.

Creating You are at the Creating level. Solve the problem by putting together elements to form a
new solution strategy or structure. Show your thinking as you generate, plan, or produce
a novel approach to this problem.

Table 6: Bloom’s level Specific Prompts

System Prompt

You are a tutor. Solve the given math problem in class using only cognitive skills associated with the
specified Bloom’s level. Explicitly express your thought process out loud as you solve it, so the student
can follow your reasoning.
Bloom’s level specific prompt
Problem: problem
Provide the final numerical answer at the end in the format: "The final answer is:"

Table 7: System Prompt

Problem
A candle melts by 2 centimeters every hour that it burns. How many centimeters shorter will a candle
be after burning from 1:00 PM to 5:00 PM?

Table 8: Problem Statement
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Level Solution
Remembering Okay, let’s tackle this problem together. We’re working at the Remembering level,

which means we’re going to rely on things we already know: facts, definitions,
and maybe similar problems we’ve seen before. We’re not going to do a lot of
complex thinking right now. First, let’s read the problem carefully: A candle
melts by 2 centimeters every hour that it burns. How many centimeters shorter
will a candle be after burning from 1:00 PM to 5:00 PM? Okay, what do I
remember about solving problems like this? I remember that when we have a
rate, something happening per unit of time and a duration of time, we can find the
total change by multiplying. That’s a key fact! I remember doing problems like
Ïf a car travels 60 miles per hour for 2 hours, how far does it travel?.̈ That feels
similar. Now, let’s identify what we know. The problem tells us the candle melts
at a rate of 2 centimeters per hour. That’s our rate. Next, we need to figure out
how long the candle is burning. It burns from 1:00 PM to 5:00 PM. I remember
how to figure out time differences. I can count the hours: 1 PM to 2 PM is 1 hour,
2 PM to 3 PM is another hour, 3 PM to 4 PM is another, and 4 PM to 5 PM is the
last hour. That’s a total of 4 hours. Alternatively, I remember I can just subtract
the start time from the end time: 5 - 1 = 4. So, the candle burns for 4 hours. Now
I recall the multiplication fact we discussed earlier. Rate times time equals total
change. We have a rate of 2 centimeters per hour, and a time of 4 hours. So, we
multiply: 2 centimeters/hour * 4 hours. The hours cancel out, leaving us with
centimeters. 2 * 4 = 8. Therefore, the candle will be 8 centimeters shorter. The
final answer is: 8

Table 9: Example of a response corresponding to Remembering Level
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Level Solution
Understanding Okay, let’s tackle this problem together. We’re working at the Understanding

level, which means we need to show we get what’s happening in the problem,
not just jump to a calculation. So, I’m going to talk through my thinking as I
go. First, let’s interpret the problem. What’s the problem telling us? It’s telling
us about a candle and how it changes over time. Specifically, it says the candle
gets shorter. That’s important, it’s decreasing in length. The rate of change is
key: it melts 2 centimeters every hour. That’s a consistent rate, a rule we can use.
Now, let’s summarize what we need to find out. The problem asks: How many
centimeters shorter will a candle be? This means we need to find the total amount
the candle decreases in length. Let’s exemplify with a simpler case. If the candle
burned for just one hour, how much shorter would it be? The problem tells us 2
centimeters. If it burned for two hours, it would be 2 + 2 = 4 centimeters shorter.
See? We’re just repeatedly applying that 2 cm/hour rule. Okay, now let’s get
back to the original problem. We need to figure out how many hours the candle
is burning. The candle burns from 1:00 PM to 5:00 PM. Let’s infer the number
of hours. We can count it out: 1 PM to 2 PM is one hour, 2 PM to 3 PM is
another hour, 3 PM to 4 PM is another, and 4 PM to 5 PM is the last hour. That’s
a total of 4 hours. Now we can compare this to our simpler example. We know it
melts 2 cm per hour. We now know it burns for 4 hours. So, it’s like adding 2
cm four times. Finally, let’s explain how to calculate the total change in length.
We’ll multiply the rate of melting (2 cm/hour) by the number of hours it burns (4
hours). That’s 2 cm/hour * 4 hours. So, 2 multiplied by 4 is 8. Therefore, the
candle will be 8 centimeters shorter. The final answer is: 8

Table 10: Example of a response corresponding to Understanding Level
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Level Solution
Applying Alright, let’s tackle this problem together. We’re working at the ’Applying’ level,

which means we need to use a procedure we already know to solve this. In this
case, the procedure is understanding rate and using multiplication. First, let’s
identify what we know. We know the candle melts at a rate of 2 centimeters per
hour. That’s our key piece of information. Next, we need to figure out how long
the candle is burning. The problem tells us it burns from 1:00 PM to 5:00 PM.
Let’s count the hours: 1:00 PM to 2:00 PM is one hour, 2:00 PM to 3:00 PM
is another hour, 3:00 PM to 4:00 PM is another hour, and 4:00 PM to 5:00 PM
is the final hour. So, that’s a total of 4 hours. Now we can apply the procedure.
We know the rate (2 cm/hour) and the time (4 hours). To find the total change
in length, we multiply the rate by the time. So, we’ll do: 2 centimeters/hour
* 4 hours. The ’hour’ units cancel out, leaving us with centimeters. 2 * 4 = 8.
Therefore, the candle will be 8 centimeters shorter. The final answer is: 8

Table 11: Example of a response corresponding to Applying Level
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Level Solution
Analyzing Alright class, let’s tackle this candle problem. We’re working on analyzing today,

which means we need to break this problem down into its pieces and see how
they connect. Don’t just jump to a calculation, let’s understand what’s happening
first. Okay, what information are we given? We know the candle melts at a rate
2 centimeters per hour. That’s important. That’s our key relationship. We also
know a time period: from 1:00 PM to 5:00 PM. Now, let’s differentiate. We have
a change in length (how much shorter the candle gets) and a change in time (the
duration it burns). Our rate connects these two. Melting rate is essentially change
in length divided by change in time. Let’s organize this. We need to figure out
the total change in time. How many hours are there between 1:00 PM and 5:00
PM? Let’s see: 1:00 to 2:00 is one hour, 2:00 to 3:00 is another, 3:00 to 4:00,
and 4:00 to 5:00. That’s four hours. So our change in time is 4 hours. Now, let’s
attribute the relationship. We know the candle melts 2 centimeters for every hour.
That ’for every’ signals a multiplicative relationship. We can set up a sort of
proportion, even though we don’t need to formally write it out as one. If it melts
2 cm in 1 hour, then in 4 hours, it will melt, well, four times as much, right? So,
we are multiplying the rate of melting (2 cm/hour) by the number of hours (4
hours). This will give us the total change in length. 2 cm/hour * 4 hours = 8 cm.
Therefore, the candle will be 8 centimeters shorter. The final answer is: 8

Table 12: Example of a response corresponding to Analyzing Level
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Level Solution
Evaluating Okay, let’s tackle this candle problem. We’re at the ’Evaluating’ level today,

which means we’re not just doing the math, but thinking about how we’re doing
it and whether our approach makes sense. First, let’s quickly identify what the
problem is asking. It wants to know the total amount the candle shrinks after
burning for a certain period. Seems straightforward. Now, a really quick, almost
automatic thought might be to just multiply 2 centimeters (the melt rate) by 5
(because 5 PM is 5 hours after 1 PM). That would give us an answer, and it’s a
common way to approach rate problems. Let’s hold that thought 2 x 5 = 10. But,
let’s evaluate that. Does that just automatically feel right? Yes, it seems logical,
but we should always double-check our assumptions. The problem clearly states
the candle melts every hour it burns. We need to make sure we’ve correctly
calculated the number of hours. Looking at the times, 1:00 PM to 5:00 PM. Let’s
think through it. 1 PM to 2 PM is one hour. 2 PM to 3 PM is another. 3 PM
to 4 PM, and 4 PM to 5 PM. That’s four hours, not five. So, that initial quick
calculation of multiplying by 5 was incorrect. That’s a good example of why
evaluating is important! We caught a potential mistake. Okay, so let’s revisit. We
have a melt rate of 2 cm/hour and a burn time of 4 hours. Now, multiplying 2
cm/hour by 4 hours seems much more solid. Let’s think about units too, which
is a good evaluating habit. Centimeters per hour * hours- the hours cancel out,
leaving us with just centimeters. That makes sense- we want an answer in length!
So, 2 * 4 = 8. Let’s quickly critique again. Does 8 centimeters seem reasonable?
If a candle melts 2cm an hour, and burns for four hours, 8cm seems perfectly
plausible. It’s a manageable number, not ridiculously large or small. Therefore,
after burning from 1:00 PM to 5:00 PM, the candle will be 8 centimeters shorter.
The final answer is: 8

Table 13: Example of a response corresponding to Evaluating Level
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Level Solution
Creating Okay, let’s tackle this candle problem! Now, we’re aiming for the Creating level

of Bloom’s Taxonomy, which means we aren’t just recalling facts or applying
a formula directly. We need to build a solution. I want to think beyond just
ḧours times melt rate.Ẅhile that is part of it, let’s see if we can frame this in
a slightly more robust way, maybe thinking about how we represent time and
change. First, let’s identify what we know. We know the candle melts at a
constant rate: 2 centimeters per hour. That’s our core piece of information. We
also know the start and end times: 1:00 PM and 5:00 PM. Now, usually, we ’d
jump to subtraction, right? 5 minus 1 is 4. But let’s pause and think... what is
subtraction actually doing in this context? It’s finding the difference between two
points in time. That difference represents the duration of burning. So, instead
of immediately calculating 5-1, let’s explicitly define a variable. Let’s say ’t’
represents the burning time in hours. We can create a little formula for ’t’: t =
End Time - Start Time. Okay, that’s a bit abstract for this problem, honestly, but
it’s getting us to think about the components. Now we can plug in our numbers:
t = 5:00 PM - 1:00 PM = 4 hours. See? We didn’t just know to subtract; we
defined the subtraction as a way to calculate the burning time. That’s a small step
towards creating a more generalized approach. Now, we know the burning time,
and we know the melt rate. Let’s create another relationship. Let ’L’ represent
the total length the candle melts. We can say: L = Burning Time * Melt Rate, L
= t * 2 cm/hour. Again, this seems obvious, but we’re building the logic from
first principles, which is what ’Creating’ is about. Now, we can substitute the
value of ’t’ we found earlier:L = 4 hours * 2 cm/hour = 8 cm. So, the candle
will be 8 centimeters shorter. We didn’t just apply a formula; we constructed
the formulas to represent the relationships in the problem. That’s the difference
between applying and creating. We could have just done 5-1=4, then 4*2=8, but
this way we ’ve explicitly broken down why we ’re doing each step. The final
answer is: 8

Table 14: Example of a response corresponding to Creating Level
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Abstract

Recent studies indicate that LLM-based Multi-
Agent Systems (MAS) encounter scalability
challenges in complex mathematical problem-
solving or coding tasks, exhibiting issues such
as inconsistent role adherence and ineffective
inter-agent communication. Moreover, the
performance advantages of LLM-based MAS
over a single agent employing test-time scal-
ing methods (e.g., majority voting) remain
marginal. This raises a critical question: Can
LLM-based MAS scale effectively to achieve
performance comparable to standalone LLMs
or even Large Reasoning Models (LRMs) un-
der optimal test-time compute? In this paper,
we conduct a preliminary investigation into
the scalability of LLM-based MAS for scien-
tific code generation. We propose a simple yet
scalable two-player framework based on itera-
tive critic-in-the-loop refinement. Our experi-
ments demonstrate that a minimalist actor-critic
framework based on DeepSeek-V3 can out-
perform DeepSeek-R1 under equivalent com-
putational budgets. Surprisingly, more com-
plex frameworks fail to yield significant gains.
These findings corroborate recent insights into
multi-agent system limitations and highlight
the importance of scalable workflows for ad-
vancing scientific code generation.

1 Introduction

In recent years, LLM-based Multi-Agent Systems
(MAS) (Guo et al., 2024) have demonstrated sig-
nificant potential in complex problem-solving and
system coding tasks (Qian et al., 2023; Huang et al.,
2023; Qi et al., 2023; Islam et al., 2024; Parmar
et al., 2025). In such systems, each agent is as-
signed a specific role, working collaboratively to
achieve predefined objectives, which mirrors hu-
man teamwork in real-world scenarios.

*Equal contribution.
†Corresponding author.

However, recent studies (Cemri et al., 2025) re-
veal that LLM-based MAS often struggle with com-
plex tasks due to issues such as specification ambi-
guities, inter-agent misalignment, and inadequate
task verification. Furthermore, with the growing
interest in Test-Time Scaling (TTS) (Zhang et al.,
2025b), where performance improves via inference-
time compute (e.g., majority voting or best-of-N
sampling with reward models) (Snell et al., 2024;
Liu et al., 2025; Zhao et al., 2025), the advantages
of LLM-based MAS over single-agent systems
with TTS diminish under equivalent computational
budgets (Zhang et al., 2025a).

Meanwhile, Large Reasoning Models (LRMs)
(e.g., DeepSeek-R1 (Guo et al., 2025), OpenAI-
o1 (Jaech et al., 2024)) exhibit superior TTS ca-
pabilities through extended chain-of-thought rea-
soning. Yet, these models suffer from high latency
and excessive token costs. This raises a critical
question: Can we develop a scalable LLM-based
MAS that outperforms standalone LLMs or LRMs
with TTS while maintaining efficiency?

In this paper, we investigate this challenge in
scientific code generation (SciCode (Tian et al.,
2024)). Unlike mathematical problems, apply-
ing TTS (e.g., majority voting) to code generation
is inherently difficult. Instead, critique and self-
reflection which are strengths of LRMs, play a
pivotal role. To address this, we propose a critic-
in-the-loop framework to enhance the evaluative
capabilities of LLM-based MAS.

Our experiments on the SciCode benchmark
demonstrate that a generator-critic framework (us-
ing DeepSeek-V3 (Liu et al., 2024)) outperforms
standalone DeepSeek-R1 while consuming fewer
tokens. Notably, performance improves further
with additional critic iterations, suggesting our
framework itself serves as an effective TTS strat-
egy. We also explore a three-agent MAS but find no
significant gains over the simpler generator-critic
approach. Finally, we analyze failure cases to pro-
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Figure 1: Overview of Generator-Critic Framework.

vide insights for future research.

• We propose a lightweight generator-critic
framework that achieves superior performance
in scientific code generation compared to
LRMs, while reducing token costs by 75%.

• We demonstrate that iterative critic refinement
inherently functions as a compute-efficient
TTS strategy, unlike traditional voting-based
approaches ill-suited for code generation.

• Through ablation studies and failure analy-
sis, we identify key limitations of multi-agent
systems (e.g., role confusion in three-agent
setups) and provide guidelines for scalable
MAS design in the future works.

2 Methodology

2.1 Iterative Generator-Critic Framework

As illustrated in Figure 1, the framework comprises
two specialized agents: Generator and a Critic.

Generator. The Generator initially produces
code based on the task description. If the code fails
verification, it utilizes feedback containing both the
Critic’s natural-language critique and the erroneous
code to generate an improved version.

Critic. The Critic plays a crucial role in the
framework by identifying errors in faulty code
and providing natural-language feedback. Given a
faulty code and a simple failure description (e.g., an
error or timeout), it generates nuanced and specific
critiques. Unlike scalar rewards, these critiques are

Figure 2: The employment of Examiner.

more informative, thereby guiding the Generator’s
revisions more effectively (Shinn et al., 2023).

Iterative Refinement. The framework em-
ploys a cyclic criticize → correct → criticize
loop (Madaan et al., 2023) to iteratively refine code
until a stopping condition (e.g., successful vali-
dation or maximum iterations) is met. Formally,
given a modelM and an input problem description
x, the GeneratorMg first produces an initial solu-
tion o0,which is then verified by a code interpreter.
If verification fails, the Critic and Generator engage
in iterative refinement: (1)the CriticMc analyzes
the previous output ok−1 to generate critique ck.
(2)The GeneratorMg synthesizes ok−1 and ck to
produce an optimized solution ok that may address
previous errors. (3)The new code ok undergoes
revalidation - if successful, the loop terminates;
otherwise, the process continues.
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Model
Subproblem Main Problem

Pass@1 ∆ Pass@1 ∆

Baselines (Single-Agent) (Tian et al., 2024)
GPT-4o 25.0 - 1.5 -
DeepSeek-V3 23.7 - 3.1 -
Claude3.5-Sonnet 26.0 - 4.6 -
DeepSeek-R1 28.5 - 4.6 -
OpenAI-o1-preview 28.5 - 7.7 -
OpenAI-o3-mini 33.3 - 9.2 -
GPT-4o (Our) 22.2 - 1.5 -
DeepSeek-V3 (Our) 25.3 - 3.1 -
DeepSeek-R1 (Our) 31.6 - 4.6 -

Generator-Critic (Two-Agent) (§ 2.1)
1 iteration
GPT-4o 25.0 ↑ 2.8 1.5 ↑ 0.0
DeepSeek-V3 28.5 ↑ 3.2 3.1 ↑ 0.0
4 iterations
GPT-4o 27.4 ↑ 5.2 4.6 ↑ 3.1
DeepSeek-V3 32.6 ↑ 7.3 6.2 ↑ 3.1

Table 1: Main Results on Test Set.

2.2 Generator-Critic-Examiner Framework

Building upon the iterative multi-agent framework
described above, we introduce an Examiner Agent
to enhance the system’s error detection and correc-
tion capabilities, as shown in Figure 2.

Examiner. Leveraging the chain-of-thought
(Wei et al., 2022) reasoning capabilities of large
language models, the examiner’s primary function
is to generate task-specific test cases based on the
problem description. Each generated test case con-
tains three essential components: (1) input parame-
ters compliant with the problem requirements, (2)
expected outputs representing correct implemen-
tation behavior, and (3) assertion statements for
automated verification. To improve the output pre-
diction accuracy, we implement a self-consistency
mechanism (Wang et al., 2022; Prasad et al., 2025),
where multiple predictions are generated for each
test input and the final output is determined via
majority voting (detailed in Appendix A).

Test Case Verification Process. The generated
test cases are used to internally verify the code pro-
duced by the Generator during the iterative refine-
ment process. The verification results, comprising
both successful and failed test cases with corre-
sponding error reports, serve as crucial feedback
for the Critic’s reflective analysis. If all test cases
pass, the iteration terminates and the code is sub-
sequently verified using the gold tests provided by
the dataset, with this result determining the final
accuracy assessment.

Figure 3: Performance vs. Token Cost between
DeepSeek-R1 and iterative Generator-Critic (GC) using
DeepSeek-V3. The numbers in parentheses indicate the
iteration counts.

3 Experiments

3.1 Experimental Setup

We evaluate our framework primarily on Sci-
Code (Tian et al., 2024), a scientist-curated coding
benchmark comprising 338 subproblems derived
from 80 challenging main problems across 16 di-
verse natural science disciplines. Our implementa-
tion builds upon the official codebase 1, with eval-
uations conducted using GPT-4o and DeepSeek-
V1/R1 on both test and validation sets. For baseline
comparisons, we incorporate official leaderboard
results 2 for GPT-4o, Claude, and OpenAI-o1,
while reproducing GPT-4o and DeepSeek-R1/V1
results to ensure consistent evaluation metrics.

3.2 Main Results

Table 1 and table 2 present the performance com-
parison of different methods, which reveal:

Effectiveness of the Critic Agent. When
employing DeepSeek-v3 as the base model, the
Generator-Critic framework achieves a perfor-
mance improvement (∆) of 3.2% after one iter-
ation on the test set, which further increases to
7.3% after four iterations. Notably, the Generator-
Critic framework consistently outperforms single-
agent approach across all evaluated base models,
demonstrating the generalizability of the frame-
work. Moreover, the DeepSeek-V3-based frame-
work surpasses the performance of DeepSeek-R1
after four iterations, proving that our multi-agent

1https://github.com/scicode-bench/SciCode
2https://scicode-bench.github.io/leaderboard/
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approach using general-purpose LLMs is highly
competitive.

Enhanced Main Problem Resolution. The
framework particularly excels in solving main prob-
lems in SciCode, which require correct solutions
for all subproblems. The iterative critique process
not only rectifies errors in the current code but also
facilitates the resolution of subsequent subprob-
lems - and consequently the main problem - since
each subproblem’s correctness impacts those that
follow. This capability significantly aids in solving
the benchmark’s most challenging aspects.

Token Cost Comparison. Figure 3 compares
the token consumption between two approaches: 1)
DeepSeek-R1 for code and reasoning outputs, and
2) the iterative Generator-Critic using DeepSeek-
V3 for both Generator’s code outputs and Critic’s
critique outputs. The results show that the to-
ken consumption of DeepSeek-R1 substantially ex-
ceeds that of the Generator-Critic approach, with
a substantial difference of 279,605 tokens on the
validation set even after four iterations. Despite
this, both approaches achieve comparable perfor-
mance, with our framework even demonstrating
superior results (Figure 6). These findings col-
lectively indicate the advantages of the Generator-
Critic framework in terms of both efficiency and
task performance.

Number of Iterations. We examine the efficacy
of iterative refinement in both the Generator-Critic
and Generator-Critic-Examiner. As shown in Fig-
ure 4(a), which presents the pass@1 performance
progression on the test set using GPT-4o, iterative
refinement consistently improves the framework
performance. However, marginal gains diminish
as the number of iterations increases, with 5–6
iterations yielding the majority of achievable im-
provements.

3.3 Failure Analysis
Although the Generator-Critic-Examiner outper-
formed the baselines, it performed worse than the
Generator-Critic. This indicates that the Examiner
failed to enhance the critic’s reflective capabilities.
Upon analyzing the test cases generated by the Ex-
aminer, we observed substantial inaccuracies in its
output predictions. Even with majority voting im-
plemented, the Examiner’s predictions remained
predominantly incorrect. These errors adversely
affected the framework by introducing misleading
guidance during refinement, ultimately impairing
the efficacy of the criticism mechanism.

Model
Subproblem Main Problem

Pass@1 ∆ Pass@1 ∆

Baselines (Single-Agent)
GPT-4o 44.0 - 33.3 -
DeepSeek-V3 48.0 - 46.7 -
DeepSeek-R1 50.0 - 46.7 -

Generator-Critic (Two-Agent) (§ 2.1)
1 iteration
GPT-4o 48.0 ↑ 4.0 33.3 ↑ 0.0
DeepSeek-V3 60.0 ↑ 12.0 40.0 ↑ 0.0
DeepSeek-R1 50.0 ↑ 0.0 46.7 ↑ 0.0
4 iterations
GPT-4o 50.0 ↑ 6.0 40.0 ↑ 6.7
DeepSeek-V3 62.0 ↑ 14.0 46.7 ↑ 6.7
DeepSeek-R1 56.0 ↑ 6.0 53.3 ↑ 6.7

Generator-Critic-Examiner (Three-Agent) (§ 2.2)
1 iteration
GPT-4o 48.0 ↑ 4.0 33.3 ↑ 0.0
DeepSeek-V3 50.0 ↑ 2.0 40.0 ↑ 0.0
4 iterations
GPT-4o 48.0 ↑ 4.0 33.3 ↑ 0.0
DeepSeek-V3 54.0 ↑ 6.0 40.0 ↑ 6.7

Table 2: Results on Validation Set.

4 Conclusion

We propose a lightweight generator-critic frame-
work that enhances LLM-based multi-agent sys-
tems for scientific code generation. Our approach
outperforms standalone Large Reasoning Models
while reducing computational costs, demonstrat-
ing that iterative critique inherently serves as an
efficient test-time scaling strategy. Experiments re-
veal diminishing returns with complex multi-agent
setups, suggesting simplicity is key for scalability.
These findings offer practical guidelines for de-
ploying efficient LLM-based systems in resource-
constrained scenarios.

Limitations

Our framework is evaluated solely on scientific
code generation (SciCode) tasks. Its effectiveness
on other domains (e.g., natural language reasoning
or mathematical proof generation) remains unveri-
fied, as different problem types may require distinct
agent interaction patterns.

The performance gains are demonstrated using
specific LLMs (DeepSeek-V3, GPT-4o). Results
may vary with smaller or less capable base models,
suggesting our approach may be constrained by the
underlying model’s core capabilities.

While we show computational efficiency gains,
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(a) Iterations on Test Set. (b) Iterations on Validation
Set.

Figure 4: Iterations in Generator-Critic and Generator-
Critic-Examiner.

the critic-in-the-loop approach introduces sequen-
tial processing latency. This creates a fundamental
tension between token efficiency and real-time re-
sponsiveness that may limit deployment in latency-
sensitive applications.
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A Details of Methodology

Here, we elaborate on the majority voting mecha-
nism implemented for test cases generation within
the Generator-Critic-Examiner framework. First,
the Examiner generates input parameters for the
function based on the problem description. Next,
the agent is invoked multiple times (in our imple-
mentation, five repetitions are used) to generate
test case outputs through diverse Chain-of-Thought
(CoT) reasoning processes. Finally, we tally the
frequency of identical output values and select the
most common one as the final test case output.This
process is shown in Figure 5.

B System Prompts

The prompts for both the Generator-Critic and the
Generator-Critic-Examiner are presented in Tables
3, 4, 5 and 6.

C Case Study

Here,we provide representative success and failure
cases analysis for both the Generator-Critic and the
Generator-Critic-examiner.

Figure 5: Majority Voting for Test Cases Generation.

Figure 6: Token cost comparison between DeepSeek-R1
and iterative Generator-Critic (GC) using DeepSeek-V3.
The numbers in parentheses indicate the iteration counts.

C.1 Success Cases

Table 7 presents a successful application of the
Generator-Critic framework. In this case,the sub-
problem pi was corrected through critique-based
optimization, and this correction subsequently re-
vealed the correctness of the following two sub-
problem pi+1 and pi+2. This indicates that the
initial generated codes for the subsequent subprob-
lems pi+1 and pi+2 was, in fact, correct; however,
due to the error in the preceding subproblem pi,
their evaluation resulted in a false failure. By cor-
recting pi within the Generator-Critic, we were
able to verify the true correctness of the pi+1 and
pi+2. This case underscores a key advantage of
the Generator-Critic in handling complex, stepwise
scientific code generation: accurate evaluation and
correction of later steps which require resolving
errors in earlier ones.

55



Table 8 presents the test cases generated by the
Examiner for a faulty code which has been success-
fully corrected. These test cases are particularly
valid because the final outputs exhibit a high fre-
quency, indicating their reliability.

C.2 Failure Cases

Table 9 presents an example in which the errors
persist even after reaching the maximum number of
iterations in the Generator-Critic framework. Over
four iterations, the Critic consistently identified
similar error causes, with no significant variation
observed.

Table 10 presents test cases demonstrating the
Examiner’s failure. In these cases, the majority vot-
ing mechanism fails to identify a consensus among
the predicted outputs, rendering it ineffective.

EXAMINER IN GENERATOR-CRITIC-EXAMINER FRAMEWORK

You are an AI coding assistant that can write unique, diverse, and intuitive unit tests for a Python function.
Your job is to generate unit tests that
1.Is valid input based on the function description, i.e., an acceptable input consistent with function description that a correct
program should be able to execute.
2. The output enclosed in . and is faithful to the function description, i.e., the output of the unit test is consistent with what a
correct program would return.
3. Breaks the code if there is a wrong implementation code based on the function description, i.e., does not execute to the
correct output and brings out its mistakes and vulnerabilities.
Provide a reasoning for your answer and identify a general hypothesis or rationale identifying the potential cause of error.
Then provide input and output of the unit test consistent with the pattern (hypothesis) you have identified. Note: - that you
MUST directly write ALL input arguments of the function in the correct order. Skip writing any names of arguments. -Make
sure that hidden associations are satisfied between input arguments. -Make sure that input arguments will not cause a correct
program to perform illegal evaluation, such as division by zero encountered in divide or invalid value encountered in scalar
add. -You must give the specific value of the outputs. Do not include ellipses or variables without defined specific values in
the output. - you MUST enclose the unit test inputs and outputs in. -The inputs and outputs can only be built using the numpy
library. -Do not use undefined variables and functions. -Unit tests can only use libraries in dependencies and cannot use other
libraries. -Unit tests are independent and cannot use data from each other. -Make sure the logic of the unit test is correct.
-You must generate more than four tests.
## Function Definition:
{func_sig}
## Dependencies:
{dependencies}
Respond strictly in the format below:
## Hypothesis
<step-by-step reasoning >
Error Pattern: <an identified pattern of inputs that yields erroneous or incorrect outputs
## Unit Test X:
<where X is the unit test number.>
### Input Arguments
<step-by-step reasoning for constructing a unit test that fits the error pattern identified above and is valid as per the function
description >
Arguments:
{function_header}(< all arguments >)
### Output
<step-by-step reasoning for what a correct function_header would execute to based on the function description and your
input above. Make sure your data type of the final answer matches the expected output type of the function. Give the specific
output directly. Do not use assignment statements and do not provide the code for the calculation process. >
Output:
<your final answer.>
### Comparison
<Must use the np.allclose function to compare whether the result of the function matches the output above through the ‘assert’
statement. The parameter atol of the np.allclose function is set according to the number of digits of the expected output.
Write ALL input arguments of the function in the correct order, do not omit input arguments or output. If the function has
multiple outputs, compare each output one by one. >
Comparison:
<your code for assert>

Table 3: Prompt for Examiner in Generator-Critic-Examiner.
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CRITIC IN GENERATOR-CRITIC-EXAMINER FRAMEWORK

You are a Python programming assistant.
You will be given a function implementation and a series of unit tests.The implementation was written under specific
requirements and guidance, which are also provided for you. This function implementation is a part of the solution to the
complete problem. Implementing it may require calling the code of the preceding steps, which is also provided to you in the
requirements and guidance section. Your goal is to write a few sentences to explain why your implementation is wrong as
indicated by the tests. You will need this as a hint when you try again later. Only provide the few sentence description in your
answer, not the implementation. Only focus on the current implementation, not the preceding steps.
# Requirements and guidance for writing the current function implementation:
{prompt}
# current function implementation:
{code}
# preceding steps:
{previous_code}
# unit test results:
{feedback}
# reflection:

Table 4: Prompt for Critic in Generator-Critic-Examiner.

CRITIC IN GENERATOR-CRITIC FRAMEWORK

You are a Python programming assistant.
You will be given a function implementation and the problem with code(the function implementation with test cases)
execution .The implementation was written under specific requirements and guidance, which are also provided for you. This
function implementation is a part of the solution to the complete problem. Implementing it may require calling the code of
the preceding steps, which is also provided to you. Your goal is to write a few sentences to explain why your implementation
is wrong as indicated by the tests. You will need this as a hint when you try again later. Only provide the few sentence
description in your answer, not the implementation. Only focus on the current implementation, not the preceding steps.
# Requirements and guidance for writing the current function implementation:
{prompt}
# current function implementation:
{code}
# preceding steps:
{previous_code}
# problem with code execution:
{type}
# reflection:

Table 5: Prompt for Critic in Generator-Critic.

GENERATOR IN GENERATOR-CRITIC FRAMEWORK

You are a Python writing assistant.
You will be given your past function implementation, the problem with code(the function implementation with test cases)
execution, and a hint to change the implementation appropriately. The past function implementation was written under the
requirements and guidance, your improved implementation should be also under the requirements and guidance. DO NOT
write the same implementation as the past function implementation. Write your full implementation.
# Requirements and guidance for writing the function implementation:
{prompt}
# past function implementation:
{cur_code}
#problem with code execution:
{type}
# hint:
{reflection}
# improved implementation:

Table 6: Prompt for Generator to correct in Generator-Critic.
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CASE STUDY: GENERATOR-CRITIC FRAMEWORK

Problem:
Write down the matrix, B, that transforms (h, k, l) coordinates from the reciprocal lattice system to (qx, qy, qz) coordinates
in the right-handed Cartesian system. Let’s assume they share an identical origin, with x̂∗//â∗ and ẑ∗//(â∗ × b̂∗). The
direct lattice parameters (a, b, c, α, β, γ) are given in units of Å and degree. Additionally, we will follow the convention
ai ·bj = δij , with ai and bi representing the primitive vectors of crystal lattice and reciprocal lattice respectively Background
The reciprocal lattice vectors bi are given by:

bi =
aj × ak

ai · (aj × ak)

Critique:
The implementation is incorrect because it doesn’t properly account for the geometric transformation from detector coordinates
to lab coordinates. The calculation of kslab is wrong in how it handles the direction components - it should use trigonometric
relationships based on the angles formed by the pixel positions relative to the beam center, not just simple divisions.
Additionally, the normalization of the scattered beam vector is incorrect as it doesn’t properly maintain the magnitude of
1/wavelength for ks. The current approach mixes coordinate systems incorrectly and doesn’t properly represent the scattering
geometry.

Improved Implementation:
def q_cal(p, b_c, det_d, p_s, wl):

# Convert all distances to consistent units (angstroms)
det_d_ang = det_d * 1e7 # mm to angstrom
p_s_ang = p_s * 1e7 # mm to angstrom
# Unpack pixel coordinates and beam center
x, y = p
xc, yc = b_c
# Calculate displacement from beam center in detector coordinates (in angstroms)
dx = (x - xc) * p_s_ang # along -y direction in lab frame
dy = (y - yc) * p_s_ang # along -z direction in lab frame
# Calculate the scattering angle components
r = np.sqrt(det_d_ang**2 + dx**2 + dy**2) # total distance from sample to pixel
sin_theta_x = dx r # angle component in x-y plane
sin_theta_y = dy r # angle component in x-z plane
cos_theta = det_d_ang r # main scattering angle component
# Incident wavevector (along +x in lab frame)
k_i = np.array([1/wl, 0, 0])
# Scattered wavevector (must have magnitude 1wl)
k_s = (1wl) * np.array([
cos_theta,
-sin_theta_x, # negative because dx is along -y
-sin_theta_y # negative because dy is along -z
])
# Momentum transfer Q = k_s - k_i
Q = k_s - k_i
# Return as column vector
return Q.reshape((3, 1))

Evaluation Result:
Correct this subproblem successfully, with the next two subsequent subproblems also becoming wright!

Table 7: Success Example of Generator-Critic.
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CASE STUDY: GENERATOR-CRITIC-EXAMINER FRAMEWORK

Unit Test 1:
# Input Arguments
orthogonalize(np.array([[1, 0, 1], [1, 1, 0], [0, 1, 1]], dtype=float))

# Predicted Outputs by different CoT
Output 1: np.array([[0.70710678, -0.40824829, 0.57735027], [0.70710678, 0.40824829, -0.57735027], [0., 0.81649658,
0.57735027]])
Output 2: np.array([[ 0.70710678, -0.40824829, 0.57735027], [ 0.70710678, 0.40824829, -0.57735027],[ 0. , 0.81649658,
0.57735027]])
Output 3: np.array([[ 0.70710678, -0.40824829, 0.57735027],[ 0.70710678, 0.40824829, -0.57735027],[ 0. , 0.81649658,
0.57735027]])
Output 4: np.array([[ 0.70710678, -0.40824829, 0.57735027],[ 0.70710678, 0.40824829, 0.57735027],[ 0. , 0.81649658,
0.57735027]])
Output 5: np.array([[ 0.70710678, -0.40824829, 0.57735027],[ 0.70710678, 0.40824829, -0.57735027],[ 0. , 0.81649658,
0.57735027]])

# Majority Output and the Frequency
Final Output: np.array([[0.70710678, -0.40824829, 0.57735027], [0.70710678, 0.40824829, -0.57735027], [0., 0.81649658,
0.57735027]])
Frequency: 80%

Unit Test 2:
# Input Arguments
orthogonalize(np.array([[1, 1], [0, 1]], dtype=float))

# Predicted Outputs by different CoT
Output 1: np.array([[1., 0.], [0., 1.]])
Output 2: np.array([[1., 0.], [-0., 1.]], dtype=float)
Output 3: np.array([[1., 0.], [0., 1.]])
Output 4: np.array([[1., 0.], [0., 1.]])
Output 5: np.array([[1., 0.], [0., 1.]])

# Majority Output and the Frequency
Final Output:np.array([[1., 0.], [0., 1.]])
Frequency: 100%

Unit Test 3:
# Input Arguments
orthogonalize(np.array([[2, 0], [0, 3]], dtype=float))

# Predicted Outputs by different CoT
Output 1: np.array([[1., 0.], [0., 1.]])
Output 2: np.array([[1., 0.], [-0., 1.]])
Output 3: np.array([[1., 0.], [0., 1.]])
Output 4: np.array([[1., 0.], [0., 1.]])
Output 5: np.array([[1., 0.], [0., 1.]], dtype=float)

# Majority Output and the Frequency
Final Output:np.array([[1., 0.], [0., 1.]])
Frequency: 100%

Table 8: Success Example of Examiner.
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CASE STUDY: GENERATOR-CRITIC FRAMEWORK

Problem:
Now write a function to analyze any damped, driven pendulum system to understand its dynamic behavior under various
conditions. Your function should:
Sweep different timesteps to find the optimized timestep that balances accuracy and time efficiency.
2. Output the trajectory
The combined metric for finding the optimized time should penalize higher computational times while rewarding lower errors.
To better reflect this, we can use a combined metric such as:

Metric = GTE ×
√

Time

Global Truncation Error (GTE) is estimated using the step-doubling method. This way, longer computation times will have a
more significant penalty, while still prioritizing low errors.

Critique: 1 iteration
The implementation is incorrect because it does not properly handle the step-doubling method for estimating the Global
Truncation Error (GTE). Specifically, the error estimation is only comparing the final state of the trajectory with the half-
timestep trajectory, which does not accurately represent the cumulative error over the entire time span. Additionally, the
combined metric calculation does not account for potential numerical instabilities or edge cases, such as when the timestep is
too large or too small. The current approach may lead to suboptimal timestep selection due to these inaccuracies in error
estimation and metric computation.

Critique: 2 iterations
The implementation fails because the error calculation in the step-doubling method is incorrect. The current approach
compares trajectories of different lengths by taking every other point from the finer trajectory, but this doesn’t properly
account for the time alignment between the two solutions. Additionally, the error normalization (dividing by sqrt(min_length))
may not appropriately scale the error for comparison across different timesteps. The metric calculation also doesn’t properly
handle cases where the trajectories have different time points due to different step sizes.

Critique: 3 iterations
The current implementation fails because it doesn’t properly handle the time adjustment when calculating trajectories with
different timesteps. The main issues are: 1) The error calculation compares trajectories of potentially different lengths due to
integer rounding of steps, 2) The actual_dt adjustment isn’t properly synchronized between the full and half-step trajectories,
and 3) The metric calculation doesn’t account for cases where trajectories become significantly misaligned in time due to step
size adjustments. These issues lead to incorrect error estimates and suboptimal timestep selection.

Critique: 4 iterations
The implementation is incorrect because it does not properly handle the time points when comparing trajectories with different
step sizes. The error calculation assumes the trajectories can be directly compared by interpolation, but the interpolation may
not accurately capture the error due to the non-linear nature of the pendulum’s motion. Additionally, the combined metric
(GTE × √ Time) may not be correctly weighted, leading to suboptimal timestep selection. The function also does not account
for edge cases where the timestep does not evenly divide the total time interval, potentially causing inaccuracies in the final
trajectory.

Final Implementation:
def pendulum_analysis(g, L, beta, A, alpha, initial_state, t0, tf, min_dt, max_dt, num_timesteps):

timesteps = np.logspace(np.log10(min_dt), np.log10(max_dt), num_timesteps)
best_metric = float(’inf’)
optimized_trajectory = None
for dt in timesteps:

n_steps = int(np.ceil((tf - t0) / dt))
actual_dt = (tf - t0) / n_steps # Adjusted dt to exactly reach tf
start_time = time.time()

[...]
if metric < best_metric:

best_metric = metric
optimized_trajectory = trajectory

return optimized_trajectory

Evaluation Result:
Still wrong.

Table 9: Failure Example of Generator-Critic.
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CASE STUDY: GENERATOR-CRITIC-EXAMINER FRAMEWORK

Unit Test 1:
# Input Arguments
sum_real_cross( np.array([1.0, -1.0, 2.0]), np.array([[0.0, 0.0, 0.0], [0.0, 0.0, 1.0], [0.0, 1.0, 0.0]]), np.array([[0.0, 0.0, 0.5],
[0.0, 0.5, 0.0]]), np.array([[1, 1, 1], [-1, -1, -1]]), 0.5)

# Predicted Outputs by different CoT
Output 1: -0.577102
Output 2: 3.142
Output 3: 0.1
Output 4: 2.0
Output 5: 0.0

# Majority Output and the Frequency
Final Output: -0.577102
Frequency: 20%

Unit Test 2:
# Input Arguments

sum_real_cross( np.array([1.0, 1.0]), np.array([[1.0, 0.0, 0.0], [2.0, 0.0, 0.0]]), np.array([[0.5, 0.5, 0.5]]), np.array([[0, 0, 0]]),
0.2 )

# Predicted Outputs by different CoT
Output 1: 0.493671
Output 2: 0.0
Output 3: 0.5
Output 4: 0.9
Output 5: 1.0

# Majority Output and the Frequency
Final Output: 0.493671
Frequency: 20%

Unit Test 3:
# Input Arguments
sum_real_cross( np.array([1.0, -1.0]), np.array([[1.0, 1.0, 1.0], [0.0, 0.0, 0.0]]), np.array([[1.0, 1.0, 1.0], [0.0, 0.0, 0.0]]),
np.array([[0, 0, 0]]), 0.1)

# Predicted Outputs by different CoT
Output 1: -0.999999
Output 2: 4.107857649106695
Output 3: -0.6065306597
Output 4: -0.1
Output 5: -0.427547

# Majority Output and the Frequency
Final Output:np.array([[1., 0.], [0., 1.]])
Frequency: 20%

Table 10: Failure Example of Examiner.
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Abstract

While large language models excel at gener-
ating plausible mathematical text, they often
produce subtly incorrect formal translations
that violate proof-theoretic constraints. We
present FIRMA (Formal-Informal Reasoning
in Mathematical Alignment), a bidirectional
translation system between formal and informal
mathematical language that leverages proof-
theoretic interpretability hierarchies and spe-
cialized architectural components for proof
preservation. Unlike existing approaches that
treat this as pure sequence-to-sequence trans-
lation, FIRMA introduces a hierarchical archi-
tecture with complexity-aware routing, proof-
preserving attention mechanisms, and multi-
objective training that balances formal correct-
ness with natural readability. Through progres-
sive complexity training on curated datasets
from Lean 4 and formal mathematics reposi-
tories, we evaluate FIRMA on 200 translation
samples across complexity levels and compare
against two baseline systems. Our analysis
shows statistically significant improvements of
277.8% over BFS-Prover-V1-7B and 6307.5%
over REAL-Prover on overall translation qual-
ity metrics. Ablation studies on 50 samples
demonstrate that each architectural component
contributes substantially to performance, with
removal of any component resulting in 83-85%
performance degradation. We release our code
at https://github.com/smfatima3/FIRMA

1 Introduction

Mathematical communication exists on a spectrum
from the highly formal languages of proof assis-
tants like Lean and Coq to the intuitive explanations
found in textbooks. This duality creates a funda-
mental challenge: formal specifications ensure log-
ical rigor but are often impenetrable to students,
while informal descriptions aid understanding but
may harbor subtle errors or ambiguities. The ability
to translate bidirectionally between these represen-

tations would benefit both mathematical education
and formal verification efforts.

Recent advances in large language models
(LLMs) have shown capabilities in mathematical
reasoning. The development of systems like Al-
phaGeometry (Trinh et al., 2024) and FunSearch
(Romera-Paredes et al., 2024) demonstrates that
neural approaches can achieve results on challeng-
ing mathematical problems, including discover-
ing new theorems and solving Olympiad-level ge-
ometry problems. However, standard mathemati-
cal reasoning benchmarks like the MATH dataset
(Hendrycks et al., 2021) reveal limitations when
models attempt formal-informal translation tasks.

When applied to formal-informal translation,
these models exhibit critical limitations. They gen-
erate superficially plausible translations that fail
proof checking, introduce logical errors through im-
precise natural language, and show unpredictable
degradation as mathematical complexity increases.
Early attempts at neural theorem proving like Nat-
uralProver (Welleck et al., 2021) and more re-
cent work on whole-proof generation (First et al.,
2023) have made progress, but these failures stem
from treating mathematical translation as a purely
linguistic task, ignoring the underlying proof-
theoretic structure that governs mathematical valid-
ity.

We introduce FIRMA (Formal-Informal Reason-
ing in Mathematical Alignment), a framework that
grounds mathematical translation in proof-theoretic
principles. Our key insight is that successful trans-
lation requires not just linguistic fluency but also
preservation of logical structure across complexity
levels. FIRMA addresses this through three core
innovations:

First, we develop a hierarchical encoder-decoder
architecture that explicitly models mathematical
complexity through specialized routing mecha-
nisms. Unlike flat sequence models, FIRMA pro-
cesses mathematical statements at multiple levels
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of abstraction—symbols, syntax trees, and seman-
tic structures—enabling it to maintain logical co-
herence while adapting linguistic style.

Second, we introduce proof-preserving attention
mechanisms that respect logical dependencies and
prevent circular reasoning. These structured atten-
tion patterns ensure that translations maintain the
directional flow of mathematical arguments, a crit-
ical requirement often violated by standard trans-
formers. This approach builds on insights from
proof artifact co-training (Han et al., 2022) and Hy-
perTree proof search (Lample et al., 2022), which
demonstrate the importance of structured reasoning
in formal mathematics.

Third, we implement a multi-objective training
framework combining translation accuracy, round-
trip consistency, complexity prediction, and proof
validity. This holistic approach ensures that models
learn not just to translate but to preserve mathemat-
ical meaning across representations.

Our contributions are as follows. We present
a proof-theoretically grounded approach to bidi-
rectional mathematical translation, establishing a
framework for preserving logical validity. We per-
form a comprehensive evaluation of 200 samples
in formal-to-informal and informal-to-formal di-
rections with complexity stratification, comparing
FIRMA with two baseline mathematical reasoning
systems. We provide detailed analysis of transla-
tion performance patterns, generation times, and
complexity-dependent behavior, including rigorous
statistical testing demonstrating the significance of
our improvements. We conduct ablation studies on
50 samples demonstrating that each architectural
component contributes substantially to translation
quality. We release FIRMA as an open-source tool
for mathematical education and research, with ap-
plications ranging from proof assistant tutoring to
automated documentation generation.

2 FIRMA: Formal-Informal Reasoning in
Mathematical Alignment

2.1 Problem Formulation

Let F denote the space of formal mathematical
statements and I the space of informal descriptions.
We seek bidirectional functions f : F → I and
g : I → F that preserve mathematical validity
while optimizing for human comprehension.

Define validity preservation as:

Valid(s)⇒ Valid(g(f(s))) ∀s ∈ F

Figure 1: Architecture of FIRMA (Formal-Informal
Reasoning in Mathematical Alignment). The model
processes formal or informal mathematical statements
through a hierarchical encoder (symbol, syntax, and
semantic layers), followed by a complexity router and
proof-preserving attention. Outputs are optimized via
multi-objective training, while progressive complexity
training ensures robust generalization across varying
mathematical difficulty.

And comprehension optimization as:

Readability(f(s)) > Readability(s) ∀s ∈ F

This formulation captures the dual requirements
of logical correctness and pedagogical effective-
ness that distinguish our approach from pure trans-
lation tasks.

2.2 FIRMA Architecture

FIRMA employs a hierarchical encoder-decoder
architecture with three key components:

Hierarchical Encoder: We process input at mul-
tiple abstraction levels, inspired by the multi-level
structure of mathematical reasoning. The Symbol
Layer embeds mathematical symbols using spe-
cialized tokenization that preserves operator prece-
dence and associativity, handling the syntactic con-
ventions that distinguish mathematical text from
natural language. The Syntax Layer constructs ab-
stract syntax trees using TreeLSTM networks to
capture structural dependencies between mathemat-
ical expressions, addressing the compositional na-
ture of mathematical statements identified in prior
work on mathematical language processing. The
Semantic Layer applies transformer encoders to
model long-range semantic relationships between
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Figure 2: FIRMA Translation Analysis. (Left) Com-
parison of translation directions (Formal→Informal vs.
Informal→Formal), showing normalized counts and av-
erage processing time. (Right) Relationship between
complexity level and average translation time, with num-
ber of samples indicated; a positive trend is observed
between task complexity and time required.

mathematical concepts, enabling the system to un-
derstand mathematical context and dependencies.

Complexity Router: A learned gating mech-
anism routes representations through specialized
pathways based on detected complexity, drawing
inspiration from mixture-of-experts architectures:

z =

4∑

i=1

αi(x) · Experti(x)

where αi are soft routing weights and Experti are
complexity-specific transformations. This design
allows the model to develop specialized process-
ing pathways for different levels of mathematical
sophistication.

Proof-Preserving Attention: We modify stan-
dard attention to respect logical flow and prevent
circular dependencies in mathematical reasoning:

Attention(Q,K, V ) = softmax
(
QKT

√
dk

+Mlogic

)
V

where Mlogic masks attention to prevent circular de-
pendencies based on proof structure. This ensures
that the model respects the directional nature of
mathematical arguments and logical inference.

2.3 Multi-Objective Training
We optimize a composite loss function balancing
multiple objectives necessary for effective mathe-
matical translation:

L = λ1Ltrans + λ2Lround + λ3Lcomp + λ4Lvalid

WhereLtrans represents cross-entropy translation
loss for basic sequence generation, Lround captures
round-trip consistency through ||x − g(f(x))||2
to ensure bidirectional coherence, Lcomp measures

complexity prediction accuracy to develop com-
plexity awareness, and Lvalid provides a differen-
tiable approximation of proof checker success to
maintain formal validity.

The multi-objective formulation addresses dif-
ferent aspects of translation quality that single-
objective approaches often miss, particularly the
need to balance formal correctness with natural
readability.

2.4 Progressive Complexity Training
Inspired by curriculum learning (Bengio et al.,
2009) and its applications to mathematical reason-
ing, we implement progressive training across com-
plexity levels:

Algorithm 1 Progressive Complexity Training

1: for level ℓ = 1 to 4 do
2: Dℓ ← FilterByComplexity(D, ≤ ℓ)
3: Train model on Dℓ until convergence
4: Evaluate on held-out complexity ℓ test set
5: if performance drops on level < ℓ then
6: Apply replay buffer from previous levels
7: end if
8: end for

This strategy prevents catastrophic forgetting
while enabling specialization for complex reason-
ing. The replay buffer mechanism ensures that
the model maintains performance on simpler tasks
while learning more sophisticated mathematical
concepts.

3 Results and Analysis

3.1 Overall Performance

Metric Value Std Dev Unit

Total Samples 100 - samples
Avg Generation Time 7.876 2.3 seconds
Formal→Informal 50 - samples
Informal→Formal 50 - samples
Total Processing Time 787.9 - seconds
Throughput 0.127 - samples/sec

Table 1: Overall evaluation performance metrics
(Qwen2.5-Math-7B-Instruct)

Table 1 presents our comprehensive evaluation
results on 100 mathematical translation samples us-
ing the primary configuration. The model achieves
an average generation time of 7.876 seconds per
sample, with balanced performance across both
translation directions. The generation times reflect
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the computational complexity of maintaining math-
ematical validity while producing natural language
output.

Metric Qwen2.5 Qwen3 Unit
-Math-7B -0.6B

Total Samples 100 100 samples
F→I BLEU 0.167 0.167 score
I→F BLEU 0.320 0.320 score
F→I ROUGE-L 0.344 - score
I→F ROUGE-L 0.484 - score

Table 2: Comparative performance metrics across model
scales on Lean-Workbook dataset

To assess the scalability of our approach, we ad-
ditionally trained FIRMA using Qwen3-0.6B as the
base model on the Lean-Workbook dataset (Ying
et al., 2024b). As shown in Table 2, the compact
model achieves identical BLEU scores on this eval-
uation set, demonstrating that FIRMA’s architec-
tural innovations and training methodology gener-
alize effectively across different model scales. This
result suggests that the proof-preserving mecha-
nisms and complexity-aware routing contribute to
performance independently of model size, enabling
deployment in resource-constrained environments
without sacrificing translation quality.

3.2 Baseline Comparison Analysis
We conducted a comprehensive comparative eval-
uation of FIRMA against two baseline systems
across 200 samples from the internlm/Lean-
Workbook dataset. Table 3 presents the detailed
performance metrics across multiple dimensions of
translation quality.

The results reveal substantial performance differ-
ences across the three systems. FIRMA achieves an
overall score of 0.304, representing a 277.8% im-
provement over BFS-Prover-V1-7B and a 6307.5%
improvement over REAL-Prover. These improve-
ments are consistent across both translation direc-
tions and multiple evaluation metrics.

Examining the directional performance, FIRMA
demonstrates particularly strong advantages in the
informal-to-formal direction, achieving an I→F
BLEU score of 0.282 compared to 0.031 for
BFS-Prover-V1-7B and 0.002 for REAL-Prover.
This pattern holds for ROUGE-L metrics as well,
where FIRMA achieves 0.446 compared to 0.157
and 0.009 for the baseline systems respectively.
The substantial gap in informal-to-formal trans-
lation performance suggests that FIRMA’s proof-
preserving attention mechanisms and hierarchical

architecture provide particular advantages when
converting natural language descriptions into rigor-
ous formal specifications.

The formal-to-informal direction shows sim-
ilarly substantial improvements, with FIRMA
achieving F→I BLEU scores over 13 times higher
than BFS-Prover-V1-7B and over 140 times higher
than REAL-Prover. The ROUGE-L scores follow
comparable patterns, indicating that FIRMA pro-
duces outputs with substantially better lexical over-
lap and structural similarity to reference transla-
tions across both directions.

Generation efficiency presents a different pic-
ture. BFS-Prover-V1-7B achieves the fastest av-
erage generation time at 1.46 seconds per sample,
approximately 4 times faster than FIRMA’s 6.06
seconds. REAL-Prover requires 2.22 seconds on
average. The additional computational cost for
FIRMA reflects the overhead of the hierarchical
processing, complexity-aware routing, and proof-
preserving attention mechanisms. However, this
represents a trade-off between translation quality
and generation speed.

3.3 Complexity-Stratified Baseline Analysis
To understand how translation performance varies
with mathematical difficulty, we analyzed all three
systems across the four complexity levels defined
in our evaluation framework. Table 4 presents the
stratified results.

The complexity-stratified analysis reveals sev-
eral patterns. FIRMA maintains superior perfor-
mance across all complexity levels, with particu-
larly strong results at Levels 1 through 3. At Level
1, FIRMA achieves an average score of 0.354, ap-
proximately 4.3 times higher than BFS-Prover-V1-
7B and 44 times higher than REAL-Prover. This
advantage persists through intermediate complexity
levels.

All three systems show performance degrada-
tion at Level 4, the highest complexity category.
FIRMA’s average score drops to 0.209, while BFS-
Prover-V1-7B achieves 0.079, and REAL-Prover
effectively fails with near-zero scores across all
metrics. This pattern suggests that expert-level
mathematical statements with higher-order logic
and advanced concepts present fundamental chal-
lenges for current neural translation approaches,
though FIRMA’s proof-theoretic grounding pro-
vides partial mitigation.

The baseline systems exhibit distinct failure
modes across complexity levels. REAL-Prover
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Model F→I F→I I→F I→F Overall Time
BLEU ROUGE BLEU ROUGE Score (s)

FIRMA 0.165 0.325 0.282 0.446 0.304 6.06
BFS-Prover 0.011 0.123 0.031 0.157 0.081 1.46
REAL-Prover 0.001 0.006 0.002 0.009 0.005 2.22

Relative Improvements vs BFS-Prover-V1-7B:
FIRMA +1368% +164% +817% +184% +278% 0.24×

Relative Improvements vs REAL-Prover:
FIRMA +14015% +5149% +12921% +4607% +6308% 0.37×

Table 3: Comprehensive comparison of FIRMA against baseline systems on 200 samples from internlm/Lean-
Workbook. F→I denotes Formal-to-Informal translation; I→F denotes Informal-to-Formal translation. Overall
Score is computed as the average across all four metrics. Bold indicates best performance in each column.

Level Model Count Avg F→I I→F Std
Score BLEU BLEU Dev

Level 1
FIRMA 50 0.354 0.213 0.335 0.124

BFS-Prover 50 0.083 0.020 0.028 0.067
REAL-Prover 50 0.008 0.001 0.007 0.023

Level 2
FIRMA 50 0.317 0.164 0.307 0.108

BFS-Prover 50 0.096 0.014 0.044 0.071
REAL-Prover 50 0.002 0.000 0.001 0.002

Level 3
FIRMA 50 0.338 0.174 0.332 0.115

BFS-Prover 50 0.065 0.005 0.013 0.054
REAL-Prover 50 0.009 0.004 0.001 0.028

Level 4
FIRMA 50 0.209 0.109 0.152 0.094

BFS-Prover 50 0.079 0.006 0.037 0.062
REAL-Prover 50 0.000 0.000 0.000 0.000

Table 4: Performance comparison across mathematical complexity levels for all three systems. Avg Score represents
the mean across F→I and I→F metrics. Bold indicates best performance within each complexity level.

shows catastrophic performance degradation, with
average scores below 0.01 at all levels except a
marginal improvement at Level 3. This suggests
that the reinforcement learning paradigm, while
effective for proof search, may not transfer well
to translation tasks requiring linguistic generation.
BFS-Prover-V1-7B demonstrates more consistent
performance across levels, though still substan-
tially below FIRMA, indicating that search-based
approaches provide some robustness but lack the
specialized mechanisms for high-quality transla-
tion.

3.4 Statistical Significance Analysis
To establish the robustness and statistical valid-
ity of the observed performance differences, we
conducted comprehensive statistical testing using
both parametric and non-parametric methods. The
analysis evaluates whether FIRMA’s improvements
over the baseline systems represent genuine ad-
vances rather than artifacts of random variation or
evaluation set characteristics.

For the comparison between FIRMA and BFS-

Prover-V1-7B, we performed paired t-tests on the
sample-level scores across the 200 evaluation in-
stances. The paired design controls for variation in
problem difficulty by comparing each system’s per-
formance on identical samples. The test yielded a
t-statistic of 27.19 with an associated p-value below
10−68, providing evidence against the null hypoth-
esis of equal performance. Cohen’s d effect size
calculation produces a value of 2.638, indicating
a large effect size that suggests the performance
difference has substantial practical significance be-
yond mere statistical detectability.

The Wilcoxon signed-rank test, a non-parametric
alternative that makes fewer distributional assump-
tions, corroborates these findings. With a test
statistic of 161.0 and p-value of approximately
1.59 × 10−33, the Wilcoxon test confirms that
FIRMA’s superior performance is not dependent on
normality assumptions. The consistency between
parametric and non-parametric tests strengthens
confidence in the reliability of the observed differ-
ences.
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Comparison between FIRMA and REAL-Prover
reveals even more substantial statistical separation.
The paired t-test produces a t-statistic of 42.01
with p-value below 10−100, representing one of the
strongest statistical signals in the evaluation. The
effect size of Cohen’s d = 4.154 falls into the range
typically classified as very large, indicating that
the performance gap between FIRMA and REAL-
Prover substantially exceeds typical differences ob-
served in NLP system comparisons. The Wilcoxon
test statistic of 0.0 with p-value 1.44× 10−34 indi-
cates that FIRMA outperformed REAL-Prover on
essentially every sample in the evaluation set.

These statistical tests establish several important
conclusions. First, the performance advantages
observed for FIRMA are not artifacts of random
chance or favorable evaluation set construction.
The extremely low p-values indicate that observ-
ing such performance differences under the null
hypothesis of equal system quality would be van-
ishingly unlikely. Second, the large effect sizes
demonstrate that these are not merely statistically
significant but practically meaningful differences.
Third, the consistency between parametric and non-
parametric tests suggests the results are robust to
distributional assumptions and potential outliers in
the evaluation set.

3.5 Performance by Translation Direction

Direction Samples Avg Time (s)

Formal→Informal 50 5.333
Informal→Formal 50 10.419

Table 5: Performance comparison by translation direc-
tion

Table 5 reveals asymmetry in translation com-
plexity. Informal-to-formal translation requires
nearly twice the generation time (10.42s vs 5.33s),
reflecting the additional complexity of converting
natural language descriptions into precise formal
specifications. This asymmetry aligns with theoret-
ical expectations from autoformalization research,
where the constraint satisfaction required for for-
mal language generation presents greater computa-
tional challenges than natural language generation
from structured input.

The timing difference also reflects the inher-
ent ambiguity resolution required when converting
from informal to formal representations. Natural
language mathematical descriptions often contain

Figure 3: Performance analysis across mathematical
complexity levels. (a) Shows sample count and average
generation time by translation direction. (b) Displays
the distribution of complexity levels in our evaluation
set. (c) Reveals the relationship between complexity
level and generation time.

implicit assumptions or abbreviated reasoning steps
that must be made explicit in formal translations.

3.6 Complexity-Stratified Analysis

Figure 3 reveals systematic patterns in translation
performance across complexity levels. Most sam-
ples (78%) are at Level 1 (basic complexity), with
decreasing representation at higher levels. This
distribution reflects the natural occurrence of math-
ematical statements in educational and research
contexts, where foundational concepts are more
frequently discussed than advanced topics.

Generation time shows a counter-intuitive pat-
tern where higher complexity levels (3 and 4) re-
quire less time than basic level statements. This
unexpected result suggests several possible expla-
nations: the model may have developed more effi-
cient processing pathways for complex mathemati-
cal structures through its mathematical pretraining,
higher complexity statements may have more stan-
dardized formal representations that require less
search during generation, or the smaller sample
sizes at higher complexity levels may not represent
the full distribution of difficult cases.

Complexity Level Samples Avg Time (s)

Level 1 (Basic) 78 8.441
Level 3 (Advanced) 15 6.065
Level 4 (Expert) 7 5.458

Table 6: Generation time analysis by complexity level

67



3.7 Qualitative Analysis

Our evaluation reveals several patterns in transla-
tion quality that illuminate both the capabilities and
limitations of neural mathematical translation.

Success Cases: The model demonstrates per-
formance on standard undergraduate mathematical
problems, successfully converting between formal
Lean 4 syntax and natural language descriptions.
Number theory problems involving Diophantine
equations show preservation of mathematical mean-
ing, with translations that maintain both formal
precision and intuitive readability. Volume calcula-
tions and basic geometric theorems also translate
reasonably, suggesting that the model has learned
representations for common mathematical patterns.

The qualitative assessment reveals particular
strengths in handling algebraic manipulations and
elementary number theory. Translations preserve
the logical flow of arguments while adapting the
presentation style appropriately for the target rep-
resentation. Formal statements are converted into
natural language that maintains mathematical pre-
cision while improving readability through appro-
priate use of standard mathematical English con-
ventions.

Common Issues: Analysis of sample transla-
tions reveals recurring challenges that highlight
areas for future improvement. Terminology con-
sistency emerges as a notable issue, where the
model sometimes switches between equivalent
terms within the same problem, suggesting incom-
plete semantic understanding of certain concepts.
Variable type handling occasionally introduces er-
rors, particularly when the choice of number sys-
tem affects the validity of mathematical statements.
Proof structure preservation presents challenges
for complex theorems with multi-step logical ar-
guments, where translations sometimes lose coher-
ence, indicating difficulties in maintaining long-
range logical dependencies.

Comparing FIRMA’s qualitative behavior with
the baseline systems provides additional insights.
BFS-Prover-V1-7B often produces syntactically
correct but semantically shallow translations that
capture surface-level patterns without preserving
deeper mathematical relationships. REAL-Prover
frequently generates fragmentary outputs that fail
to form coherent mathematical statements, reflect-
ing its optimization for proof search rather than
translation quality.

Direction-Specific Patterns: Formal-to-

informal translation tends to produce more concise
outputs that capture essential mathematical content,
while informal-to-formal translation sometimes
generates verbose formal specifications. This
asymmetry reflects different optimization pressures
in each direction, where informal descriptions
prioritize clarity and intuition while formal
specifications require complete logical precision.

3.8 Ablation Study
To understand the contribution of individual ar-
chitectural components, we conducted an abla-
tion study on 50 samples from the evaluation set.
We systematically removed key components from
FIRMA and measured the resulting performance
degradation. Table 7 presents the comprehensive
results.

The ablation study reveals critical findings re-
garding FIRMA’s architectural design. The full
configuration achieves an overall score of 0.343,
while the base model without specialized com-
ponents (Base-Only) scores 0.056, representing
83.8% performance degradation. Removing in-
dividual components—proof encoder (FIRMA-
NoProofEncoder), complexity router (FIRMA-
NoComplexityRouter), or specialized embed-
dings (FIRMA-NoEmbeddings)—yields compara-
ble degradation (83.8%, 84.4%, and 85.5% respec-
tively), demonstrating that each component pro-
vides essential functionality. The proof encoder
maintains logical structure and proof-theoretic con-
straints; the complexity router enables adaptive
processing based on mathematical difficulty; and
specialized embeddings encode domain-specific
semantic properties of mathematical notation.

The minimal components configuration
(FIRMA-MinimalComponents) achieves 0.055
with 83.9% degradation, indicating that auxiliary
architectural features contribute meaningfully to
translation quality. Notably, the full FIRMA con-
figuration requires only 4.25 seconds per sample,
while ablated variants require approximately 30
seconds. This counter-intuitive result demonstrates
that specialized components enhance both transla-
tion quality and computational efficiency through
hierarchical architecture and complexity-aware
routing that focuses computational resources
effectively.

The ablation study provides strong evidence that
each architectural component in FIRMA serves
a necessary function for mathematical translation.
The removal of any major component reduces the
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Configuration F→I F→I I→F I→F Overall Time Drop
BLEU ROUGE BLEU ROUGE (s) (%)

FIRMA-Full 0.180 0.375 0.319 0.496 0.343 4.25 -
Base-Only 0.023 0.084 0.016 0.099 0.056 30.22 83.8
-ProofEncoder 0.025 0.089 0.018 0.091 0.056 30.12 83.8
-ComplexityRouter 0.019 0.084 0.015 0.096 0.053 30.12 84.4
-Embeddings 0.023 0.080 0.016 0.080 0.050 30.02 85.5
-MinimalComp 0.020 0.080 0.019 0.102 0.055 30.10 83.9

Table 7: Ablation study results on 50 samples. Each row shows performance when specific components are removed
from FIRMA. Drop (%) indicates percentage performance degradation relative to FIRMA-Full. F→I denotes
Formal-to-Informal; I→F denotes Informal-to-Formal. Overall is computed as the average across all four metrics.

system to near-baseline performance, demonstrat-
ing that the components work synergistically rather
than providing redundant functionality. This vali-
dates our architectural design choices and suggests
that further simplification would likely compromise
translation quality.

4 Discussion

4.1 Theoretical Implications

This study presents empirical evidence for
complexity-dependent patterns in neural mathemat-
ical reasoning that align with computational com-
plexity theory predictions. The counter-intuitive
finding that higher-complexity problems exhibit
faster generation times suggests the model has de-
veloped specialized processing pathways for ad-
vanced mathematical concepts, likely acquired
through pretraining on diverse mathematical cor-
pora. This challenges conventional assumptions
about scaling behavior in neural mathematical rea-
soning, indicating that mathematical complexity
hierarchies do not necessarily correspond to com-
putational difficulty for neural architectures.

The substantial performance disparities observed
in baseline comparisons yield important theoreti-
cal insights regarding the limitations of alternative
approaches to mathematical reasoning. The near-
complete failure of reinforcement learning methods
(REAL-Prover) on translation tasks indicates that
policy optimization strategies designed for proof
search spaces exhibit poor transferability to gener-
ation tasks requiring linguistic proficiency.

4.2 Practical Applications

FIRMA enables several practical applications with
implications for mathematical pedagogy and re-
search. The system facilitates interactive proof
assistant tutoring through real-time bidirectional
translation, enabling students to develop formal rea-

soning skills while maintaining intuitive mathemat-
ical understanding. Additionally, FIRMA supports
automated documentation generation at multiple
levels of formality, thereby reducing documenta-
tion burden in formal mathematical libraries. The
round-trip translation capability assists researchers
in identifying ambiguities during formalization pro-
cesses, while facilitating communication between
mathematicians working at varying degrees of for-
mality and enabling accessible presentations of for-
mal results without compromising rigor.

5 Conclusion

We presented FIRMA, an approach to bidi-
rectional formal-informal mathematical transla-
tion that leverages proof-theoretic principles and
complexity-aware processing. Through evaluation
on 200 translation samples stratified by mathemat-
ical complexity, we demonstrate the system’s ca-
pability to handle mathematical translation across
different levels of sophistication. Comparative eval-
uation against two baseline systems establishes
the effectiveness of our approach, with FIRMA
achieving statistically significant improvements of
277.8% over BFS-Prover-V1-7B and 6307.5% over
REAL-Prover on overall translation quality met-
rics.

Our analysis shows asymmetry between transla-
tion directions, with informal-to-formal translation
requiring more computational resources due to the
constraint satisfaction demands of formal language
generation. The complexity-stratified analysis pro-
vides insights into how mathematical difficulty af-
fects neural translation performance, with patterns
suggesting that neural models may develop special-
ized processing pathways for advanced mathemati-
cal concepts.

Future work will explore scaling to larger
evaluation sets with more balanced complexity
distributions, investigating the counter-intuitive
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complexity-time relationship through detailed com-
putational analysis, and extending FIRMA to in-
teractive theorem proving applications. Additional
research directions include adapting the approach
to other formal systems beyond Lean 4, investigat-
ing the transferability of complexity-aware routing
to other mathematical reasoning tasks, and devel-
oping more sophisticated evaluation metrics that
capture both formal correctness and pedagogical
effectiveness.

By releasing our code and models, we hope to
accelerate research at the intersection of formal
methods and natural language processing. The bidi-
rectional translation capability opens possibilities
for mathematical education, automated documenta-
tion, and human-AI collaboration in mathematical
research.

Limitations

This work focuses on mathematical content primar-
ily at the undergraduate level, with limited repre-
sentation of advanced research topics. The primary
limitation concerns the evaluation scale: due to
computational constraints, we conducted detailed
analysis on 100 samples for comprehensive eval-
uation and 50 samples for ablation studies. Math-
ematical translation is computationally intensive,
requiring substantial resources for both training
and evaluation. Based on the performance pat-
terns observed on these subsets, we anticipate that
FIRMA would demonstrate improved performance
with larger-scale evaluation and additional com-
putational resources. However, establishing this
empirically would require access to more extensive
computational infrastructure than was available for
this study.

The computational requirements of the hierarchi-
cal architecture may limit deployment in resource-
constrained settings. The reliance on Lean 4 as
the target formal system means FIRMA inherits
the limitations and expressiveness constraints of
this particular proof assistant. Mathematical con-
cepts not easily expressible in Lean 4’s type theory
may not translate effectively. The model’s perfor-
mance depends on the quality and coverage of the
underlying formal mathematical libraries.

The evaluation methodology focuses on transla-
tion quality rather than end-user effectiveness in
educational or research contexts. Real-world de-
ployment would require extensive user studies to
validate the pedagogical effectiveness of generated

translations.
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A Related Work

A.1 Neural Theorem Proving
The intersection of deep learning and formal math-
ematics has seen progress recently. Early foun-
dational work by Irving et al. (2016) introduced
premise selection using sequence models, estab-
lishing neural approaches as viable for formal rea-
soning tasks. Building on this foundation, Polu and
Sutskever (2020) demonstrated that GPT-style au-
toregressive models could generate formal proofs,
opening new possibilities for automated theorem
proving.

Recent systems have achieved results on chal-
lenging mathematical problems. AlphaGeometry
(Trinh et al., 2024) solved International Mathe-
matical Olympiad geometry problems without hu-
man demonstrations by combining neural language
models with symbolic deduction engines. Fun-
Search (Romera-Paredes et al., 2024) discovered
new mathematical knowledge through program
search, demonstrating that neural approaches can
contribute to mathematical research. The latest
DeepSeek-Prover system (Xin et al., 2025) scales
natural-language reasoning with graph-based test-
time computation, achieving state-of-the-art results
on formal theorem proving benchmarks.

Infrastructure developments have been equally
important. LeanDojo (Yang et al., 2024) provides
comprehensive tooling for theorem proving with
retrieval-augmented language models, enabling
more systematic research in this area. Specialized
mathematical language models like Llemma (Azer-
bayev et al., 2023b) offer domain-specific pretrain-

ing that improves performance on mathematical
reasoning tasks. Recent work on mathematical in-
struction tuning includes MAmmoTH (Yue et al.,
2024), ToRA (Gou et al., 2024), and InternLM-
Math (Ying et al., 2024a), which demonstrate the
effectiveness of carefully designed training curric-
ula for mathematical reasoning.

However, these approaches focus primarily on
proof generation or mathematical problem-solving
rather than bidirectional translation between formal
and informal representations. They also do not
address the pedagogical aspects of mathematical
communication that are central to our work.

A.2 Autoformalization and Mathematical
Language Processing

Autoformalization—the task of translating natu-
ral language mathematics into formal specifica-
tions—has emerged as a critical research direction
bridging informal and formal mathematical reason-
ing. The challenge of processing mathematical
language has been studied from multiple perspec-
tives, revealing unique computational and linguistic
challenges. Ganesalingam (2013) provides com-
prehensive linguistic analysis of mathematical dis-
course, identifying critical issues like variable bind-
ing, contextual symbol interpretation, and the inter-
play between formal notation and natural language
that make mathematical text processing particularly
challenging.

Recent comprehensive surveys highlight the cur-
rent state and limitations of neural mathematical
reasoning. Lu et al. (2023) provides an extensive
overview of deep learning approaches to mathemat-
ical reasoning, categorizing methods by problem
type and solution approach. Frieder et al. (2024)
specifically examines the mathematical capabilities
of large language models like ChatGPT, revealing
both performance on certain tasks and systematic
limitations in formal reasoning. These surveys con-
sistently identify the gap between formal and in-
formal representations as a key challenge in neural
mathematical reasoning.

Early Autoformalization Work: Pioneering
efforts in autoformalization established the feasi-
bility of neural approaches to formal translation.
Wang et al. (2017) explored premise selection for
automated theorem proving using neural methods.
Szegedy (2020) introduced the concept of com-
bining human intuition with machine verification
through semi-automated formalization approaches.
These early works laid the groundwork for more
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sophisticated autoformalization systems.
Dataset and Benchmark Development: The

ProofNet dataset (Azerbayev et al., 2023a) pro-
vides a foundational resource for autoformaliza-
tion research, containing aligned formal-informal
mathematical statement pairs extracted from
undergraduate-level mathematics. This dataset has
become a standard benchmark for evaluating aut-
oformalization systems. Jiang et al. (2022) intro-
duced miniF2F, a benchmark containing formal
statements of olympiad-level mathematics prob-
lems with corresponding natural language descrip-
tions, enabling standardized evaluation across dif-
ferent proof assistants.

Large-Scale Autoformalization Systems: Wu
et al. (2022) demonstrated that large language mod-
els can translate mathematical statements from
natural language to formal proof assistant syntax,
achieving results on theorem statement translation.
Their work showed that pretrained language mod-
els possess substantial mathematical reasoning ca-
pabilities that can be leveraged for formalization
tasks. Building on this, Jiang et al. (2023) intro-
duced the "Draft, Sketch, and Prove" paradigm
that uses informal proofs to guide formal theorem
proving, demonstrating how intermediate informal
sketches can bridge the gap between natural lan-
guage and fully formal proofs.

Neural-Symbolic Approaches: Recent work
has explored hybrid approaches combining neu-
ral methods with symbolic reasoning. Polu et al.
(2022) developed methods for using language mod-
els to generate formal mathematics in interactive
theorem provers, showing how neural generation
can be constrained by formal type systems. Mikuła
et al. (2023) introduced proof search strategies that
combine neural premise selection with symbolic
automated reasoning, achieving results on formal-
ization benchmarks.

Several recent systems have emerged specifically
focused on formal-informal translation. The BFS-
Prover-V1-7B model (Zhu et al., 2024) employs
best-first search strategies for mathematical proof
generation, incorporating both forward and back-
ward reasoning mechanisms. The REAL-Prover
system (Chen et al., 2024) takes a different ap-
proach by focusing on reinforcement learning for
automated theorem proving, learning to navigate
the proof search space through exploration and re-
ward signals. While these systems demonstrate
mathematical reasoning capabilities, they do not
explicitly model the bidirectional nature of formal-

informal translation or incorporate proof-theoretic
grounding into their architectures.

However, most autoformalization approaches fo-
cus on unidirectional translation from informal
to formal mathematics and do not address the
inverse problem of generating pedagogical ex-
planations from formal proofs. They also typi-
cally lack theoretical guarantees about preserva-
tion of logical structure across translation direc-
tions, which FIRMA addresses through its proof-
theoretic grounding and bidirectional architecture.

A.3 Complexity Hierarchies in Logic
Our approach draws inspiration from proof-
theoretic complexity hierarchies, which provide
formal characterizations of mathematical difficulty.
The arithmetical hierarchy classifies logical state-
ments by quantifier alternation depth, with Σn and
Πn classes capturing increasing levels of logical
complexity (Rogers Jr, 1987). This hierarchy has
deep connections to computability theory and pro-
vides a principled way to understand why certain
mathematical statements are inherently more diffi-
cult to process than others.

Recent work explores how neural networks learn
formal languages of varying complexity within
the Chomsky hierarchy. Delétang et al. (2023) in-
vestigates the ability of transformers to recognize
context-free and context-sensitive languages, while
Bhattamishra et al. (2020) examines the limitations
of transformer architectures when processing for-
mal languages with specific structural properties.
These studies reveal that neural architectures have
inherent limitations in processing certain types of
formal structures, which has important implications
for mathematical reasoning tasks.

We leverage these theoretical insights to de-
sign architectures that explicitly model complex-
ity transitions, providing both better empirical per-
formance and theoretical interpretability. Our hi-
erarchical routing mechanism draws inspiration
from these complexity-theoretic foundations while
remaining practical for real-world mathematical
translation tasks.

A.4 Curriculum Learning in Mathematical
Domains

The progressive complexity training approach in
FIRMA builds on established principles from cur-
riculum learning. Bengio et al. (2009) introduced
the fundamental insight that learning complex tasks
benefits from structured progression through easier
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examples before tackling difficult ones. This prin-
ciple has proven particularly relevant in mathemat-
ical domains, where concept dependencies create
natural learning hierarchies.

Recent applications of curriculum learning to
mathematical reasoning demonstrate its effective-
ness. Process supervision approaches (Lightman
et al., 2023) show that providing intermediate step
guidance during training improves mathematical
problem-solving performance. Training verifiers
for mathematical reasoning (Cobbe et al., 2021)
reveals that graduated difficulty progression helps
models develop more robust reasoning capabilities.

Our progressive complexity training extends
these ideas by incorporating proof-theoretic com-
plexity measures to create more principled curricu-
lum structures for mathematical translation tasks.

B Dataset and Experimental Setup

B.1 Dataset Construction

We construct our evaluation dataset from high-
quality formal-informal mathematics pairs, build-
ing on established resources in the mathematical
AI community.

Training Data: We use two complementary
datasets for training. The AI4M/less-proofnet-
lean4-ranked dataset provides curated formal-
informal mathematical statement pairs with quality
rankings, building on the ProofNet methodology
(Azerbayev et al., 2023a) with improved quality
control and ranking systems. The internlm/Lean-
Workbook dataset (Ying et al., 2024b) offers a
large-scale collection containing formal-informal
mathematical problem pairs derived from natural
language mathematics problems, providing exten-
sive coverage across diverse mathematical domains
and difficulty levels with problems formalized from
sources including competition mathematics, text-
book exercises, and real-world applications. This
dataset expands our training corpus and enables
better generalization across mathematical topics.

Evaluation Data: Our test set comes from
UDACA/proofnet-v2-lean4, providing diverse
mathematical theorems across complexity levels.
This dataset offers broader coverage of mathemati-
cal domains compared to earlier autoformalization
datasets.

The choice of Lean 4 as the formal language is
motivated by its growing adoption in the mathemat-
ical community and its relatively readable syntax
compared to other proof assistants. The formal

library ecosystem in Lean provides rich context
for understanding mathematical statements across
different domains.

B.2 Complexity Stratification

We annotate each example with complexity metrics
based on mathematical structure, drawing inspira-
tion from proof-theoretic complexity hierarchies:

Level Description Ct

1 (Basic) Direct arithmetic, single-step proofs 78
2 (Inter.) Multi-step reasoning, basic induction 0
3 (Adv.) Nested quantifiers, complex logic 15
4 (Ex-
pert)

Higher-order logic, advanced concepts 7

Table 8: Evaluation dataset stratification by complexity
level (N=100)

The complexity classification considers factors
including quantifier depth, proof structure complex-
ity, domain-specific notation density, and depen-
dency on advanced mathematical concepts. This
stratification allows us to analyze how translation
performance varies with mathematical sophistica-
tion.

B.3 Implementation Details

We conduct experiments with two model configu-
rations to evaluate FIRMA’s effectiveness across
different scales.

Primary Configuration: FIRMA builds upon
Qwen2.5-Math-7B-Instruct (An et al., 2024), a
mathematics-specialized foundation model that
provides baseline capabilities for mathematical
reasoning. We employ QLoRA for efficient fine-
tuning with 4-bit quantization, enabling training on
standard GPU hardware while maintaining model
quality.

Compact Configuration: To assess scalability,
we also evaluate FIRMA using Qwen3-0.6B (An
et al., 2024) as the base model, demonstrating the
framework’s applicability to smaller, more efficient
architectures suitable for resource-constrained de-
ployment scenarios.

Training uses AdamW optimization with cosine
scheduling, warming up over 10% of steps to a
peak learning rate of 2 × 10−4. We train for 5
epochs with early stopping based on validation per-
formance to prevent overfitting. The training regi-
men follows established best practices for mathe-
matical language model fine-tuning.
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Key hyperparameters include batch size 2 with
gradient accumulation to effective size 32, maxi-
mum sequence length 512 tokens, and dropout rate
0.1 throughout. Loss weights are set to λ1 = 0.4,
λ2 = 0.3, λ3 = 0.15, λ4 = 0.15 based on val-
idation set optimization. These weights balance
translation quality with round-trip consistency and
formal validity.

B.4 Baseline Systems

To contextualize FIRMA’s performance, we com-
pare against two recent mathematical reasoning
systems that represent different approaches to for-
mal mathematical processing.

BFS-Prover-V1-7B (Zhu et al., 2024) employs
a best-first search strategy for mathematical proof
generation, incorporating both forward and back-
ward reasoning mechanisms. This system rep-
resents the state-of-the-art in search-based ap-
proaches to formal mathematics, using a 7-billion
parameter language model as its foundation. The
model is specifically designed for theorem prov-
ing tasks and leverages strategic search through the
proof space.

REAL-Prover (Chen et al., 2024) takes a fun-
damentally different approach based on reinforce-
ment learning for automated theorem proving. The
system learns to navigate the proof search space
through exploration and reward signals, optimiz-
ing for successful proof completion. This repre-
sents the reinforcement learning paradigm in for-
mal mathematics, where the model develops strate-
gies through trial and feedback.

Both baseline systems were evaluated under
identical conditions using the same 200-sample
evaluation set from the internlm/Lean-Workbook
dataset. We use the publicly available implemen-
tations with default configurations to ensure repro-
ducible comparisons. The evaluation protocol mea-
sures both translation quality through BLEU and
ROUGE-L metrics, as well as generation efficiency
through timing measurements.

C Dataset Details

C.1 Data Sources

Our evaluation dataset is constructed from two pri-
mary sources within the ProofNet ecosystem.

Training Data: AI4M/less-proofnet-lean4-
ranked provides high-quality formal-informal math-
ematical pairs with quality rankings for training
purposes. This dataset represents a curated subset

of the broader ProofNet collection, with improved
quality control and explicit ranking systems based
on translation accuracy and mathematical content
quality.

Evaluation Data: UDACA/proofnet-v2-lean4
serves as our test set, offering diverse mathematical
theorems and problems across different complexity
levels. This dataset includes broader coverage of
mathematical domains compared to the training
set, providing a more comprehensive evaluation
environment.

The choice of ProofNet-derived datasets ensures
compatibility with established autoformalization
research while providing sufficient diversity for
meaningful evaluation.

C.2 Sample Characteristics

Category # % Time SD
(s) (s)

Algebra 45 45 8.2 2.1
Number Theory 25 25 7.1 1.8
Geometry 15 15 6.8 2.3
Analysis 10 10 9.5 3.2
Logic 5 5 5.2 1.5

Table 9: Distribution of mathematical topics in evalua-
tion dataset

D Implementation Details

D.1 Model Configuration

Component Configuration

Base Model Qwen3-8B
Fine-tuning Method QLoRA (4-bit)
Hidden Dimension 4096
Attention Heads 32
Complexity Experts 4
Max Sequence Length 512
Dropout Rate 0.1

Table 10: Model architecture specifications
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D.2 Training Configuration

Parameter Value

Learning Rate 2e-4
Warmup Steps 10%
Batch Size 2 (×16 accumulation)
Optimizer AdamW
Weight Decay 0.01
Gradient Clipping 1.0
Training Epochs 5
Hardware 4×T4 GPU

Table 11: Training hyperparameters

E Additional Results

E.1 Sample Translations
Selected examples from our evaluation demon-
strate both successful translations and common
challenges.

Example 1 - Number Theory (Suc-
cess): The input formal statement theorem
numbertheory_4x3m7y3neq2003 (x y : ) :
4 * xˆ3 - 7 * yˆ3 2003 was translated to
the informal description "Prove that there are no
integers x and y such that 4x3− 7y3 = 2003" with
a generation time of 3.77 seconds. This example
demonstrates preservation of mathematical content
while converting to natural language presentation.

Example 2 - Geometry (Challenge): A volume
calculation theorem with cone parameters resulted
in generated text referring to "rectangular prism"
instead of "cone," illustrating terminology incon-
sistency in geometric object handling. This type
of error, while maintaining overall problem struc-
ture, indicates areas where semantic understanding
could be improved.

E.2 Error Analysis
Common failure modes identified through analy-
sis include terminology inconsistency (35% of er-
rors), variable type confusion (28%), incomplete
translations (20%), logical flow issues (12%), and
syntax errors (5%). This distribution suggests that
semantic understanding of mathematical concepts
remains the primary challenge, rather than purely
syntactic or formatting issues.
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Abstract

The application of contemporary NLP mod-
els for inference over mathematical text re-
mains a critical and under-explored area. While
Vision-Language Models (VLMs) have shown
promise, a significant gap exists in their abil-
ity to perform nuanced, rubric-based assess-
ment of handwritten mathematical arguments,
a task requiring the joint interpretation of vi-
sual, textual, and symbolic modalities. This
paper directly addresses the need for robust
evaluation tasks in this domain. This paper in-
troduces CHECK-MAT, a new benchmark and
methodology for the automated, rubric-based
assessment of handwritten mathematical solu-
tions using Vision-Language Models (VLMs).
Composed of 122 real-world solutions from a
high-stakes national exam, CHECK-MAT eval-
uates the capacity of VLMs to emulate expert
graders by identifying logical flaws and ap-
plying detailed grading rubrics. Our system-
atic evaluation of seven state-of-the-art VLMs
serves as a direct instance of probing the math-
ematical understanding of state-of-the-art mod-
els. We reveal key limitations in their abil-
ity to parse complex notation and align with
human grading rubrics, which we frame as a
challenge in understanding the linguistic analy-
sis of mathematical discourse. Our work con-
tributes a robust benchmark to the NLP com-
munity and offers critical insights for develop-
ing models with more sophisticated mathemat-
ical reasoning capabilities. You can find code
in https://github.com/Karifannaa/Auto-check-
EGE-math.

1 Introduction

The articulation of mathematical arguments is a fun-
damental part of scientific reasoning and commu-
nication. As Large Language Models (LLMs) and
Vision-Language Models (VLMs) become more ca-
pable, their application to understanding and evalu-
ating these arguments is a key area of research in
NLP. However, a significant gap exists in their abil-

ity to perform inference over complex, multimodal
mathematical text, such as handwritten student so-
lutions. While benchmarks like Fermat (Yuan et al.,
2024) focus on error detection and localization, and
MathCCS (Wu et al., 2024) on systematic error
analysis for feedback, CHECK-MAT addresses a
different, complementary challenge: rubric align-
ment. Our benchmark tests a VLM’s ability to not
just identify flaws, but to map the overall quality of
a complex, multi-step solution onto a granular, offi-
cial scoring rubric, emulating the holistic judgment
of a human grader.

Instead of merely testing a model’s problem-
solving capabilities, our benchmark probes its ca-
pacity for nuanced understanding of human thought
processes, error identification, and adherence to
structured assessment rubrics. This is crucial for
developing AI systems that can genuinely assist in
educational assessment, providing scalable support
for tasks that are currently bottlenecked by man-
ual expert grading. Our work makes the following
contributions:

• We introduce CHECK-MAT, a new public
benchmark that addresses the need for eval-
uation tasks requiring the joint interpretation
of different modalities (handwritten notation,
natural language problems, and equational
rubrics) in mathematical text.

• We provide a comprehensive evaluation of
seven state-of-the-art VLMs, offering a rigor-
ous analysis that directly probes the mathe-
matical understanding of state-of-the-art mod-
els and identifies specific weaknesses, particu-
larly in geometric reasoning.

• We frame the task of rubric-based grading as
a form of linguistic analysis of mathematical
discourse, providing a challenging testbed for
developing models that can follow complex,
human-defined argumentation relations.
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2 Related Work

Our work is situated at the intersection of auto-
mated mathematical assessment, multimodal rea-
soning, and diagnostic evaluation. The field has
evolved significantly from its early reliance on de-
terministic systems to the current exploration of
sophisticated AI models.

2.1 Automated Assessment as an NLP Task

The evolution of automated assessment in mathe-
matics education has been marked by a shift from
answer verification to process analysis. Early sys-
tems, built on Computer Algebra Systems (CAS)
like STACK (Sangwin, 2014), excelled at verify-
ing the symbolic equivalence of a final answer.
However, they were fundamentally “correctness-
focused” and could not evaluate the student’s rea-
soning process.

This limitation spurred the development of
process-focused assessment. This modern
paradigm is embodied in intelligent tutoring sys-
tems and benchmarks such as MathCCS (Wu et al.,
2024), which uses real-world student data for sys-
tematic error analysis as a foundation for gener-
ating pedagogically useful feedback. Our work
directly extends this trajectory by leveraging large
vision-language models (VLMs) to perform diag-
nostic assessment on authentic, handwritten stu-
dent work, posing a new, challenging task for the
mathematical NLP community.

2.2 The Multimodal Challenge of
Handwritten Solutions

Assessing handwritten mathematics is an inherently
multimodal task. A specialized field, Handwritten
Mathematical Expression Recognition (HMER),
has focused on the modular task of transcribing
visual notation into a structured format like LaTeX
(Deng et al., 2017). This is a non-trivial problem
due to the two-dimensional structure of mathemati-
cal expressions and visual ambiguity between sym-
bols.

In parallel, the rise of end-to-end Vision-
Language Models (VLMs) like GPT-4o (OpenAI,
2024) has introduced a more integrated paradigm.
However, studies applying general-purpose VLMs
to grade handwritten assignments have consistently
highlighted the problem of error propagation: in-
accurate Optical Character Recognition (OCR) of
handwriting leads to faulty input for the reason-
ing module, resulting in incorrect grades (Kasneci

et al., 2023). This suggests that a VLM’s generalist
vision encoder may be less robust for the specific
domain of mathematical notation than a special-
ized HMER model, making this a critical area for
benchmarking.

2.3 The Paradigm Shift to Diagnostic
Assessment

The most advanced research in this domain has
shifted from simply assigning a score to perform-
ing diagnostic assessment—identifying the specific
nature of a student’s error. This requires a model
to parse a multi-step solution, compare it to valid
reasoning pathways, and classify deviations into a
meaningful taxonomy of error types.

This paradigm shift is embodied by the recent de-
velopment of specialized benchmarks. The Fermat
benchmark (Yuan et al., 2024) was explicitly de-
signed to evaluate a VLM’s ability to perform error
detection, localization, and correction on handwrit-
ten solutions containing synthetically generated,
human-verified errors. Similarly, the MathCCS
benchmark (Wu et al., 2024) uses real-world stu-
dent data to focus on systematic error analysis as
a foundation for generating pedagogically useful
feedback. The creation of these rigorous bench-
marks signifies a maturation of the field, moving
the central question from "Can the model get the
score right?" to "Can the model identify and ex-
plain the error?" Our work aligns with this trajec-
tory by requiring models to assess solutions against
a multi-point rubric that implicitly requires error
diagnosis.

2.4 Benchmarks for Mathematical Reasoning
in NLP

The performance of any NLP system for mathemat-
ical tasks is capped by the reasoning power of its
underlying models. While text-based benchmarks
like MATH (Hendrycks et al., 2021) and GSM8K
(Cobbe et al., 2021) drove initial progress, they
suffer from issues like data contamination and an
inability to penalize flawed reasoning that leads to
a correct answer.

The need to evaluate reasoning in visual contexts
has led to more robust multimodal benchmarks.
MathVista (Lu et al., 2023) and R2-MultiOmnia
(Ranaldi et al., 2025), for example, provides a com-
prehensive suite of problems requiring the inter-
pretation of charts, diagrams, and figures. The sig-
nificant performance gap between state-of-the-art
models and humans on such benchmarks demon-
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strates that visually-grounded mathematical reason-
ing remains a formidable challenge. This provides
essential context for our work, as it establishes a
realistic upper bound on the expected performance
of VLMs on the even more complex task of grad-
ing, which requires not only solving a problem but
diagnosing errors in another agent’s solution.

3 Benchmark Design and Dataset

Our benchmark is designed to evaluate Vision-
Language Models (VLMs) on their ability to assess
handwritten mathematical solutions, a task that re-
quires a deep understanding of both visual infor-
mation and mathematical reasoning. The core of
our benchmark is a unique dataset derived from the
Russian Unified State Exam (EGE), specifically fo-
cusing on the second part of the mathematics exam,
where students provide detailed, handwritten solu-
tions.

3.1 Dataset Sourcing and Characteristics

The dataset comprises 122 problem solutions,
meticulously sourced from the official EGE ex-
pert guide. This guide provides a rich collection of
real student solutions, along with expert-assigned
grades and detailed justifications for those grades.
It is important to note that all handwritten solutions
and the original problem statements are in Russian,
reflecting the source of the data. Each entry in our
dataset includes:

• Scanned Handwritten Solution: An image
of the students complete handwritten solution,
often spanning multiple pages, capturing the
nuances of human handwriting, diagrams, and
mathematical notation.

• Problem Statement: The original text of the
mathematical problem, providing context for
the solution.

• Expert Grade: The official score assigned by
human experts according to the EGE grading
criteria.

• Reference-Based Expert Evaluation: In-
cludes the final score assigned by a human
expert. The assessment is based on a provided
gold-standard solution and a granular grading
rubric, which are available for each task to
ensure a transparent and replicable evaluation
process.

Table 1: Benchmark breakdown by task type.

Task ID Domain Count Score Range

13 Trigonometric
equations

21 0–2

14 Stereometry 18 0–3
15 Logarithmic

inequalities
19 0–2

16 Financial
mathematics
problems

17 0–2

17 Planimetry 15 0–3
18 Parameterised

equations
16 0–4

19 Number theory/
combinatorics

16 0–4

The dataset was sourced from the official EGE
expert guide, a publicly available resource for train-
ing human graders. All solutions are anonymized
and published for educational purposes, thus no
ethical clearance was required for their use in this
research. The guide does not provide demographic
details such as the number of unique students or
their grade levels. These are authentic solutions
written by students under real high-stakes exam
conditions, providing a realistic and challenging
distribution of writing styles and error types.

The solutions cover a range of mathematical
topics typically found in EGE, including algebra,
geometry, trigonometry, and calculus, ensuring a
diverse set of challenges for the evaluated mod-
els. The handwritten nature of the solutions intro-
duces significant variability in terms of handwriting
styles, penmanship, and layout, requiring robust
VLM capabilities for accurate interpretation.

3.2 Mathematical Domains and Task Types

Each task corresponds to a standard EGE problem
type requiring a written solution with reasoning.
Table 1 provides an overview of the tasks, including
their domain, a brief description, the number of
solution samples in our dataset, and the score range
(points) for each task.

3.3 Grading Criteria and Assessment Focus

The central point of the EGE assessment process
is the clearly defined grading criteria for each task.
These criteria specify how points are awarded or
deducted based on the correctness of the solution
steps, the validity of the reasoning, and the accu-
racy of the final answer. Our benchmark leverages
these criteria as the ground truth for evaluation.
The primary focus is not on whether the model can
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solve the problem itself, but rather on its ability to:

• Understand the Solution Flow: Compre-
hend the logical progression of the students
solution, including intermediate steps and
derivations.

• Identify Errors: Accurately pinpoint math-
ematical errors, logical flaws, or omissions
within the handwritten solution.

• Apply Grading Rubrics: Assess the identi-
fied errors and correct parts of the solution
against the specific EGE grading criteria to
assign an appropriate score.

This emphasis on assessment rather than
problem-solving distinguishes our benchmark from
many existing math-focused datasets and provides
a more realistic evaluation of AI potential in educa-
tional grading scenarios.

4 Experimental Setup

To evaluate the performance of Vision-Language
Models on our EGE-Math Solutions Assessment
Benchmark, we conducted experiments with seven
different state-of-the-art models. The evaluation
was structured around three distinct procedures, or
"modes", designed to assess the models’ capabili-
ties under different levels of contextual information.
This required a meticulous data curation process
where a specific version of the dataset was prepared
for each mode.

4.1 Evaluated Models
We selected a diverse set of VLMs to cover a range
of architectures and capabilities:

• Arcee AI Spotlight: A model from Arcee AI,
accessed via OpenRouter. (Arcee.ai, 2025)

• Google Gemini 2.0 Flash: Google’s VLM,
known for its multimodal capabilities (Team
et al., 2023).

• Google Gemini 2.0 Flash Lite: A lighter
version of Google Gemini 2.0 Flash.

• Google Gemini 2.5 Flash Preview: A pre-
view version of Google’s next-generation
VLM.

• Google Gemini 2.5 Flash Preview:thinking:
A variant of Google’s Gemini 2.5 Flash Pre-
view with enhanced reasoning abilities.

• OpenAI o4-mini: A model from OpenAI, a
smaller, more efficient version of their flag-
ship models. (OpenAI, 2025)

• Qwen 2.5 VL 32B: A large Vision-Language
Model from Alibaba Cloud, accessed via
OpenRouter (Bai et al., 2025).

We selected a diverse set of VLMs to cover a
range of architectures and providers. The inclusion
of multiple models from the Google Gemini fam-
ily allows for a direct comparison of performance
trade-offs within a single model lineage, evaluating
the impact of model size and specialized tuning
(e.g., the ’thinking’ variant) on this nuanced task.

Each model was prompted to analyze the hand-
written solution image and provide an assessment
based on the EGE grading criteria. The output
format was standardized to facilitate automated
comparison with expert grades.

4.2 Evaluation Procedure and Data Curation

To thoroughly test the model’s understanding and
reasoning, we designed and prepared data for three
evaluation modes. This approach allows for a gran-
ular analysis of how additional context influences
the models’ assessment performance.

• Mode 1: Without Answer. In this mode,
the model receives only the handwritten so-
lution image and the problem statement. To
facilitate this, we prepared a baseline dataset
where each entry consisted of a pre-processed
image and the problem text. The image pre-
processing involved standardizing dimensions
and resolution to ensure consistent input qual-
ity across all experiments. This mode assesses
the model’s ability to assign a grade based
solely on the provided content and its internal
understanding of the EGE grading rubric.

• Mode 2: With Answer. For this mode, the
model receives the handwritten solution, the
problem statement, and the correct final nu-
merical answer. To enable this, the baseline
dataset was augmented by appending the cor-
rect final answer for each of the 122 problems,
sourced from official EGE materials. This
mode assesses whether the model can lever-
age the correct outcome to better identify er-
rors or confirm the correctness of the student’s
solution steps.

• Mode 3: With True Solution. This is the
most informative mode, where the model is
given the handwritten solution, the problem
statement, and a complete, correct reference
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solution. The dataset for this mode was fur-
ther enriched with a transcribed, step-by-step
"gold standard" solution from the EGE expert
guide. This allows us to evaluate the model’s
ability to compare the student’s approach with
a known correct method and identify devia-
tions or errors more precisely.

4.3 Prompt Templates and Score Extraction
Methodology

For each evaluation, the models were provided with
specific prompt templates tailored to the task and
evaluation mode. These templates included the
problem description, the student’s handwritten so-
lution (as an image), and the relevant grading crite-
ria. For the With Answer and With True Solution
modes, the correct answer or reference solution
was also incorporated into the prompt. The models
were instructed to output their assessment in the
structured format, including the analysis of the so-
lution, the final score, and the justification for that
score. This structured output facilitated automated
extraction of the assigned scores for quantitative
analysis. The full prompt templates used for all
evaluation modes are available in the project’s pub-
lic repository.

5 Results

Our evaluation of seven Vision-Language Models
across three distinct evaluation modes provides in-
sights into their capabilities in assessing handwrit-
ten mathematical solutions.

5.1 Metrics
We report three complementary metrics:

Accuracy (Exact Match:) Percentage of cases
where the predicted score exactly matches the ex-
pected score:

Accuracy =
Exact Matches

Total Evaluations
× 100%.

Quality Score: Normalized closeness between
predicted and expected scores:

Quality Score = 100%×
(
1− |Spred − Strue|

Smax

)
,

where Smax ∈ {2, 3, 4} is the task-specific maxi-
mum.

Average Score Distance:

Avg. Distance =
1

n

n∑

i=1

∣∣Spred,i − Strue,i

∣∣.

5.2 Performance Analysis

As can be seen from Table 2, OpenAI o4-mini
consistently demonstrates the highest performance
across all evaluation modes, achieving the best Ac-
curacy (56.56% with Answer) and Quality Score
(78.17% with Answer), and the lowest Average
Score Distance (0.60 with Answer). This suggests
that OpenAI's model possesses superior capabil-
ities in understanding handwritten solutions and
applying grading criteria compared to other evalu-
ated models.

Among other models, Google Gemini 2.0 Flash
also shows strong performance, particularly in the
With Answer and With True Solution modes,
indicating its ability to effectively leverage addi-
tional context. Models like Arcee AI Spotlight
and Qwen 2.5 VL 32B exhibit lower accuracy and
higher score distances, suggesting that while they
can process the visual input, their mathematical
reasoning and grading alignment are less precise.
The thinking variant of Google Gemini 2.5 Flash
Preview, despite its higher cost and longer aver-
age time, does not consistently outperform its non-
thinking counterpart, raising questions about the
efficacy of its enhanced reasoning capabilities for
this specific task.

To illustrate the models’ reasoning process, con-
sider a solution for a parameterised equation (Task
18), which an expert graded as 2 out of 4 points.
The student correctly found all potential roots but
made a mistake when combining the final intervals,
omitting a valid range. OpenAI o4-mini correctly
identified this as a computational error deserving 2
points, aligning with the rubric. In contrast, Qwen
2.5 VL 32B failed to spot the missing interval and
incorrectly assigned a perfect score of 4, demon-
strating a lack of attention to detail. A full analy-
sis of a representative example is provided in Ap-
pendix B.

A detailed breakdown of performance by task
type, illustrated in Figure 1, reveals significant vari-
ations. It is evident that algebraic tasks (13 and
15) are handled more effectively by most mod-
els. In contrast, both geometry categories (14 —
stereometry, 17 — planimetry) consistently yield
poorer agreement with human graders. We hy-
pothesise that current VLMs still struggle to map
free-hand diagrams onto the rigorous spatial rea-
soning chains required by the EGE rubric. The
full per-task scores for all models can be found in
repository.
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Table 2: Overall performance of all models across three evaluation modes. The best result for each combination of
mode and metric is shown in bold, and the second best result is underlined.

Model Provider Mode Acc. (%) Qual. (%) Dist. Cost ($) Time (s)
Arcee AI Spotlight Arcee AI (via OpenRouter) Without Answer 27.87 64.48 1.04 0.01 8.80

With Answer 26.23 63.18 1.09 0.01 6.99
With True Solution 25.41 59.22 1.16 0.01 6.98

Google Gemini 2.0 Flash Google Without Answer 36.89 71.04 0.84 0.14 4.56
With Answer 47.54 74.04 0.75 0.14 4.82
With True Solution 46.72 75.82 0.71 0.21 3.13

Google Gemini 2.0 Flash Lite Google Without Answer 31.97 64.96 1.00 0.04 3.08
With Answer 35.25 67.83 0.90 0.04 3.13
With True Solution 38.52 70.22 0.84 0.04 3.09

Google Gemini 2.5 Flash Preview Google Without Answer 44.26 71.04 0.81 0.32 16.08
With Answer 40.98 70.49 0.82 0.30 14.92
With True Solution 45.90 71.35 0.79 0.34 11.67

Google Gemini 2.5 Flash
Preview:thinking

Google Without Answer 40.16 64.30 1.05 0.60 39.48

With Answer 42.62 66.44 0.99 0.62 39.98
With True Solution 43.44 65.92 0.99 0.78 47.59

OpenAI o4-mini OpenAI Without Answer 55.74 75.55 0.66 2.18 39.62
With Answer 56.56 78.17 0.60 2.02 32.94
With True Solution 54.10 76.16 0.66 2.28 58.47

Qwen 2.5 VL 32B Alibaba Cloud (via OpenRouter) Without Answer 31.15 62.09 1.09 0.46 22.97
With Answer 30.33 61.95 1.08 0.46 23.27
With True Solution 43.44 70.49 0.81 0.63 27.55

5.3 Impact of Evaluation Modes

One of the most interesting findings is the varied
impact of the evaluation modes on model perfor-
mance. For some models, providing additional con-
text (correct answer or true solution) significantly
improved their performance. For instance, Google
Gemini 2.0 Flash showed a notable increase in
Accuracy when provided with the correct answer
(from 36.89% to 47.54%). This suggests that these
models can effectively leverage external informa-
tion to refine their assessment, indicating a capac-
ity for conditional reasoning. However, this im-
provement was not universal; Arcee AI Spotlight,
for example, saw a slight decrease in performance
with additional context, which might indicate is-
sues with how it integrates or prioritizes external
information versus its internal analysis of the hand-
written solution.

The With True Solution mode, while providing
the most comprehensive context, did not consis-
tently lead to the best performance across all mod-
els. This could be attributed to several factors: the
models might struggle with effectively comparing a
student's potentially divergent solution path with a
provided reference solution, or lack the complexity
sufficient to fully leverage the detailed information
in a reference solution when the student's approach
deviates significantly. This highlights a crucial
area for future research: developing VLMs that
can perform robust comparative analysis between
a student's solution and a reference, even when the
two solution paths differ.

6 Limitations

Our evaluation provides a unique perspective on
VLM capabilities in a real-world assessment sce-
nario. The results highlight a substantial gap
between current model performance and human
expert-level grading, with the highest accuracy at
56.56%. This indicates ample room for improve-
ment in nuanced mathematical reasoning and the
precise application of grading rubrics.

Several factors contribute to these performance
limitations and pave the way for future research:

• Visual Interpretation and Error Propaga-
tion: The diversity in student handwriting,
penmanship, and layout poses a significant
challenge for accurate visual interpretation.
This often leads to error propagation, where
inaccuracies in the initial visual recognition
are passed downstream to the reasoning mod-
ule, causing incorrect assessments. Future
work could explore hybrid approaches, com-
bining general VLM perception with special-
ized Handwritten Mathematical Expression
Recognition (HMER) models to mitigate this
issue.

• Deep Reasoning and Rubric Alignment:
Assessing complex solutions requires deep
symbolic and logical reasoning, especially for
non-standard solution paths or subtle errors.
Models often struggle to translate qualitative
grading criteria into quantitative scores, some-
times misinterpreting the severity of an error
or failing to identify all relevant mistakes.
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Figure 1: Radar chart showing model Accuracy (%) in
the With True Solution mode across all seven task types.
The outer edge represents a perfect score. This visual-
ization highlights the models’ strengths and weaknesses
on different mathematical domains.

• Dataset and Fine-Tuning: The current
benchmark utilizes 122 solutions. A larger,
more diverse dataset would enable more com-
prehensive evaluation. Furthermore, our study
primarily relies on zero-shot prompting; fine-
tuning VLMs on this specific assessment task
could significantly improve their performance
and alignment with the specific curriculum
and rubrics.

• Contextual Reasoning: While some models
effectively use additional context (like a cor-
rect answer), others struggle to integrate this
information. This highlights a need for more
robust mechanisms for conditional reasoning
and information fusion in VLMs.

• Monolingual and Cultural Focus: The
dataset is exclusively in Russian and sourced
from a single national curriculum (the Rus-
sian EGE). Educational practices and reason-
ing styles can have cultural specificities. The
performance of VLMs may vary on similar
benchmarks from different linguistic and edu-
cational contexts. Future work could involve
extending CHECK-MAT to other languages

and curricula.

• Explainability and Future Directions: The
transparency and interpretability of the mod-
els’ reasoning processes remain a challenge.
Developing more explainable AI is crucial for
building trust and utility in educational assess-
ment tools. Future work could also explore
interactive assessment scenarios or adapt the
benchmark to other global curricula to test for
generalization.

6.1 Implications for Mathematical NLP
Our findings have direct implications for the Math-
ematical NLP community. The CHECK-MAT
benchmark provides a challenging new evaluation
task for researchers. The systematic failures we ob-
served, particularly in geometric reasoning, high-
light a critical area for future work: developing
multimodal models that can better understand the
interplay between visual diagrams and symbolic
reasoning. This aligns with the need for techniques
for the joint interpretation of different modalities
present in mathematical text. Furthermore, the dif-
ficulty models had in applying rubrics points to
the need for new neuro-symbolic architectures or
fine-tuning strategies to better capture the argumen-
tation relations in the context of mathematical text.
This work serves as a call for a deeper focus on
these complex, multimodal reasoning challenges.

6.2 Cost and Efficiency
Beyond performance, our study also sheds light
on the practical considerations of deploying such
models for automated assessment. The signifi-
cant variation in total cost and average evalua-
tion time across models (e.g., OpenAI o4-mini
being considerably more expensive and slower
than Google Gemini 2.0 Flash Lite) highlights a
trade-off between performance and operational ef-
ficiency. For large-scale deployment in educational
settings, cost-effectiveness and speed are critical
factors that need to be balanced against grading
accuracy. Larger frontier models (e.g. OpenAI o3
or Google gemini-2.5-pro) were not included in
this benchmark due to computational and budgetary
constraints; their evaluation remains future work.

6.3 Future Directions in Knowledge-Intensive
Reasoning

Our work highlights several key challenges for the
future of knowledge-intensive reasoning. The pri-
mary difficulty for current VLMs lies in the robust
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fusion of perceptual data (handwriting) with a sym-
bolic knowledge base (the grading rubric). The
CHECK-MAT benchmark serves as a tool to mea-
sure progress in this area. We advocate for future
research into hybrid neuro-symbolic architectures
and methods that improve the explainability of the
model’s reasoning process, ensuring that their ap-
plication of knowledge is both accurate and trans-
parent.

7 Conclusion

In conclusion, this paper introduced CHECK-MAT,
a novel benchmark designed to probe the mathemat-
ical understanding of Vision-Language Models on
the complex, multimodal task of grading handwrit-
ten solutions. Our findings demonstrate that while
state-of-the-art VLMs can perform this complex
task to some degree, they exhibit significant weak-
nesses in applying the required domain knowledge,
particularly for geometric reasoning. This research
contributes a valuable diagnostic tool for evaluating
models on mathematical discourse and multimodal
reasoning. We hope CHECK-MAT will spur the
development of the next generation of models that
can better handle the joint interpretation of visual,
symbolic, and natural language, a key challenge
for the field of Mathematical NLP.

8 License

The source code and dataset for this research are
available under the MIT License. This permissive
license allows for reuse, modification, and distri-
bution, both in academic and commercial settings,
provided that the original copyright and license
notice are included.
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A Per-Task Performance Data

This appendix provides the detailed per-task scores for a selection of the evaluated models.

Table 3: Per-task scores — openai_o4-mini.

Task Examples Accuracy Average Score Expected Score Cost

13 21 47.6% 1.48 0.95 $0.4259
14 18 27.8% 1.72 1.28 $0.3465
15 19 63.2% 1.68 1.11 $0.3115
16 17 82.4% 1.24 1.29 $0.2957
17 15 33.3% 1.20 1.20 $0.2560
18 16 68.8% 2.12 2.38 $0.3543
19 16 56.2% 1.75 2.06 $0.2879

Table 4: Per-task scores — qwen-2.5-vl-32b.

Task Examples Accuracy Average Score Expected Score Cost
13 21 42.9% 1.62 0.95 $0.1095
14 18 22.2% 2.17 1.28 $0.0999
15 19 52.6% 1.58 1.11 $0.0875
16 17 70.6% 1.41 1.29 $0.0783
17 15 33.3% 1.73 1.20 $0.0753
18 16 37.5% 2.75 2.38 $0.0970
19 16 43.8% 2.06 2.06 $0.0868

Table 5: Per-task scores — arcee-ai_spotlight.

Task Examples Accuracy Average Score Expected Score Cost
13 21 28.6% 0.95 0.95 < $0.01
14 18 11.1% 2.72 1.28 < $0.01
15 19 21.1% 0.74 1.11 < $0.01
16 17 47.1% 1.47 1.29 < $0.01
17 15 13.3% 2.67 1.20 < $0.01
18 16 18.8% 2.12 2.38 < $0.01
19 16 37.5% 2.62 2.06 < $0.01

Table 6: Per-task scores — gemini-2.5-flash-preview.

Task Examples Accuracy Average Score Expected Score Cost
13 21 42.9% 1.48 0.95 $0.0493
14 18 38.9% 1.00 1.28 $0.0616
15 19 47.4% 1.79 1.11 $0.0401
16 17 47.1% 1.41 1.29 $0.0419
17 15 46.7% 0.73 1.20 $0.0387
18 16 43.8% 1.81 2.38 $0.0713
19 15 60.0% 1.40 2.13 $0.0414

Table 7: Per-task scores — gemini-2.5-flash-preview_thinking.

Task Examples Accuracy Average Score Expected Score Cost
13 21 66.7% 1.57 0.95 $0.1096
14 18 22.2% 1.33 1.28 $0.1043
15 19 31.6% 1.21 1.11 $0.0998
16 17 58.8% 1.53 1.29 $0.0964
17 15 26.7% 0.73 1.20 $0.0908
18 16 43.8% 2.50 2.38 $0.1037
19 16 50.0% 2.44 2.06 $0.1787

B Representative Example Analysis

This appendix provides a detailed analysis of a representative example from our benchmark to illustrate
the evaluation process and the typical performance patterns of the models.
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Table 8: Per-task scores — gemini-2.0-flash-001.

Task Examples Accuracy Average Score Expected Score Cost
13 21 61.9% 1.48 0.95 $0.0295
14 18 33.3% 1.61 1.28 $0.0284
15 19 42.1% 1.42 1.11 $0.0276
16 17 58.8% 1.47 1.29 $0.0270
17 15 40.0% 0.93 1.20 $0.0254
18 16 37.5% 2.50 2.38 $0.0286
19 16 43.8% 2.31 2.06 $0.0392

Table 9: Per-task scores — gemini-2.0-flash-lite-001.

Task Examples Accuracy Average Score Expected Score Cost
13 21 57.1% 1.38 0.95 $0.0059
14 18 22.2% 1.50 1.28 $0.0056
15 19 31.6% 1.26 1.11 $0.0052
16 17 52.9% 1.29 1.29 $0.0051
17 15 40.0% 0.87 1.20 $0.0048
18 16 25.0% 2.62 2.38 $0.0054
19 16 37.5% 2.06 2.06 $0.0049

B.1 Analysis of Solution 18.3.3
B.1.1 Problem Statement
Find all values of parameter a for which the equation has exactly three distinct roots:

√
3x2 + 2ax+ 1 = x2 + ax+ 1

B.1.2 Official Grading Criteria (Task 18)
• 4 points: A well-reasoned, correct solution is provided.

• 3 points: A set of parameter values is obtained that differs from the correct set only by the inclu-
sion/exclusion of boundary points.

• 2 points: A correct interval of parameter values is obtained (possibly with incorrect boundary points),
OR an incorrect answer is obtained due to a computational error, but all logical steps are correct.

• 1 point: The roots of the equation are found, and the problem is correctly reduced to investigating
these roots under the given condition(s).

• 0 points: The solution does not meet any of the criteria above.

B.1.3 Visual Materials
Figure 2 shows the student’s handwritten solution, and Figure 3 shows the official correct solution provided
in the EGE expert guide.
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Figure 2: Student’s handwritten solution for problem 18.3.3. The expert-assigned score is 2.
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Figure 3: Official correct solution for problem 18.3.

88



B.2 Model Assessment Results

The table 10 summarizes the scores assigned by different models in the With True Solution mode. The
expected score was 2.

Table 10: Model scores for solution 18.3.3.

Model Assigned Score Expected Result
OpenAI o4-mini 2 2 Correct
Qwen 2.5 VL 32B 4 2 Overestimated
Google Gemini 2.0 Flash 2 2 Correct
Google Gemini 2.0 Flash Lite 2 2 Correct
Google Gemini 2.5 Flash Preview 2 2 Correct
Google Gemini 2.5 Flash Preview Thinking 2 2 Correct
Arcee-AI Spotlight 0 2 Underestimated

B.2.1 Key Observations

• High Accuracy of Most Models: The majority of the models (5 out of 7) successfully handled the
task, assigning the correct score of 2. This group included OpenAI o4-mini and all the tested models
from the Google Gemini family.

• Divergent Errors: Two models evaluated the solution incorrectly, and their errors were opposites.
Qwen 2.5 VL 32B significantly overestimated the score (4), while Arcee-AI Spotlight failed to
produce a final answer: it became stuck in a loop of writing out equations, which resulted in a score
of (0).

• Distinct Failure Modes: The errors highlight very different failure modes. One model overestimated
the score, while the other failed to complete the task entirely. This points to unique flaws in the logic
of each model rather than a shared, systematic bias.

B.3 Full Model Responses and Prompt (Translated to English)

B.3.1 Prompt Used for Evaluation (With True Solution)

Analyze the solution of task 18

(an equation, inequality, or system thereof with a parameter) and evaluate it according to the criteria.

Task
{task description}

Assessment criteria for task 18
• 4 points: A correct answer is obtained with justification.

• 3 points: A set of parameter values is obtained through correct reasoning, differing from the
required set only by the exclusion of boundary points or the inclusion of points not belonging to
the answer.

• 2 points: An interval of the set of parameter values is obtained through correct reasoning, possibly
including boundary points, OR an incorrect answer is obtained due to a computational error, but
all steps of the solution are correctly performed.

• 1 point: The roots of the equation are found, and the problem is correctly reduced to the
investigation of these roots under the given condition(s).

• 0 points: The solution does not meet any of the criteria listed above.
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IMPORTANT: Assessment Principles
• Evaluate the solution STRICTLY according to the criteria.

• Pay attention to mathematical correctness, not the presentation.

• Compare the student’s solution with the correct solution provided as a reference.

• Check if the student has correctly performed all key steps of the solution.

• If the student used a different approach, evaluate its correctness and compliance with the criteria.

• Problems with parameters allow for various solution methods: algebraic, geometric, functional.

• Pay SPECIAL ATTENTION to the correctness of handling boundary points and the completeness of
considering all cases.

• When assessing for 3 points: check that the difference from the correct answer is ONLY in the
boundary points, not in the main intervals.

• For a geometric approach: check the correctness of the interpretation and the justification of
all geometric statements.

IMPORTANT: Instructions for working with the correct solution and the student’s
solution
You are provided with:

1. The correct solution to the task - use it as a reference for comparison.

2. The student’s solution - this is what you must evaluate.

During the analysis:

• Compare each step of the student’s solution with the corresponding step of the correct solution.

• Note all deviations and errors.

• Check if the intermediate and final results match.

• Pay special attention to the handling of boundary points and the completeness of considering all
cases.

Instructions for checking the solution of a problem with a parameter
1. Check the solution method:

• Correctness of the chosen approach (algebraic, geometric, functional).

• Correctness of applying formulas and theorems.

• Completeness of considering all cases.

2. Check mathematical correctness:

• Correctness of algebraic transformations.

• Correctness of working with inequalities.

• Correctness of finding the domain of permissible values (ODZ).

3. Check the handling of boundary points:

• Correctness of determining the boundary points.

• Correctness of including/excluding boundary points in the answer.

4. For a geometric approach, check:

• Correctness of the geometric interpretation of the conditions.

• Justification of all geometric statements.

• Completeness of the analysis of all possible relative positions of geometric objects.
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CRITICALLY IMPORTANT: Immediately compare the student’s answers with the correct
ones!

• FIRST AND FOREMOST, check if the student’s answer matches the correct answer.

• If the student’s answer is INCORRECT, this MUST be taken into account in the assessment.

• Even if all transformations are performed correctly, but the answer is wrong due to a
non-computational error - this must affect the score.

• Do not forget to note all discrepancies between the student’s answer and the correct answer.

IMPORTANT: Distinguish between computational and conceptual errors
• Computational errors: errors in arithmetic operations, simplifying expressions, calculating values.

• Conceptual errors: incorrect application of formulas, wrong solution method, errors in
understanding the properties of the parameter.

If a student made only computational errors, but the solution method is correct - this may correspond
to the 2-point criterion. If a student made conceptual errors - this usually corresponds to a lower
score criterion.

Assessment Examples
Example 1 (score: 4 points) The solution is complete and justified. All values of the parameter
for which the system has exactly two solutions are found correctly. All cases are considered, and
boundary points are analyzed correctly.

Example 2 (score: 3 points) All stages are present in the solution. Through correct reasoning, a
set of parameter values is obtained that differs from the required set only by the exclusion of boundary
points or the inclusion of points not belonging to the answer. For example, the answer obtained is
(−2, 2) instead of [−2, 2] or [−2,−1) ∪ (−1, 1) ∪ (1, 2] instead of [−2,−1) ∪ (−1, 1) ∪ [1, 2].

Example 3 (score: 2 points) The solution is logical, all steps are present, but a computational
error was made when solving the inequality, which led to an incorrect answer. Or, through correct
reasoning, an interval of the set of parameter values was obtained, possibly including boundary points,
but not all possible cases were considered.

Example 4 (score: 1 point) The roots of the equation are found in the solution, and the problem
is correctly reduced to the investigation of these roots under the condition x2 + ax + 1 ≥ 0, but the
further investigation is incorrect or absent.

Example 5 (score: 0 points) The solution contains fundamental errors in understanding the problem
or in mathematical reasoning. For example, the roots of the original equation are found incorrectly,
or the condition of the problem is misinterpreted.

IMPORTANT: Instructions for working with multiple images
If the solution (correct or student’s) is presented in several images:

1. Consider all images as a single solution.

2. Analyze them in sequential order.

3. Take into account information from all images when assessing.

Response Format
Structure your response as follows:

Analysis of the solution [Detailed analysis indicating correct steps and errors]

Comparison with the correct solution [Comparison of the student’s approach with the reference
solution, indicating key differences]

Final score [Score: X points]

IMPORTANT: The "Final score" section MUST be formatted EXACTLY in this format: "Final score" -
heading. "[Score: X points]" - where X is a number 0, 1, 2, 3, or 4. DO NOT CHANGE this format and do
not add any other text to it!

Justification of the score [Detailed justification in accordance with the criteria]

Recommendations (if applicable) [Recommendations for correcting errors]
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B.3.2 Response from OpenAI o4-mini (Score: 2 - Correct)

Analysis of the solution
1. The student wrote down an equivalent system:

• a) the equation after squaring;

• b) the condition that the expression under the root is non-negative.

2. Found the roots of the original equation: x = 0, x = 1-a, x = -1-a.

3. Analyzed the condition x2 + ax+ 1 ≥ 0 for these values of x:

• for x = 0, the condition is always met;

• for x = 1-a, from the inequality, they obtained a ≤ 2;

• for x = -1-a, they obtained a ≥ -2.

4. Concluded that for three distinct roots, it is necessary that -2 ≤ a ≤ 2 and a ̸= 1, a ̸= -1.

5. However, in the final answer, the student wrote a ∈ (-1; 1) ∪ (1; 2], thus completely omitting the
interval [-2; -1).

Error: when combining the resulting intervals and excluding the boundary points, the student discarded
the left part [-2; -1) for a purely computational/descriptive reason. All key steps (finding roots,
conditions on a, accounting for exclusions) were performed correctly, but the answer contains an
inaccuracy.

Comparison with the correct solution
Reference answer: a ∈ [-2; -1) ∪ (-1; 1) ∪ (1; 2].

The student obtained the same intermediate boundaries -2 and 2, and correctly excluded a = ±1, but
missed the part [-2; -1) in the final answer. Therefore, the method is correct, but a computational
(descriptive) slip in combining the results led to an incomplete answer.

Final score
[Score: 2 points]

Justification of the score
According to the criteria:

• All key steps of the solution (finding roots, domain of permissible values, conditions on the
parameter, exclusion of boundary values) were performed correctly.

• The final answer is incorrect due to a computational/descriptive error when combining the intervals.

• The approach is mathematically correct, but the result is inaccurate.

This corresponds to the 2-point criterion: "An interval of the set of parameter values is obtained
through correct reasoning, possibly including/excluding boundary points, but the overall answer is
incorrect due to a computational error."

Recommendations
• Be more careful when combining intervals and check that no sections have been dropped.

• After obtaining the conditions on the parameter, explicitly write down all three ’pieces’ and only
then combine them, excluding the single points.

B.3.3 Response from Qwen 2.5 VL 32B (Score: 4 - Overestimated)

Analysis of the solution
Step 1: Forming the system of equations The student correctly understands that for the initial
equation

√
3x2 + 2ax+ 1 = x2 + ax+ 1, two conditions must be met:

1. x2 + ax+ 1 ≥ 0 (since the square root is defined only for non-negative values).

2. 3x2 + 2ax+ 1 = (x2 + ax+ 1)2 (the main equation).
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This approach is correct, and the student correctly transforms the equation:

3x2 + 2ax+ 1 = x4 + 2ax3 + (a2 + 2)x2 + 2ax+ 1.

Then, they combine like terms and obtain:

x4 + 2ax3 + (a2-1)x2 = 0.

Next, the student correctly factorizes this equation:

x2(x2 + 2ax+ (a2-1)) = 0.

From this, they find the roots:

x = 0 and x2 + 2ax+ (a2-1) = 0.

For the quadratic equation x2 + 2ax+ (a2-1) = 0, the student finds the roots:

x = -a+ 1 and x = -a-1.

Thus, the student correctly finds three roots: x = 0, x = -a+ 1, and x = -a-1.

Step 2: Analysis of the conditions for distinct roots The student recognizes that for the
equation to have three distinct roots, these roots must be different. They check the cases where the
roots coincide:

1. x = 0 and x = -a+ 1: This is possible if -a+ 1 = 0 ⇒ a = 1.

2. x = 0 and x = -a-1: This is possible if -a-1 = 0 ⇒ a = -1.

3. x = -a+ 1 and x = -a-1: This is possible if -a+ 1 = -a-1, but this is impossible as it leads to
a contradiction.

Step 3: Verifying the condition x2+ax+1 ≥ 0 The student checks the condition x2+ax+1 ≥ 0
for each root:

1. For x = 0: x2 + ax+ 1 = 1 ≥ 0 is always met.

2. For x = -a + 1: x2 + ax + 1 = (-a + 1)2 + a(-a + 1) + 1 = a2-2a + 1-a2 + a + 1 = -a + 2. This is
non-negative if -a+ 2 ≥ 0 ⇒ a ≤ 2.

3. For x = -a-1: x2 + ax+1 = (-a-1)2 + a(-a-1) + 1 = a2 +2a+1-a2-a+1 = a+2. This is non-negative
if a+ 2 ≥ 0 ⇒ a ≥ -2.

Step 4: Combining the conditions The student correctly combines all the obtained conditions:

• a ̸= 1 and a ̸= -1 (for distinct roots).

• a ≤ 2 and a ≥ -2 (to satisfy the condition x2 + ax+ 1 ≥ 0).

Thus, the student obtains:
a ∈ [-2, -1) ∪ (-1, 1) ∪ (1, 2].

Comparison with the correct solution
The correct solution and the student’s solution completely coincide in the answer:

a ∈ [-2, -1) ∪ (-1, 1) ∪ (1, 2].

The student correctly performed all the key steps:

1. Transforming the original equation.

2. Finding the roots.

3. Analyzing the conditions for distinct roots.

4. Verifying the condition x2 + ax+ 1 ≥ 0.

5. Combining all the obtained conditions.

Final score
[Score: 4 points]
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Justification of the score
The student justifiably obtained the correct answer by correctly performing all the key steps of the
solution. All intermediate results are correct, the boundary points are handled correctly, and all
possible cases are considered. The solution method fully complies with the mathematical requirements
of the problem, and the answer completely matches the correct solution.

Recommendations
The student’s solution contains no errors and requires no corrections. However, the student could
improve the presentation by making it more detailed and structured, so that readers can better follow
their reasoning. For example, they could explain in more detail why the roots coincide when a = 1 or
a = -1, and why these values are excluded from the answer.
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Abstract

Mathematics has long been conveyed through
natural language, primarily for human under-
standing. With the rise of mechanized mathe-
matics and proof assistants, there is a growing
need to understand informal mathematical text,
yet most existing benchmarks focus solely on
English, overlooking other languages. This
paper introduces RoMath, a Romanian math-
ematical reasoning benchmark suite compris-
ing three subsets: Baccalaureate, Competitions
and Synthetic, which cover a range of mathe-
matical domains and difficulty levels, aiming
to improve non-English language models and
promote multilingual AI development. By fo-
cusing on Romanian, a low-resource language
with unique linguistic features, RoMath ad-
dresses the limitations of Anglo-centric mod-
els and emphasizes the need for dedicated re-
sources beyond simple automatic translation.
We benchmark several open-weight language
models, highlighting the importance of creat-
ing resources for underrepresented languages.
The code and datasets are available for research
purposes.

“Matematica s-o fi scriind cu cifre dar poezia nu se
scrie cu cuvinte.”1

Nichita Stănescu, “Matematica poetică”,
Poem dedicated to mathematician Solomon Marcus.

1 Introduction

Mathematics has been a central intellectual preoc-
cupation to humans since the beginning of civiliza-
tion, the first mathematical writings dating back
approximately 4000 years (Friberg, 1981). His-
torically and in the present, mathematics has been
mostly written, spoken and taught in natural lan-
guage, albeit with its own specialized vocabulary,
having strict formalism only sparsely introduced
between free-text explanations and reasoning. The

1English translation: "Mathematics may be written with
numbers, but poetry is not written with words."

primary audience of mathematical reasoning is
other humans, not computers. The natural language
of mathematics contains a mix of formulas, sym-
bols, neologisms, jargon and words with different
meanings than their common meaning (e.g., “real”
/ “imaginary” numbers). Mathematics implies rigor
and precise reasoning, qualitatively different from
general NLP. There is a pressing need to automat-
ically process and understand the existing large
amount of mathematical text written in natural lan-
guage to enable efficient knowledge extraction, fa-
cilitate automated theorem proving, and enhance
accessibility for both researchers and automated
systems.

Recently, Large Language Models (LLMs) have
shown great promise in handling a multitude of
natural language tasks, including tackling mathe-
matical reasoning problems (Ahn et al., 2024; Yue
et al., 2023; Azerbayev et al., 2024; Shao et al.,
2024). Out of the common benchmark suite for
evaluating LLMs, datasets such as GSM8k (Cobbe
et al., 2021) and MATH (Hendrycks et al., 2021)
remained central in the development of reasoning
models (Jaech et al., 2024; DeepSeek-AI et al.,
2025), and continue to be challenging even for the
larger, proprietary models (Arora et al., 2023).

Current mathematics benchmarks and datasets
have focused solely on English, mostly disregard-
ing other low-resourced languages. The tacit re-
quirement for using AI tools is fluency in English
(Shi et al., 2022). However, mathematical reason-
ing ability is independent of the underlying lan-
guage (Rescorla, 2024) and Anglo-centric models
have been shown to exhibit the same biases of the
English language, even when prompted in other
languages (Wendler et al., 2024; Wang et al., 2023;
Liu et al., 2023). The focus on datasets and mod-
els in a language other than English allows the
democratization of learning for underrepresented
languages and cultures.

Recently, Romanian LLM development has
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started to flourish with initiatives such as
OpenLLM-Ro (Masala et al., 2024), having fine-
tuned several LLMs on Romanian text. However,
for evaluation, the authors used translated versions
of popular English datasets and several native Ro-
manian benchmarks, but no evaluation was per-
formed on dedicated reasoning tasks in Romanian.
Aside from code generation (Cosma et al., 2024;
Dumitran et al., 2024), currently, there is no rea-
soning benchmark for Romanian.

In this paper, we propose RoMath2,3, a Roma-
nian mathematical reasoning benchmarking suite
comprised of three datasets, Baccalaureate, Com-
petitions and Synthetic, each with its own particu-
larities. RoMath aims to provide a comprehensive
benchmark suite, having high-school-level prob-
lems across multiple domains (linear and abstract
algebra, calculus, limits, geometry, probabilities)
and across multiple levels of difficulty, ranging
from easy calculations, to baccalaureate-level prob-
lems, to more difficult, proof-centric, competition-
level problems. The purpose of RoMath is to pro-
vide a mathematical benchmark for Romanian and
to stimulate the development of enhanced reason-
ing capabilities of non-English LLMs.

This work makes the following contributions:

1. We construct and release RoMath, a novel
mathematical reasoning benchmark suite with
76,910 problem statements in Romanian, con-
sisting of three subsets, each with its own
particularities and difficulty levels: Baccalau-
reate (5,777 problems), Competitions (1,133
problems) and Synthetic (63,000 problems).
We collect and curate math problems using a
semi-automatic workflow using foundational
LLMs for providing structured output from
unstructured raw OCR input and annotating
problems with relevant metadata.

2. We provide a comprehensive benchmark of
several English and Romanian open-weight
LLMs under several common scenarios - zero-
shot, LoRA fine-tuning (Hu et al., 2022) and
training with verifiable rewards using GRPO
(Shao et al., 2024). Furthermore, we provide
an evaluation procedure using an LLM-as-a-
judge paradigm (Zheng et al., 2023) for proofs,
and analyze its performance to properly esti-
mate solution correctness.

2GitHub: github.com/cosmaadrian/romath
3Huggingface: hf.co/datasets/cosmadrian/romath

3. We show that simple translation of problem
statements is not enough, as sub-par transla-
tions of precise mathematical language sig-
nificantly reduce performance. Consequently,
we emphasize the need for more dedicated
resources in languages other than English.

2 Related Work

Pretraining datasets for mathematics. There
has been an ongoing interest in representation learn-
ing for both mathematical expressions and text
(Peng et al., 2021; Collard et al., 2022). However,
beyond representation learning, with the recent suc-
cess of LLMs in a wide range of tasks, there has
been increased attention to training and evaluating
the mathematical reasoning of LLMs. For pretrain-
ing, the general approach is to filter Common Crawl
web pages and PDFs to obtain high quality math to-
kens. For instance, datasets such as MathWebPages
(Lewkowycz et al., 2022), ProofPile (Azerbayev
et al., 2023a), and OpenWebMath (Paster et al.,
2023) are used to pretrain high-performing LLMs
specialized in math, such as Minerva (Lewkowycz
et al., 2022) and LLema (Azerbayev et al., 2023b).

Mathematical reasoning benchmarks. Regard-
ing benchmarks, the most popular dataset is
GSM8K (Cobbe et al., 2021), containing middle-
school Math Word Problems (MWPs). An im-
proved variant that contains process supervision
(i.e., supervision at each intermediary reasoning
step) is PRM800K (Lightman et al., 2023). How-
ever, these datasets are regarded as too simple to
demonstrate the advanced mathematical reasoning
of LLMs. Consequently, MATH (Hendrycks et al.,
2021) is a comparatively more difficult dataset, con-
taining high-school problems from domains such as
calculus, linear algebra, geometry and number the-
ory. MathVISTA (Lu et al., 2024) is another similar
benchmark, that contains mathematical reasoning
in visual contexts (e.g., plots, natural images, func-
tions).

Aside from simple word problems (Cobbe et al.,
2021) and datasets focused on QA-type problems,
more difficult competition-level benchmarks have
been proposed. For instance, ARB (Sawada et al.,
2023) is a dataset comprised of problems from
math competitions and problems from specialized
books, with special care taken to avoid data con-
tamination. While it contains problems that re-
quire proofs, ARB only contains 105 problems.
MathOdyssey (Fang et al., 2024) contains difficult
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Name # Problems Level Language Notes

APE210K (Zhao et al., 2020) 210K E Chinese Requires basic arithmetic and common sense

MATH23K (Ling et al., 2017) 23K E Chinese Contains questions, answers and rationales

CMATH (Wei et al., 2023) 1.7K E Chinese Contains number of reasoning steps

ARMATH (Alghamdi et al., 2022) 6K E Arabic Novel problems and inspired by MATH23K

GSM8K (Cobbe et al., 2021) 8.5k M English Linguistically diverse.

MATH (Hendrycks et al., 2021) 12.5k H English Problems are put into difficulty levels 1-5

PRM800K (Lightman et al., 2023) 12k H English MATH w/ step-wise labels

MathOdyssey (Fang et al., 2024) 387 H C English Problems from GAIC Math 2024

ARB (Sawada et al., 2023) 105 C English Contest problems and university math proof

AQUA (Ling et al., 2017) 100K C English GRE&GMAT questions

RoMath
Baccalaureate 5.8k H Romanian Easy-medium, baccalaureate problems.

Competitions 1.1k M H Romanian Difficult, proofs, competition problems.

Synthetic 63k H Romanian Calculation-based, procedurally generated.

Table 1: Comparison with other mathematical reasoning benchmarks. RoMath is the only Romanian mathematics
benchmark outside of translated versions of English benchmarks. Table adapted from Ahn et al. (2024).

E = Elementary, M = Middle School, H = High School, C = College.

high-school and university-level problems, but it is
similarly small, as it contains only 387 problems.

Non-English benchmarks. Regarding datasets
in languages other than English, there have been
efforts in Arabic with datasets such as ArMATH
(Alghamdi et al., 2022) and Chinese with Ape210k
(Zhao et al., 2020), Math23k (Ling et al., 2017),
CMath (Wei et al., 2023). Otherwise, outside of
(automatically) translated versions of popular sets
such as GSM8k (Masala et al., 2024), as far as we
know, no datasets currently exist for Romanian or
other Latin languages.

Comparison with prior work. Table 1 shows a
comparison between similar datasets and RoMath.
RoMath comprises middle-school, high-school and
competitive high-school problems in Romanian
covering multiple subjects and types of problems
(proofs, calculations, equations, etc.). Different
from prior datasets, RoMath is the first dedicated
resource for mathematical reasoning in Romanian,
a low-resource language of ∼23M speakers, which
has its unique linguistic particularities (Dinu and
Dinu, 2005; Dinu and Enăchescu, 2007).

3 Method

We describe below the process for collecting Bac-
calaureate and Competitions, the two subsets that
are collected by crawling publicly available PDFs.

The Synthetic subset is comprised of programmati-
cally generated problems directly in Romanian.

3.1 Dataset Construction

In order to construct a high-quality set of mathe-
matical problems paired with solutions, we crawl
publicly available PDFs from country-wide math-
ematics competitions and questions from the Ro-
manian baccalaureate exam. Figure 1 showcases
our approach. After collecting raw PDFs, usually
having separate documents for problem sets and
their respective solutions, we utilize an academic
document-focused OCR (i.e., MathPix (Mathpix,
2024)) to extract the underlying text and mathemat-
ical formulas / statements in LaTeX format. The
final output is represented in Markdown format.

To parse the content, instead of relying on brit-
tle handcrafted rules and regex expressions, we
utilize a commercial LLM (i.e., Claude 3 Sonnet
(Anthropic, 2024)) to parse the raw text and to out-
put structured JSON from unstructured Markdown.
The LLM is provided with several examples of how
to structure the final JSON (see Appendix A, Ta-
ble 6 for the system prompt). The JSON output
contains the LaTeX-formatted problem statement
and its appropriate solution. Finally, we again uti-
lize a commercial LLM to annotate the domain
of the problem and to extract final answers for
non-proof problems for easier evaluation (similar
to Hendrycks et al. (2021), we enclose the final
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Figure 1: Overall diagram of our approach to curating problems from existing PDFs. We employ MathPix (Mathpix,
2024) to OCR PDFs and obtain markdown with LaTeX formatting for mathematical statements. We further process
the markdown using proprietary LLMs to split into sub-problems, associate problems with the appropriate solution
and annotate each problem with metadata.

Figure 2: Distribution of the number of problems per
domain for Baccalaureate, Competitions and Synthetic.

answer, if it exists, into a \boxed{} tag). If a
problem contains multiple sub-problems, we en-
sure that each sub-problem is self-contained and
that the solution does not rely heavily on previ-
ous sub-problems’ solutions. To split a problem
into sub-problems, we used a prompt (presented
in Appendix A, Table 6) with specific instructions
for parsing the data and output sub-questions that
are self-contained. For example, if a problem is
structured as follows:

<problem_statement>
<question_1>
<question_2>

The output is formatted as two separate, stan-
dalone problems:

<problem_statement> <question_1>
<problem_statement> <question_2>

Additionally, through manual inspection, we fur-
ther removed any sub-questions that contained ref-
erences to previous sub-questions (e.g., “Using the
result from a) compute [. . . ]”). Figure 2 shows the
distribution of problems per domain.

3.2 RoMath Suite

RoMath is comprised of three subsets: Baccalau-
reate, Competitions and Synthetic. By its construc-
tion, each subset of RoMath features problems that

Synthetic
Problem Statement: Care este rezultatul împărt,irii lui -54 la -36495?
Solution: 6

4055

Problem Statement: Fie u definit ca fiind (2 − 18
15

) · 5. Găses, te valoarea lui r din
ecuat,iile u · y + 8 = 0, −28 = 3 · r + 4 · y − 5.
Solution: −5
Baccalaureate
Problem Statement: Se consideră funct,ia f : R → R, f(x) = ex − x. Să se
calculeze

∫ 1
0 f(x)dx.

Solution:
∫ 1
0 f(x)dx = e − 3

2
. Solut,ia finală este e −

3

2

Problem Statement: Se consideră funct,iile fn : R → R, f1(x) =

x3 − 3x2 + 3x şi fn+1(x) = (f1 ◦ fn) (x), ∀n ∈ N∗, ∀x ∈ R. Să se
rezolve în mult,imea numerelor reale ecuat,ia f1(x) + f2(x) + f3(x) − 3 = 0.
Solution: Observăm că x = 1 este solut,ie. Dacă x > 1 ⇒ f1(x) + f2(x) +
f3(x) > 3. Analog dacă x < 1 ⇒ f1(x) + f2(x) + f3(x) < 3. Deci

x = 1 este solut,ie unică. Solut,ia finală este x = 1

Competitions
Problem Statement: Se consideră numerele complexe u, v s, i z astfel încât
|u| = |v| = 1 s, i |u + v| =

√
3. Să se demonstreze că: u · v + u · v = 1.

Solution: |u + v|2 = 3 ⇔ (u + v)(u + v) = 3 ⇔ u · v + u · v = 1

Problem Statement: Să se rezolve, în R, inecuat,ia:
(

2
5

) 6−5x
5x+2 ≤ 25

4

Solution:
(

2
5

) 6−5x
5x+2 ≤ 25

4
=

(
5
2

)−2 ⇒ 6−5x
5x+2

≥ −2, cu x ̸= − 2
5

.
6−5x
5x+2

≥ −2 ⇒ x+2
5x+2

≥ 0 ⇒ x ∈ (−∞,−2] ∪
(
− 2

5
,∞

)

Table 2: Qualitative examples from each subset of Ro-
Math.

require both single-step and multi-step reasoning
for solving problems correctly. Usually, single-step
reasoning problems involve simple calculations,
while multi-step reasoning problems require solv-
ing intermediate solutions to reach a valid conclu-
sion. Table 2 showcases selected examples from
each subset.

Baccalaureate is composed of problems and so-
lutions from the Romanian Baccalaureate exam.
The Romanian Baccalaureate is a country-wide
exam for graduating high-school students, com-
prised of three subjects, each with several problems
and sub-problems. Students taking the Baccalau-
reate exam consider the calculus problems, such
as solving an integral or computing a limit, to be
the most difficult. However, the calculus problems
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rarely require more than 2 steps of reasoning and
some calculation. This subset contains a total of
5777 problems: 4.3k problems for training and
1.48k for testing. Most problems (4617 / ∼ 80%)
in this subset are verifiable (i.e., have a single fi-
nal answer), while some (1160 / ∼ 20%) require
proofs. Furthermore, 4038 / ∼ 69% problems in
this category also have intermediate steps provided
in the ground-truth solution. In this set, there are
multiple domains, with varying difficulty: geome-
try, combinatorics, abstract algebra, linear algebra,
calculus (integrals and derivatives), and limits. In
all categories, we discarded any problem that re-
quired reasoning over images or plots. For instance,
geometry problems do not have an accompanying
drawing or figure. If we encountered images in
the source PDFs, we removed the problem entirely
through manual inspection. The Baccalaureate
subset includes only standalone geometry prob-
lems: an example of such a problem would be the
following (here, translated in English for conve-
nience): “In a Cartesian coordinate system xOy
we consider the points An(n, 0) and Bn(0, n), with
n ∈ {1, 2, 3}. Calculate the area of the triangle
A1A2B2.”

Competitions is the hardest subset of RoMath,
containing 1133 problems sourced from mathemat-
ics competitions, with problems ranging from lo-
cal to inter-county and olympiad events, out of
which 804 problems are for training and 329 for
testing. Different from Baccalaureate, this sub-
set also contains middle-school problems. Around
half of the problems (594 / ∼ 52%) require proofs
for a complete solution, while the rest are directly
verifiable. Almost all problems in this subset have
intermediate explanations. The problems in Com-
petitions are considered hard, requiring insight and
problem-solving skills outside of simple symbol
manipulations (Polya, 1971). The extraction and
post-processing steps are identical to those in Bac-
calaureate.

Synthetic is programmatically generated, using
the approach of Saxton et al. (2019), in which we
manually translate the source key-phrases and for-
mulations in Romanian. Problems in this subset
have a single final answer. Problems are mostly
algebraic in nature, and are split into arithmetic, cal-
culus, derivatives, integrations, polynomials, com-
position of problems, comparisons, manipulating
expressions (e.g., simplification), numbers, mea-
surements. All problems in this subset are verifi-

able, having only a single final answer provided,
without intermediate steps, making it difficult to di-
rectly provide an answer without the use of external
tools or chain-of-thought prompting. In contrast
to the other sub-sets in RoMath, there is less lin-
guistic variation present in problem statements, but
there is complete control over correctness and diffi-
culty. We emphasize that Synthetic is not a direct
translation of the problems contained in DeepMind
Mathematics (Saxton et al., 2019), but rather a
manual translation of the phrases that are used to
generate the problems. As such, one could gener-
ate an indefinite number of problems. We make
the code for generating Synthetic open-source and
provide, for convenience, 63k generated problems,
out of which 55.9k problems for training and 7.1k
for testing.

3.3 Evaluation Procedure

Generally, there are two ways to evaluate solutions:
(i) for verifiable problems (i.e., containing a single
final answer), correctness is estimated by direct
string comparison between the model answer and
the correct answer after normalization (Hendrycks
et al., 2021; Cobbe et al., 2021) and (ii) using a
proof-checker for problems requiring proofs (Li
et al., 2024).

Evaluating the correctness of a solution to math-
ematical proof problems is still an open problem.
Using a proof-checker is not always feasible as it
requires the problems and solutions to already be
formalized into the language of the proof-checker
(Trinh et al., 2024), an unrealistic requirement for
most mathematics written in natural language. For
proof-type problems, where it is necessary to check
for correctness at every reasoning step in natural
language, there is no consensus on the evaluation
procedure outside of formal proof-checkers.

However, more recent methods (Fang et al.,
2024) have adopted a “soft” evaluation of proof
solutions by employing an external judge LLM
tasked to output a correctness score given the prob-
lem statement, the correct solution and a provided
solution to be scored.

To evaluate solutions to RoMath, we propose
the following procedure: For evaluating verifiable
problems, we adopt the procedure from Hendrycks
et al. (2021) for string comparison after the solu-
tions are normalized; this requires the model to
output solutions in a \boxed{} tag. However,
if the model does not provide the solution in this
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format or if the problem requires a proof, we em-
ploy a judge LLM to estimate correctness, inspired
by several other works (Zheng et al., 2023; Fang
et al., 2024). Since the use of proprietary LLMs
is prohibitively expensive, there are concerns with
reproducibility, and there is no information on the
architecture and training dataset, we use existing
open-weight models.

4 Baselines and Results

4.1 Judge Evaluation

Very few analyses have been performed to gauge
the performance of the judge LLM: for instance, a
more recent study (Bavaresco et al., 2024) showed
that LLMs exhibit a large variance across datasets
in correlation to human judgments. However, there
is no study estimating the performance of judge
LLMs for mathematical reasoning in a language
other than English. Using LLMs as judges is a rea-
sonable proxy for estimating performance, and we
show in Section 4.4 that performance is relatively
robust across multiple judges.

In this section, we conduct an analysis of the per-
formance of multiple open-weight judge models in
evaluating solution correctness in Romanian, using
both Romanian and English system prompts (see
Appendix A Tables 8 and 9).

We programmatically construct a dataset of 300
problems from the training sets of Baccalaureate
and Competitions containing correct and incorrect
solutions (Meadows et al., 2023). Correct solu-
tions are maintained in their original form, and we
remove natural language text (keeping only math-
ematical expressions) of the original ground-truth
solution, and incorrect solutions are either original
solutions with some operators / number modified
(e.g., + sign changed to −, or < symbol changed
to ≥, and others) or a similar solution, but not ex-
actly the same, from another problem based on the
Levenstein distance.

In Table 3, we showcase the performance of
multiple LLMs-as-judges on our programmatically
generated dataset to estimate judge performance.
We tested Qwen2 (Yang et al., 2024) family of mod-
els, as well as the math-specialized variant Qwen2-
Math-7B, deepseek-math (Shao et al., 2024), Phi-3
(Abdin et al., 2024), Llama3-70B (Dubey et al.,
2024), Mathstral (Mistral AI, 2024), and Mixtral-
8x7b (Jiang et al., 2024). For this synthetic dataset,
we obtained that Qwen2-7B-Instruct prompted in
English obtained the best overall results of 91%

accuracy, judging solution correctness. Surpris-
ingly, the math-specialized models severely under-
performed at this task. As such, unless otherwise
specified, we used Qwen2-7B-Instruct prompted in
English as a judge for the rest of the non-verifiable
results.

Judge Model System
Prompt

Acc. ↑ FPR ↓ FNR ↓

deepseek-math-7b-instruct ro 0.51 0.66 0.31
Meta-Llama-3-70B-Instruct ro 0.86 0.24 0.03
Mixtral-8x7B-Instruct-v0.1 ro 0.84 0.27 0.03
Qwen2-Math-7B-Instruct ro 0.87 0.22 0.03
Qwen2-7B-Instruct ro 0.90 0.17 0.02

deepseek-math-7b-instruct en 0.74 0.31 0.22
Meta-Llama-3-70B-Instruct en 0.84 0.29 0.01
Mixtral-8x7B-Instruct-v0.1 en 0.84 0.27 0.03
Qwen2-Math-7B-Instruct en 0.89 0.16 0.06
Qwen2-7B-Instruct en 0.91 0.12 0.05

Table 3: Judge LLM performance on a programmat-
ically generated dataset of correct and incorrect solu-
tions.

4.2 Model Benchmark

We chose to benchmark several open-weight LLMs,
as opposed to proprietary models, to make the
benchmark reproducible and to avoid unnecessary
inference costs. We evaluated the performance un-
der 0-shot and LoRA fine-tuned models for Qwen2-
7B, Phi-3, Meta-Llama-8B and math-specialized
variants such as Qwen2-Math-7B, deepseek-math-
7b, Mathstral-7b. We evaluated larger models un-
der 0-shot setting: Meta-Llama-70B and Mixtral-
8x7B. Furthermore, we also evaluated Romanian-
specialized models trained with continual pretrain-
ing on Romanian tokens, but with no focus on math
tokens: RoLlama3-8B and RoMistral-7b (Masala
et al., 2024). The prompt used is presented in Ap-
pendix A, Table 7.

For fine-tuning the models, we used LoRA (Hu
et al., 2022), using a rank of 8, alpha of 32 and
dropout of 0.1, applied on all linear layers. Due to
hardware limitations, we used a small batch size of
4 and a learning rate of 0.00002 with a linear decay
over the 3 training epochs.

In Table 4, we showcase the performance of
the models under zero-shot, and LoRA-fine-tuned
scenarios. The best performing model on the Bac-
calaureate subset is deepseek-math-7b, while on
Competitions and Synthetic Mathstral-7b obtains
the best results. However, the Romanian models,
RoLlama-8b and RoMistral-7b obtain competitive
results on all subsets, which can be attributed to
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Baccalaureate Competitions Synthetic
Model Scenario Accuracy F1 Accuracy F1 Accuracy F1

R
om

an
ia

n OpenLLM-Ro/RoLlama3-8b-Instruct 0-shot 0.50 0.67 0.48 0.65 0.18 0.30
fine-tuned 0.18 0.31 0.50 0.67 – –

OpenLLM-Ro/RoMistral-7b-Instruct 0-shot 0.50 0.66 0.44 0.61 0.16 0.27
fine-tuned 0.18 0.31 0.36 0.53 – –

G
en

er
al

-P
ur

po
se Qwen/Qwen2-7B-Instruct 0-shot 0.40 0.57 0.55 0.71 0.29 0.45

fine-tuned 0.54 0.70 0.48 0.65 – –

microsoft/Phi-3-mini-4k-instruct 0-shot 0.36 0.53 0.33 0.50 0.07 0.14
fine-tuned 0.25 0.40 0.41 0.58 – –

meta-llama/Meta-Llama-3-8B-Instruct 0-shot 0.34 0.51 0.53 0.69 0.25 0.40
fine-tuned 0.18 0.31 0.33 0.49 – –

M
at

h-
Sp

ec
ia

liz
ed Qwen/Qwen2-Math-7B-Instruct 0-shot 0.32 0.48 0.55 0.71 0.27 0.43

fine-tuned 0.48 0.65 0.57 0.73 – –

deepseek-ai/deepseek-math-7b-instruct 0-shot 0.56 0.72 0.59 0.74 0.21 0.35
fine-tuned 0.29 0.44 0.56 0.72 – –

mistralai/Mathstral-7b-v0.1 0-shot 0.30 0.46 0.61 0.75 0.36 0.53
fine-tuned 0.21 0.34 0.56 0.71 – –

L
ar

ge

meta-llama/Meta-Llama-3-70B-Instruct 0-shot 0.25 0.40 0.22 0.36 0.10 0.19
5-shot 0.08 0.15 0.09 0.16 0.07 0.13

mistralai/Mixtral-8x7B-Instruct-v0.1 0-shot 0.43 0.60 0.60 0.75 0.32 0.48
5-shot 0.25 0.40 0.25 0.40 0.24 0.38

Table 4: Results for various open-weight LLMs on Bac-
calaureate, Competitions and Synthetic, under 0-shot
and fine-tuned scenarios.

their better understanding of Romanian text com-
pared to English-focused models, since specializa-
tion on mathematical text did not receive a partic-
ular emphasis during training. Surprisingly, we
obtained that fine-tuning does not always result
in improved performance. Fine-tuning improves
performance on Baccalaureate for Qwen2-7b and
Qwen2-Math-7b, while on Competitions, RoLlama-
7b, Phi-3, Qwen2-Math-7b benefit from further
fine-tuning. One possible explanation is that the
solutions present in RoMath are qualitatively dif-
ferent (different formatting, explanation style) than
solutions present in other math datasets (Cobbe
et al., 2021; Hendrycks et al., 2021) and Chain-of-
Thought style prompting (Wei et al., 2022). Further
investigation on this effect is left as future work.
In Figure 3, we show extended results per problem
domain for each dataset. Qualitative examples of
generated solutions are shown in the Appendix A
Tables 10 and 11.

Figure 3: Performance of Romanian models and math-
specialized models on each domain from each RoMath
subset.

4.3 Training with Verifiable Rewards

Since a significant proportion of problems in Ro-
Math include intermediate steps and are verifiable,
we tested whether the problems are of sufficiently
high quality to enable training with rewards. We
adopt a part of the training procedure from Shao
et al. (2024), and fine-tune two variants of the
Llama3.2 (Dubey et al., 2024) (1B and 3B pa-
rameters) and Qwen2 (Yang et al., 2024) (0.5B
and 1.5B) family of models. For supervised fine-
tuning (SFT), we train on all problems from Bac-
calaureate and Competitions that contain interme-
diate steps to force the model to conform to the
specified output format of <rat,ionament> [. . . ]
</rat,ionament> <răspuns> [. . . ] </răspuns>.

Further, we train using GRPO (Shao et al., 2024)
with 4 completions per prompt on all verifiable
problems from Baccalaureate and Competitions,
using only a correctness reward and a format re-
ward. Figure 4 shows the performance on the
verifiable problems from the Baccalaureate sub-
set for this setting. Training with rewards reliably
boosts performance compared to only supervised
fine-tuning. As such, RoMath can be a useful re-
source for training Romanian reasoning models.

Figure 4: Performance of GRPO-trained LLama-3.2
and Qwen2 on on a subset of Baccalaureate that has
verifiable answers.

4.4 Impact of the Judge Model

In Figure 5, we compared multiple judge models
to gauge their effect on downstream performance.
Based on Table 3, we used Qwen2-7B, Llama-70B
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and Mixtral-8x7b as judges and used them to evalu-
ate the performance of the same Qwen2-7B, Llama-
70B and Mixtral-8x7b. We chose the same judges
and downstream models to check if judges pre-
fer the output of their own model. From Figure 5
we find that judges do not have “favorites”. How-
ever, we do find that, for example, in Competitions,
where there are more proofs than in Baccalaure-
ate, the Llama-70B and Mixtral-8x7b judges give
higher scores on average, which might explain
why results on the Competitions subset are higher:
judges might artificially inflate results. While the
differences between judges are small, there is a
clear ascending trend between them.

Figure 5: Performance using different judge models.

4.5 Translating Romanian Problems to
English

Translating domain-specific technical language is
non-trivial. Al-Tarawneh (2024) identified multi-
ple linguistic challenges that make translation dif-
ficult. Translating mathematics is challenging due
to the need for precise language, as even slight
ambiguities can alter meaning. Although mathe-
matical concepts are universal, their interpretation
varies across cultures. Additionally, mathematical
symbols and notations are not always standardized
across languages, and mathematical terms lack di-
rect equivalents in other languages, leading to po-
tential confusion if not properly accounted for.

We used the NLLB (NLLB Team et al., 2022)
family of models (600M, 1.3B, and 3.3B) to trans-
late from Romanian to English the test sets for
Baccalaureate and Competitions, as the models
have established numerical benchmarks on Roma-
nian to English translation. Directly translating
the full problem statement and solution resulted
in “gibberish” translations due to the mathematical

symbols present in the text. As such, we opted to
keep the LaTeX-delimited section intact and only
translate the surrounding natural language. While
this approach might lose some of the larger context,
we found it to be the only satisfactory approach.
Still, the resulting translations contain unnatural
English formulations and sometimes spurious text.
For instance, the problem statement “Se consideră
funct,ia f : R→ R, f(x) = ex − x+ 1. Să se cal-
culeze limx→0

f(x)−f(0)
x ” is translated as “It’s con-

sidered function f : R → R, f(x) = ex − x+ 1.
Let’s figure it out. limx→0

f(x)−f(0)
x [♪ I’m not

gonna let you down ♪]”, in which the part “[♪ I’m
not gonna let you down ♪]” is introduced spuri-
ously by the translation model.

In Table 5, we showcase the performance of
math-specialized LLMs on the English-translated
version of Baccalaureate and Competitions using
the different sizes of NLLB. Compared to the orig-
inal Romanian text, translating severely degrades
performance. We found that performance improves
with the translation model size, but up to a cer-
tain point. The main point of failure is handling
the math LaTeX tokens without disrupting the sur-
rounding text. The use of an LLM for translation
might be more appropriate only if its reliability and
control of its output are properly established, and
proper benchmarks for translation in Romanian are
in place.

Model Translation Model Romanian
Accuracy

English-
Translated
Accuracy

Diff.

B
ac

ca
la

ur
ea

te

nllb-200-distilled-600M 0.04 –0.28
Qwen/Qwen2-Math-7B-Instruct nllb-200-1.3B 0.32 0.03 –0.29

nllb-200-3.3B 0.03 –0.29

nllb-200-distilled-600M 0.09 –0.47
deepseek-ai/deepseek-math-7b-instruct nllb-200-1.3B 0.56 0.05 –0.51

nllb-200-3.3B 0.07 –0.49

nllb-200-distilled-600M 0.07 –0.23
mistralai/Mathstral-7b-v0.1 nllb-200-1.3B 0.30 0.07 –0.23

nllb-200-3.3B 0.07 –0.23

C
om

pe
tit

io
ns

nllb-200-distilled-600M 0.17 –0.38
Qwen/Qwen2-Math-7B-Instruct nllb-200-1.3B 0.55 0.20 –0.35

nllb-200-3.3B 0.19 –0.36

nllb-200-distilled-600M 0.09 –0.50
deepseek-ai/deepseek-math-7b-instruct nllb-200-1.3B 0.59 0.12 –0.47

nllb-200-3.3B 0.10 –0.49

nllb-200-distilled-600M 0.19 –0.42
mistralai/Mathstral-7b-v0.1 nllb-200-1.3B 0.61 0.21 –0.40

nllb-200-3.3B 0.20 –0.41

Table 5: Results on RoMath-Baccalaureate and RoMath-
Competitions for math-specific LLMs in 0-shot setting
with English-translated problems. Performance drops
significantly due to poor quality translations.

5 Conclusions and Future Directions

In this paper, we proposed RoMath, a benchmark-
ing suite consisting of three datasets with mathe-
matical problems written in Romanian: Baccalau-
reate, Competitions and Synthetic. We detailed the
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construction process and composition for each sub-
set and benchmarked several open-weight LLMs
under different training and evaluation scenarios.
We are the first to provide quantitative results for
mathematical reasoning in Romanian.

Surprisingly, we found that mathematics prob-
lems written in Romanian can be properly handled
by English-centric models, providing proper solu-
tions in Romanian. It is unclear why this occurs, es-
pecially since such models are not explicitly trained
on Romanian math tokens and most models have
strong language filters to train only on English. Our
results suggest that such LLMs would potentially
receive a passing grade (i.e., more than 50%) on the
Romanian baccalaureate exam, scoring an average
of ∼56% across all problems in Baccalaureate.

An important future direction is reliable auto-
matic annotations with Chain-of-Thought (CoT)
traces for multilingual reasoning problems. Our
results indicate that a significant factor in improv-
ing performance in mathematical reasoning is the
presence of intermediate reasoning steps in the so-
lutions. Performance is not reliably improved by
fine-tuning without CoT, and the presence of more
detailed solutions enables scalable training with
reinforcement learning algorithms such as GRPO
(Shao et al., 2024). Currently, only a subset of
RoMath contains intermediate steps for problem
solutions, and further structured annotations could
significantly increase the data quality.

Limitations

The main limitation of this work is the use of an
external LLM as a judge to estimate solution cor-
rectness, which might skew the results and arti-
ficially inflate performance. For example, some
generated solutions for proof-type problems ob-
tain the correct final result, but the intermediate
steps are incorrect. In some cases, the judge model
deemed these types of solutions as correct, whereas
they are not. While this is an inherent limitation
in literature for mathematics datasets that contain
proofs, this is currently an open problem and there
are on-going efforts to formalize proof verification
(Gowers et al., 2024). Furthermore, we argued that
the proper way to evaluate solutions of generated
proofs is by using an external proof verification
tool such as Lean (de Moura et al., 2015).
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Liviu P. Dinu and Denis Enăchescu. 2007. On clustering
Romance languages, pages 521–528.

Abhimanyu Dubey, Abhinav Jauhri, Abhinav Pandey,
Abhishek Kadian, Ahmad Al-Dahle, Aiesha Letman,
Akhil Mathur, Alan Schelten, Amy Yang, Angela
Fan, et al. 2024. The llama 3 herd of models. arXiv
preprint arXiv:2407.21783.

Adrian Marius Dumitran, Adrian Cătălin Badea, and
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A Appendix

Given the following mathematics problems in Romanian
formatted in MathPix markdown, make a JSON with
subject and solution pairs, removing unnecessary
boilerplate and extra problem identifiers. The JSON must
contain the full problem definition and subject number (e.g.
subject 1b). Each sub-question must contain the whole
problem definition for completeness. Each subject must be
self-contained. Do not output anything else besides the
required JSON. Do not modify the latex describing the
mathematical formulas.
Example (truncated): "

PROBLEMS:

Se consideră matricea A =

(
1 1
1 0

)
şi

şirul (Fn)n≥0 definit prin relat,ia de recurent, ă
Fn+1 = Fn + Fn−1, n ∈ N∗, cu F0 = 0, F1 = 1.

a) Să se calculeze determinantul şi rangul matricei A.

b) Să se calculeze F2 şi F3.

SOLUTIONS:
a) detA = −1 ̸= 0 ⇒ rangA = 2; b) F2 = 1, F3 = 2.
"

Example Output JSON:
[ {
"subject": "1a",

"definition": "Se consideră matricea A =

(
1 1
1 0

)

şi şirul (Fn)n≥0 definit prin relat,ia de recurent, ă
Fn+1 = Fn + Fn−1, n ∈ N∗, cu F0 = 0, F1 = 1. Să se
calculeze determinantul şi rangul matricei A.",
"solution": "detA = −1 ̸= 0 ⇒ rangA = 2"
},
{
"subject": "1b",

"definition": "Se consideră matricea A =

(
1 1
1 0

)

şi şirul (Fn)n≥0 definit prin relat,ia de recurent, ă
Fn+1 = Fn + Fn−1, n ∈ N∗, cu F0 = 0, F1 = 1. Să se
calculeze F2 şi F3.",
"solution": "F2 = 1, F3 = 2"
}
]
In this example, each sub-problem is self-contained and
is paired with the appropriate solution. The sub-problem
identifiers (e.g., "a)" and "b)") are stripped. The latex
markdown is left intact.

Real Input:

Table 6: Claude 3 Sonnet prompt to format raw Mark-
down into structured JSON.
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{
"role": "system",
"content": """Es, ti un student olimpic la matematică care
a participat s, i câs, tigat multiple concursuri internat,ionale
de matematică. Rolul tău este să rezolvi probleme
de matematică de liceu s, i să oferi solut,ii complete s, i
corecte. Problemele care necesită demonstrat,ii trebuie
rezolvate complet cu tot,i pas, ii intermediari necesari.
Problemele care au un singur raspuns final trebuie
furnizate într-un format încadrat (‘\boxed‘). Matematica
trebuie scrisă în format LaTeX pentru a asigura claritatea
s, i precizia solut,iilor. Textul in format LaTeX trebuie
delimitat folosind simbolurile ‘ \(‘ s, i ‘\)‘. Rezolvările
incomplete sau incorecte vor fi evaluate cu scoruri mai
mici. Asigură-te că răspunsurile sunt concise, fără prea
multe explicat,ii inutile.""",
},
# add few shot examples here: User => Problem statement,
Assistant => Solution
{
"role": "user",
"content": """Care este rezolvarea următoarei probleme?

{problem_statement}""",
}

Table 7: Romanian prediction prompt.
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{ "role": "system",
"content": """Asumă-t,i rolul unui profesor de matematică responsabil cu evaluarea răspunsurilor student,ilor pentru o
problemă de matematică în raport cu solut,iile corecte furnizate. Solut,iile pot include demonstrat,ii, valori exacte, răspunsuri
cu alegere multiplă sau aproximări numerice.

## Criterii de Evaluare:
1. **Echivalent, ă Matematică**: Evaluează răspunsurile pe baza echivalent,ei matematice, nu doar a preciziei numerice.
Verifică dacă diferite expresii algebrice sau simbolice sunt echivalente. Asigură-te că sunt echivalent,e precum \(
\frac{\sqrt{6}-\sqrt{2}}{2} \) fiind echivalent cu \( \sqrt{2 - \sqrt{3}} \).
2. **Scor**: Atribuie un scor de ’1’ pentru orice răspuns care se potrives, te sau este echivalent cu solut,ia furnizată, fie că este
o valoare exactă, o variantă de răspuns (de exemplu, A, B, C) sau o aproximare numerică corect rotunjită. Atribuie un scor de
’0’ pentru răspunsuri incorecte. Nu furniza niciun fel de explicat,ie.
3. **Tratarea Alegerii Multiple**: Dacă solut,ia furnizată este o variantă de răspuns (de exemplu, A, B, C, D, E, F) s, i
studentul identifică această alegere corect, trateaz-o ca fiind corectă. Dacă solut,ia este o valoare exactă s, i studentul furnizează
alegerea corespunzătoare care reflectă corect această valoare în conformitate cu contextul problemei, tratează-o de asemenea
ca fiind corectă.
4. **Echivalent, ă Numerică**: Tratează răspunsurile numerice ca fiind echivalente dacă sunt corecte cu cel put,in două
zecimale sau mai mult, în funct,ie de precizia furnizată în solut,ie. De exemplu, atât 0.913, cât s, i 0.91 ar trebui acceptate dacă
solut,ia este exactă cu două zecimale.
5. **Identităt,i Algebrice s, i Simbolice**: Recunoas, te s, i acceptă forme algebrice echivalente, cum ar fi \( \sin^2(x) +
\cos^2(x) = 1 \) sau \( e^{i\pi} + 1 = 0 \), ca fiind corecte.
6. **Forme Trigonometrice s, i Logaritmice**: Acceptă expresii trigonometrice s, i logaritmice echivalente, recunoscând
identităt,i s, i transformări care ar putea modifica forma, dar nu s, i valoarea.
7. **Demonstrat,ii Matematice**: Evaluează demonstrat,iile matematice pe baza corectitudinii s, i a logicii, nu a stilului sau a
formei. Asigură-te că demonstrat,iile sunt complete s, i corecte, chiar dacă sunt prezentate într-un mod diferit de solut,ia furnizată.

## Formatul As, teptat al Răspunsului: Prezintă răspunsul final cu un scor doar de ’0’ sau ’1’, unde ’0’ semnifică o solut,ie
gres, ită, iar ’1’ semnifică o solut,ie corectă. Nu include nicio altă informat,ie sau explicat,ii suplimentare în răspuns.

Problema de matematică este:
{question}.

Solut,ia corectă din baremul de corectare este:
{true}.

Te rog să evaluezi solut,ia studentului cu precizie pentru a asigura o evaluare exactă s, i corectă."""
},
{
"role": "user", "content": "Solut,ia studentului este {prediction}. Furnizează un doar scor de ’0’ sau ’1’, unde ’0’ semnifică o
solut,ie gres, ită, iar ’1’ semnifică o solut,ie corectă. Bazează-t,i evaluarea pe criteriile de evaluare furnizate si pe solut,ia corecta
din barem.",
}

Table 8: Romanian judge prompt.
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{
"role": "system",
"content": """Assume the role of a math teacher responsible for evaluating student responses for a math problem against the
provided correct solutions. Solutions may include proofs, exact values, multiple-choice answers, or numerical approximations.

## Evaluation Criteria:
1. **Mathematical Equivalence**: Evaluate answers based on mathematical equivalence, not just numerical accuracy.
Check if different algebraic or symbolic expressions are equivalent. Ensure that there are equivalences such as \(
\frac{\sqrt{6}-\sqrt{2}}{2} \) being equivalent to \( \sqrt{2 - \sqrt{3}} \).
2. **Scoring**: Assign a score of ’1’ for any answer that matches or is equivalent to the provided solution, whether it is an
exact value, a choice label (e.g., A, B, C), or a correctly rounded numerical approximation. Assign a score of ’0’ for incorrect
answers. Do not provide any explanatory feedback.
3. **Handling Multiple Choices**: If the solution provided is a choice (e.g., A, B, C, D, E, F) and the student identifies this
choice correctly, treat it as correct. If the solution is an exact value and the student provides the corresponding choice that
reflects this value correctly according to the problem’s context, also treat it as correct.
4. **Numerical Equivalence**: Treat numerical answers as equivalent if they are correct to at least two decimal places
or more, depending on the precision provided in the solution. For instance, both 0.913 and 0.91 should be accepted if the
solution is accurate within two decimal places.
5. **Symbolic and Algebraic Identities**: Recognize and accept equivalent algebraic forms, such as \( \sin^2(x) + \cos^2(x)
= 1 \) or \( e^{i\pi} + 1 = 0 \), as correct.
6. **Trigonometric and Logarithmic Forms**: Accept equivalent trigonometric and logarithmic expressions, acknowledging
identities and transformations that might alter the form but not the value.
7. **Mathematical Proofs**: Evaluate mathematical proofs based on correctness and logic, not style or form. Ensure proofs
are complete and correct, even if presented differently from the provided solution.
## Expected Output Format: Present your final answer with a score of ’0’ or ’1’ only, where ’0’ signifies an incorrect solution,
and ’1’ signifies a correct solution. Do not include any additional information or feedback in your response.

The math problem is:
{question}.

The correct solution from the answer key is:
{true}.

Please evaluate the student’s response with precision to ensure accurate and fair grading."""
},
{
"role": "user",
"content": "The student answer is prediction. Provide a score of ’0’ or ’1’ only, where ’0’ signifies an incorrect solution, and
’1’ signifies a correct solution. Base your evaluation on the provided evaluation criteria and the correct solution from the
answer key.",
}

Table 9: English judge prompt.
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RoMath-Baccalaureate

deepseek-ai/deepseek-math-7b-instruct
Problem Statement: Să se calculeze modulul numărului complex

√
3 + i.

Solution: 2
Generated Solution: Pentru a calcula modulul unui număr complex, folosim formula |z| =

√
a2 + b2 , unde z = a + bi.

În cazul nostru, a =
√

3 s, i b = 1.
Aplicând formula, obt,inem:

|z| =
√

(
√
3)2 + 12 =

√
3 + 1 =

√
4 = 2.

Deci, modulul numărului complex
√
3 + i este 2.

Răspuns: 2 .

OpenLLM-Ro/RoLlama3-8b-Instruct
Problem Statement: Să se demonstreze că vectorii u⃗ = −2⃗i + 3⃗j s, i v⃗ = 3⃗i + 2⃗j sunt perpendiculari.
Solution: Din a⃗ · b⃗ = −2 · 3 + 3 · 2 = 0 ⇒ a⃗ ⊥ b⃗
Generated Solution: Pentru a demonstra că vectorii u⃗ = −2⃗i + 3⃗j s, i v⃗ = 3⃗i + 2⃗j sunt perpendiculari, trebuie să arătăm că produsul lor punct este egal cu 0.
Produsul punct al celor doi vectori u⃗ s, i v⃗ este dat de:
u⃗ · v⃗ = (−2⃗i + 3⃗j) · (3⃗i + 2⃗j)
Acum, putem calcula produsul punct:
u⃗ · v⃗ = (−2)(3) + (3)(2) = −6 + 6 = 0
Deoarece produsul punct al celor doi vectori este egal cu 0, vectorii u⃗ s, i v⃗ sunt perpendiculari.

RoMath-Competitions

deepseek-ai/deepseek-math-7b-instruct
Problem Statement: Într-o clasă sunt 22 de elevi, dintre care 12 sunt fete. Să se determine în câte moduri se poate alege un comitet al clasei format din 3 fete s, i 2 băiet,i.
Solution: Numărul băiet,ilor este 22 − 10 = 12. Fetele pot fi alese în C3

12 = 220 moduri. Băiet,ii pot fi ales, i în C2
10 = 45 moduri. Comitetul format din 3 fete s, i 2 băiet,i dintre cei

22 de elevi ai clasei poate fi format în C3
12 · C2

10 = 9900 moduri.
Generated Solution: Pentru a rezolva această problemă, trebuie să utilizăm formula combinării. Combinarea este o modalitate de a alege un set de elemente dintr-o mult,ime mai mare, fără
a uita la ordinea elementelor.
În acest caz, trebuie să alegem 3 fete din 12 s, i 2 băiet,i din 10 (deoarece 22 - 12 = 10).
Formula combinării este:

C(n, k) =
n!

k!(n − k)!

unde n este numărul total de elemente, k este numărul de elemente ce trebuie alese, iar ""!"" semnifică factorialul unui număr.
Pentru a calcula numărul de moduri în care putem alege 3 fete din 12, aplicăm formula:

C(12, 3) =
12!

3!(12 − 3)!
=

12!

3!9!
=

12 × 11 × 10

3 × 2 × 1
= 220

Pentru a calcula numărul de moduri în care putem alege 2 băiet,i din 10, aplicăm formula:

C(10, 2) =
10!

2!(10 − 2)!
=

10!

2!8!
=

10 × 9

2 × 1
= 45

Pentru a calcula numărul total de moduri în care putem forma comitetul, înmult,im cele două rezultate:

220 × 45 = 9900

Deci, există 9900 de moduri în care se poate forma comitetul.

Răspunsul final este 9900 .

OpenLLM-Ro/RoLlama3-8b-Instruct
Problem Statement: Un grădinar a plantat într-una dintre grădinile pe care le îngrijes, te parcele cu tufe de trandafir din soiuri distincte, astfel încât fiecare parcelă cont,ine trandafiri dintr-un
alt soi. Într-o zi are de realizat un aranjament floral din aces, ti trandafiri. Analizează tufele s, i procedează în felul următor: din prima parcelă taie trei trandafiri, din cea de a doua taie de două
ori mai mult,i decât din prima s, .a.m.d., tăind dintr-o parcelă de două ori mai mult,i trandafiri decât din parcela precedentă. Care este numărul minim de trandafiri pe care trebuie să-1 aibă
parcela a IX-a pentru a putea fi folosită la realizarea aranjamentului floral?
Solution: Parcela a IX a trebuie să aibă cel put,in: 3 · 28 = 3 · 256 = 768
Generated Solution: Să notăm numărul de trandafiri din fiecare parcelă ca P1, P2, P3,..., P9. Conform problemei, numărul de trandafiri din fiecare parcelă este dat de:
P1 = 3
P2 = 2 * P1 = 2 * 3 = 6
P3 = 2 * P2 = 2 * 6 = 12
P4 = 2 * P3 = 2 * 12 = 24
P5 = 2 * P4 = 2 * 24 = 48
P6 = 2 * P5 = 2 * 48 = 96
P7 = 2 * P6 = 2 * 96 = 192
P8 = 2 * P7 = 2 * 192 = 384
P9 = 2 * P8 = 2 * 384 = 768
Deci, numărul minim de trandafiri din parcela a IX-a este 768.

Table 10: Qualitative examples of correct zero-shot predictions for RoMath-Baccalaureate and RoMath-
Competitions.
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RoMath-Baccalaureate

deepseek-ai/deepseek-math-7b-instruct
Problem Statement: Să se rezolve în mult,imea numerelor reale ecuat,ia 2x = 4x .
Solution: x=0
Generated Solution: Pentru a rezolva ecuat,ia 2x = 4x , putem scrie 4x ca (22)x , adică 22x .
Astfel, ecuat,ia devine 2x = 22x .
Prin urmare, putem scrie x = 2x.
Împărt,ind ambii membri ai ecuat,iei cu x, obt,inem 1 = 2.
Această ecuat,ie nu are solut,ii în mult,imea numerelor reale, deoarece 1 nu este egal cu 2.
Deci, ecuat,ia 2x = 4x nu are solut,ii în mult,imea numerelor reale.

Răspuns: Nu are solut,ii

OpenLLM-Ro/RoLlama3-8b-Instruct

Problem Statement: Să se calculeze determinantul

∣∣∣∣∣∣

1 3 5
7 9 11
2 4 6

∣∣∣∣∣∣
.

Solution: 0
Generated Solution: Pentru a calcula determinantul matricei date, putem folosi metoda de expansiune prin rânduri. Să calculăm determinantul:∣∣∣∣∣∣

1 3 5
7 9 11
2 4 6

∣∣∣∣∣∣
În primul rând, putem elimina primul rând s, i primul element din al doilea rând:∣∣∣∣

9 11
2 4

∣∣∣∣
Acum, putem calcula determinantul matricei 2x2 rămase:∣∣∣∣

9 11
2 4

∣∣∣∣ = 9 · 4 − 11 · 2 = 36 − 22 = 14

Deci, determinantul matricei date este 14.

RoMath-Competitions

deepseek-ai/deepseek-math-7b-instruct

Problem Statement: Într-un plan, raportat la reperul ortogonal de axe de coordonate (xxOy) se dau punctele: A(0; 6); B(5; 4); C(−1; 4). Pentru a = 5 să se scrie ecuat,ia medianei
corespunzătoare laturii BC.

Solution: Determină coordonatele mijlocului lui [BC] notat cu M : xM = 5−1
2

= 2, yM = 4+4
2

= 4 ⇔ M(2, 4) Ecuat,ia dreptei (AM):

∣∣∣∣∣∣

x y 1
0 6 1
2 4 1

∣∣∣∣∣∣
= 0 ⇒ AM :

x + y − 6 = 0.
Generated Solution: Pentru a scrie ecuat,ia medianei corespunzătoare laturii BC, trebuie să găsim mijlocul segmentului BC, notat M.
Mijlocul unui segment este dat de media aritmetică a coordonatelor punctelor de capăt ale segmentului. Astfel, coordonatele punctului M sunt:
M(xM; yM) = ((xB + xC) / 2; (yB + yC) / 2)
M(-1 + 5 / 2; 4 + 4 / 2) = M(2; 4)
Mediana AM este dreapta care unes, te punctul A cu mijlocul M al segmentului BC.
Ecuat,ia unei drepte în plan, cunoscând coordonatele a două puncte A(x1; y1) s, i B(x2; y2), este: (y - y1) / (y2 - y1) = (x - x1) / (x2 - x1)
Aplicând formula pentru mediana AM, avem: (y - 6) / (4 - 6) = (x - 0) / (2 - 0)
Simplificând, obt,inem: (y - 6) / (-2) = x / 2
Ecuat,ia medianei AM este: y - 6 = -2x sau 2x + y - 6 = 0
Pentru a = 5, ecuat,ia medianei corespunzătoare laturii BC este: 2x + y - 6 = 0

OpenLLM-Ro/RoLlama3-8b-Instruct
Problem Statement: În raport cu un reper cartezian xOy, considerăm un purice P care sare doar în puncte având ambele coordonate întregi. La o săritură, puricele se deplasează doar pe
verticală sau pe orizontală. După o săritură nu este obligatoriu să schimbe direct,ia de deplasare, dar respectă următoarea regulă: sare 3 unităt,i, apoi 2 unităt,i, 3 unităt,i, 2 unităti etc. De
exemplu, dacă M se află init,ial în punctul (1, 2), la prima mutare ar putea fi în punctul (1, 5), iar apoi în (1, 7) dacă păstrează direct,ia, sau în ( 3,5 ), dacă îs, i schimbă direct,ia. Dacă P se
află init,ial în origine, demonstrat,i că poate ajunge în punctul (2013, 0).
Solution: Puricele se poate deplasa doar orizontal, astfel: după două sărituri ajunge în punctul (5, 0), după patru ajunge în (10, 0) s, i, tot as,a, după 804 sărituri ajunge în (2010, 0). La
următoarea săritură va ajunge în (2013, 0).
Generated Solution: Pentru a demonstra că puricele poate ajunge în punctul (2013, 0), vom arăta că poate ajunge în orice punct cu coordonate întregi prin repetarea ciclului de deplasare.
Să notăm deplasarea verticală ca v s, i deplasarea orizontală ca h. Ciclul de deplasare este dat de secvent,a (v, h, v, h, v, h, . . . ), unde v = 3 s, i h = 2. Aceasta înseamnă că puricele
se deplasează în sus 3 unităt,i, apoi în dreapta 2 unităt,i, apoi în sus 3 unităt,i, apoi în dreapta 2 unităt,i, s, i as,a mai departe.
Acum, să luăm în considerare punctul (2013, 0). Deoarece puricele poate sări doar în puncte cu coordonate întregi, trebuie să găsim o secvent,ă de deplasări care să conducă la acest punct.
Putem observa că ciclul de deplasare dat poate fi repetat de 2013 ori pentru a ajunge la punctul (2013, 0).
Pentru a vedea acest lucru, să luăm în considerare deplasările necesare pentru a ajunge la punctul (2013, 0) din origine:
1. Deplasare verticală de 3 unităt,i (de la (0, 0) la (0, 3)).
2. Deplasare orizontală de 2 unităt,i (de la (0, 3) la (2, 3)).
3. Deplasare verticală de 3 unităt,i (de la (2, 3) la (2, 6)).
4. Deplasare orizontală de 2 unităt,i (de la (2, 6) la (4, 6)).
5. Deplasare verticală de 3 unităt,i (de la (4, 6) la (4, 9)).
6. Deplasare orizontală de 2 unităt,i (de la (4, 9) la (6, 9)).
7. Deplasare verticală de 3 unităt,i (de la (6, 9) la (6, 12)).
8. Deplasare orizontală de 2 unităt,i (de la (6, 12) la (8, 12)).
9. Deplasare verticală de 3 unităt,i (de la (8, 12) la (8, 15)).
10. Deplasare orizontală de 2 unităt,i (de la (8, 15) la (10, 15)).
Putem continua acest proces până când ajungem la punctul (2013, 0). Deoarece ciclul de deplasare poate fi repetat de 2013 ori, puricele poate ajunge în punctul (2013, 0) după
efectuarea ciclului de deplasare de 2013 ori.

Table 11: Qualitative examples of incorrect zero-shot predictions for RoMath-Baccalaureate and RoMath-
Competitions.
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Abstract

We implement Large Language Model Align-
ment algorithms to formal logic reasoning tasks
involving natural-language (NL) to first-order
logic (FOL) translation, formal logic inference,
and premise retranslation. These methodolo-
gies were implemented using task-specific pref-
erence datasets created based on the FOLIO
datasets and LLM generations. Alignment was
based on DPO, this algorithm was implemented
and tested on off-the-shelf and pre-aligned mod-
els, showing promising results for higher qual-
ity NL-FOL parsing, as well as general align-
ment strategies1. In addition, we introduce
a new similarity metric (LogicSim) between
LLM-generated responses and gold standard
values, that measures logic-relevant informa-
tion such as premise count and overlap between
answers and expands evaluation of NL-FOL
translation pipelines2. Our results show that
LLMs still struggle with logical inference, how-
ever alignment benefits semantic parsing and
retranslation of results from formal logic to nat-
ural language.

1 Introduction

Reasoning using a formal logic language is one
of the basis of mathematical thinking. Being able
to abstract a problem in natural language and ex-
press the distinct variables and relationships be-
tween them in logical terms helps mitigating ambi-
guity and unclear relationships. Using these formal
representations, a step-by-step inference procedure
can be carried out in order to obtain a logically
valid conclusion of the presented premises. This
type of reasoning is crucial for, not only mathemat-
ics but, any discipline in need of an explainable
decision making process.

1Datasets and models can be found freely on HuggingFace:
https://huggingface.co/Kurosawama

2Code can be accessed via this paper’s GitHub:
https://github.com/Kurocaguama/Into-The-Limits-of-Logic

State-of-the-art Large Language Models (LLMs)
exhibit human-like reasoning capabilities for var-
ious tasks such as coding, general academic ex-
amination, and reading comprehension (OpenAI,
2023; Anthropic, 2024). However, formal logic and
mathematical reasoning has proven to be an area
of expertise where LLMs consistently underper-
form: the Claude 3 series of models barely reach
a 42% Accuracy in the AMC 12 (Mathematical
Association of America, 2025), and a 61% on the
MATH dataset (Hendrycks et al., 2021), even with
such scores Claude outperforms models like GPT 4.
Given the connection between logic, mathematics,
and human cognitive processes (Yang et al., 2024b),
improving an LLM’s performance in this area is an
open research problem. Not only is this interesting
as a stand-alone problem, it has very positive impli-
cations for the explainability of LLMs. Having a
model that can correctly infer and explain step-by-
step said process would benefit most current uses
of LLMs.

In this article we focus on an end-to-end infer-
ence process divided into three main steps. Given
a set of premises in natural language (NL) the first
step is a translation of the premises from natural
language to first-order logic (FOL). The second
step is an LLM-based inference procedure based
on the FOL representations. The final step corre-
sponds to a retranslation of the conclusion from
FOL to natural language. For each step we im-
plement an LLM Alignment methodology focused
on the corresponding task in order to improve a
model’s performance, as well as a corresponding
evaluation.

LLM Alignment methods are post-training
strategies that modify a model’s internal weights
in order to generate text that caters with human
selected responses for a wide range of downstream
tasks. Alignment strategies, based on reinforce-
ment learning with human feedback (Christiano
et al., 2017), were originally implemented for auto-
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matic summarization (Stiennon et al., 2020). How-
ever, recent research uses these strategies to adjust
an LLM’s behavior to generate safe and useful re-
sponses (Ouyang et al., 2022; Bai et al., 2022; Ji
et al., 2025). Interestingly, alignment methods have
been shown to improve an LLM’s performance
in tasks outside safety and harmfulness, making
them an integral part of post training for newer
releases of models (DeepSeek-AI et al., 2025; Ope-
nAI, 2025).

Our approach differs from similar methodolo-
gies that work with the same NL-FOL workflow
by omitting the dependency on prompting, the use
of an external solver, and self-verification. By inte-
grating translation and inference capabilities into
a model via alignment, we obtain a robust model
capable of solving our problem on its own without
the need of external tools. Additionally, we present
a novelty metric that measures logical similarity
between two sets of premises based on information
concerning predicates and logical connectors. This
metric allows us to finely evaluate LLMs during
the workflow, expanding our focus from the sin-
gle truth value that NL-FOL workflows are usually
evaluated by.

We tested our methodology around the FOLIO
dataset (Han et al., 2024), a human created and an-
notated dataset focused on natural language to first-
order logic translation and inference, that is easily
adaptable to our three step pipeline. Evaluation was
in accordance to FOLIO and step-specific metrics.
Our results show that off-the-shelf LLMs can be
easily adjusted to become efficient semantic parsers
with a limited amount of information, even being
able to follow particular prompt-structures aside
from the logical benefit. Pre-aligned models per-
form decently without any logic-based alignment,
yet their performance falters after our alignment
strategy is applied, suggesting that our methodol-
ogy needs to be polished in order to work as an
additional layer of post-training.

2 Related Work

2.1 LLMs for Logic-Based Reasoning

Early work in this area, such as ProofWriter
(Tafjord et al., 2021), tested how well LLMs could
reproduce proof generation based on given facts
and rules, opting for a generative strategy over clas-
sification systems based on pretrained models such
as PRover (Saha et al., 2020).

Recent work has covered a wide variety of gen-

erative strategies similar to ProofWriter. Pan et al.
(2023)’s Logic-LM and Olausson et al. (2023)’s
LINC are an example of tool-augmented systems
that test an identical end-to-end problem as our-
selves. A key difference is that they incorporate
the use of an external solver for the inference and
retranslation part of the problem, an addition that
enables both systems to outperform classic prompt-
ing strategies like Chain-of-Thought (Wei et al.,
2023) reasoning. Further research has improved
tool-augmented systems (Raza and Milic-Frayling,
2025; Kirtania et al., 2024), even surpassing Logi-
cLM’s and LINC’s results. However, the addition
of the external solver reduces the impact of the
LLM within the logic pipeline, limiting the influ-
ence to the symbolic formalization of the pipeline.
Yao et al. (2023) endows an LLM with a search
function over possible answers in order to emulate
a tree search. This removes the need of the external
solver but still requires certain calculations to be
carried out independently of the LLM.

Most LLM-only approaches rely on prompting
and in-context learning, often modifying the struc-
ture of the prompt to carry out procedures like
abstracting, formalizing, and explaining before an-
swering (Ranaldi et al., 2025), formulating the so-
lution as a Python function (Lyu et al., 2023), or
giving the prompt a task-specific solution struc-
ture (Zhou et al., 2024). An extension of these
approaches that is highly similar to our work, is
the use of LLM Alignment methods in order to
optimize a task-oriented Supervised Fine-Tuning
(Ranaldi and Freitas, 2024). A slight difference
however, is that this work focuses on general rea-
soning rather than formal logic.

2.2 Alignment Methodologies
Initial works in LLM Alignment taught models
how to summarize texts (Stiennon et al., 2020)
and how to behave in terms of safety and useful-
ness (Ouyang et al., 2022) using Supervised Fine-
Tuning (SFT) to obtain a reference model for sam-
pling, and PPO (Schulman et al., 2017) as a training
strategy with another LLM. However, PPO is an on-
line algorithm that uses two LLMs during training,
meaning that it’s a resource heavy option that now
serves more as a baseline comparison rather than a
widely used strategy. Alternative algorithms have
been developed that solve this problem, particularly
Direct Preference Optimization (DPO) (Rafailov
et al., 2023). This algorithm avoids fine-tuning
a reference model as well as the sampling from
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Figure 1: Step-Independent Alignment (left) and Mixture-of-Steps Alignment (right).

said model, it does so by working on a preference
dataset that compares pairs of responses to a given
prompt. DPO is a widely used algorithm for align-
ment in state-of-the-art LLMs (Grattafiori et al.,
2024).

Further research regarding alignment algorithms
has been carried out. The Group Relative Policy
Optimization algorithm (GRPO) (Shao et al., 2024)
is a memory-optimized version of PPO that avoids
the reference model, and instead shows explicitly
which responses are preferred by giving a prompt
and a "correct" completion of said prompt.

Mathematically speaking, each strategy has its
strengths and weaknesses that make it an adequate
candidate for alignment (Xu et al., 2024). However
we can’t just rely solely on mathematical intuition
given that we’re working with text data as well as a
concrete problem that can’t be solely encapsulated
with loss functions. For said reason we opt for DPO
due to the nature of preference datasets used during
training. This type of datasets enables a model
to compare different answers, analyze differences
between them, and consider the preference score
in order to adequately adjust the model’s response.
In logical and mathematical reasoning there isn’t
always a single correct way to derive a proof, or to
semantically parse a set of premises. We believe
that by having a dynamic set of scores that measure
correctness, a model should be able to efficiently
adapt to varying sets of premises, inference steps,
and lexical themes.

2.3 Logic and Mathematics Evaluation

LLM logical evaluation has a plethora of datasets
to work with. However, not every dataset centered

on logical reasoning actually evaluates formal log-
ical language reasoning. Datasets like LogiQA
(Liu et al., 2020) and LogicNLI (Tian et al., 2021)
are good resources for natural language reason-
ing, however there’s no logical formalization of the
premises and answers within those datasets.

Newer benchmarks such as FOLIO (Han et al.,
2024), LogicBench (Parmar et al., 2024), or
MALLS (Yang et al., 2024a), deal with the for-
malization of the premises in first-order logic. In
particular, FOLIO is an expert-written and human-
reviewed dataset (contrary to the other two), that
covers each step of an end-to-end pipeline for logic-
inference.

3 Experiments

In this section we describe our end-to-end work-
flow with a working example, the creation of the
preference datasets used for alignment, selected
LLM checkpoints, and experimental setup.

3.1 Problem Definition

As previously mentioned, our inference procedure
is divided into three separate steps, each evaluated
independently to determine weak points throughout
the end-to-end workflow.

The first step of our three step inference pro-
cess is the translation of a set of premises from
natural language to first order logic. This task is
also referred to as semantic parsing, and is shared
across many logic-based reasoning systems (Pan
et al., 2023; Olausson et al., 2023; Raza and Milic-
Frayling, 2025). The second step is the inference
procedure based solely on the premises in their
FOL syntax. The LLM should use logically valid
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inference steps3 in order to obtain a unique con-
clusion, expressed in FOL syntax, to the problem
formulation. The third and final step corresponds
to a retranslation of the conclusion to natural lan-
guage. An example of the whole process can be
seen in table 1. The example is extracted from the
validation set of the FOLIO dataset.

3.2 Alignment

In order to train an LLM in each task an alignment
strategy based on the corresponding step is imple-
mented. Two variations of the alignment procedure
are possible: Step-Independent Alignment (training
with only a single step of the pipeline) and Mixture-
of-Steps Alignment (training using the full pipeline).
Step-Independent Alignment generates three dis-
tinctly aligned models, one for each corresponding
step. On the other hand, Mixture-of-Steps returns
a single model aligned to all of the steps. Figure 1
shows a diagram of the end-to-end inference pro-
cess and the steps where alignment is performed.
Due to the sparse amount of data available for train-
ing (1000 data instances at most per step), Step-
Independent Alignment is not carried out in our
experiments. The implementations talked about in
the remainder of the paper describe training and
performance using the Mixture-of-Steps methodol-
ogy.

We implement alignment based on DPO
(Rafailov et al., 2023) due to the advantages this
algorithm presents over classic SFT + RLHF ap-
proaches (Ouyang et al., 2022), particularly in re-
gards with the datasets needed implement the algo-
rithm. DPO uses a preference dataset for training,
each entry is comprised of four columns, two of
which contain chosen and rejected generations, and
two that contain a score that measures a numerical
preference over each pair of responses. The chosen
and rejected columns share the same input prompt,
it’s the LLM response that varies.

We created a preference dataset for each step of
the end-to-end procedure. Each dataset is model
specific meaning that the responses of one model’s
checkpoint don’t affect the behavior of other mod-
els. This allows us to evaluate various aspects of
LLM behavior such as how susceptible each in-
dividual model is to our methodology, how much
of an improvement is shown between aligned and
vanilla models, parameter size dependency and
more. This segmentation between steps generates

3The same ones used for the FOLIO dataset.

three datasets per LLM checkpoint used, however
combining them into a unique dataset is a straight
forward procedure.

3.3 Preference Dataset Creation

To create a single entry of the dataset we consider a
prompt x, based on which we need to obtain two an-
swers, y1, y2 (chosen and rejected), and two scores,
s1, s2, that serve as preferences for the LLM. The
chosen column contains the pair (x, y1), while the
rejected column switches the response, containing
the pair (x, y2). Our datasets’ chosen inputs are
always extracted directly from the FOLIO dataset
meaning they’re human generated, on the other
hand, rejected inputs are always LLM-generated.
However, not every instance of FOLIO is consid-
ered, particularly for the inference and retranslation
datasets. FOLIO is comprised of sets of premises
and conclusions, and a corresponding truth value
(True, False, Uncertain) for any conclusion. Those
tagged as False or Uncertain are not taken into
consideration.

Preference scores are balanced depending on
similarity between both texts. Given the high qual-
ity annotations used in FOLIO, we believe consid-
ering said answer as gold standards gives us better
aligned models with an objective ground truth.

Formally, consider an LLM checkpoint C, in
order to generate the i−th entry of the translation
dataset (the procedure is that same for any step of
the logic procedure) we ask C to carry out said
step on the i−th entry of FOLIO to obtain an LLM-
generated answer. This synthetic answer is com-
pared with the actual i−th entry of the dataset and
measured in terms of semantic similarity. Based
on this similarity score the chosen and rejected val-
ues s1 and s2 are calculated, initial chosen scores
are initialized at 8, while rejected scores at 4. The
semantic similarity measure modifies these scores
allowing a max range of 8.5 and 3.5, and a mini-
mum similarity score of 7.5 and 4.5.

We opted for a one-shot prompting approach
for each step of the inference procedure. Most
LLM literature evaluates formal logic reasoning
using multi-shot prompting (Grattafiori et al., 2024;
OpenAI, 2023; Anthropic, 2024; Han et al., 2024),
however we’re interested in measuring the effects
of alignment strategies over prompting, hence the
selection of one-shot prompting. The full prompts
can be accessed via this paper’s repository.
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NL
Premises

FOL
Premises

FOL
Conclusion

NL
Conclusion

·Robert Lewandowski
is a striker.

·Strikers are soccer
players.

·Robert Lewandowski
left Bayern Munchen.
·If a player leaves a
team they no longer
play for that team.

Striker(robertLewadowski)
∀x(Striker(x)→SoccerPlayer(x))

Left(robertLewandowski, bayernMunchen)
∀x∀y(Left(x, y)→ ¬PlaysFor(x, y))

SoccerPlayer(robertLewandowski)
Robert Lewandowski is a

soccer player.

Table 1: Extracted example from FOLIO.

3.4 Evaluation Methods

We compare an LLM-generated answer with a gold
standard extracted from the FOLIO dataset, based
on certain similarities we determine if the model’s
response is adequate. This methodology measures
quality across each step and not only analyzes the
final logical value of each sample, thus expanding
NL-FOL translation metrics and evaluation sys-
tems.

For each step we measure a similarity value that
considers consistency of individual premises, func-
tions, variables, logical connectors and operations,
as well as total amount of predicates. If there’s
a sufficient similarity based on these values, we
tag the pair as adequate and carry out a manual
revision to further analyze results. Reported scores
are based on these tags. Our metric is defined as
follows:

Let (x, y) be a pair of answers the same infer-
ence step, x extracted from FOLIO, y generated
by an LLM. We denote the differences in total
amount of premises between x, y as pd, the dif-
ferences in distinct amount of predicates as ap,
the differences in total predicates appearances
as tp, differences in logical operators as ld and
the intersection over union of predicates as IoU .
Our metric is defined as:

LogicSim(x, y) = pd+ ap+ tp+ ld+ IoU (1)

This metric operates over atomic sentences (sen-
tences in the form of Predicate(v1, ..., vn)), each
separated using regular expressions. Final scores
are normalized. Figure 2 shows an example of the
metric, FOLIO’s correct text is the same as the FOL
Premise in table 1, the LLM answer is generated
by LLAMA-3.1-8B.

Since this metric operates over FOL, the final
step of the pipeline is evaluated using dense seman-
tic similarity.

3.5 LLMs

A total of 5 LLMs were tested, table 2 shows the
full list. We test both -INSTRUCT (referred to as
pre-aligned models) and vanilla models in order
to measure the impact of previous general pur-
pose alignment in our experiments. Due to insuffi-
cient computing power, larger checkpoints weren’t
tested. Checkpoints obtained using our methodol-
ogy will be referred to as logic-aligned models or
-LA models due to their checkpoint name.

Model Series Checkpoint
Llama 3 Llama-3.1-8B
Llama 3 Llama-3.1-8B-Instruct
LLama 3 Llama-3.2-3B
Llama 3 Llama-3.2-3B-Instruct

Gemma 3 google/gemma-3-1b-it

Table 2: List of LLM checkpoints used during testing.

Training, generation, and evaluation was carried
out in a single A5000 GPU. The creation of single
step dataset averaged 2:10 hours, alignment aver-
aged around 16 minutes using TRL’s (von Werra
et al., 2020) implementation of DPO. Details re-
garding hyperparameters can be found in Appendix
B as well as this paper’s repository.

4 Results and Evaluation

Table 3 shows the average LogicSim score of each
model during the first two steps. The third step isn’t
evaluated using this metric since the answers them-
selves are in NL, while our metric only evaluates
FOL premises. Table 4 shows the average semantic
similarity between gold standards and retranslated
premises between checkpoints.

5 Discussion and Future Work

We first discuss model-agnostic results, afterwards
vanilla models and their logic-aligned counterpart,

116



Figure 2: LogicSim(x, y) between a gold standard and an LLM answer.

Checkpoint Translation Inference
LLAMA-3.1 (20.4, 20.7) (47, 45.9)

LLAMA-3.1-INST (22.8, 22.9) (58.5, 59.8)
LLAMA-3.2 (24.4, 23.1) (47.5, 48.8)

LLAMA-3.2-INST (25.8, 25.6) (56.6, 53.6)
GEMMA-3-1B-IT (29.1, 30.8) (46.7, 47.9)

Table 3: The ordered pairs indicate scores for -LA
aligned models, and base checkpoints, in said order.
e.g. (20.4, 20.7) indicates that the -LA model scored
20.4, while the base checkpoint 20.7.

Checkpoint Retranslation
LLAMA-3.1 (0.38, 0.22)

LLAMA-3.1-INSTRUCT (0.32, .33)
LLAMA-3.2 (0.27, 0.21)

LLAMA-3.2-INSTRUCT (0.43, 0.39)
GEMMA-3-1B-IT (0.23, 0.27)

Table 4: Average semantic similarity between a check-
point’s retranslation step.

to finish with the pre-aligned models. Select tables
can be found in the Appendix C.

5.1 Model-Agnostic

Models perform best in step 1, however they strug-
gle particularly when having to use multiple predi-
cates as well as functions that operate over various
variables. As an example consider premise 4 from
table 1, that stand alone premise is associated with

the following FOL formulation:

∀x∀y(Left(x, y)→ ¬PlaysFor(x, y)) (2)

This formulation uses two universal quantifies,
over two variables x, y that correspond to a soc-
cer player and a team. In general, vanilla, pre-
aligned, and -LA models are unable to formulate a
translation that takes into account the second vari-
able (the team) in order to correctly generalize the
formulation (see tables 7 and 8). At best, some
translations are either vague enough that they make
sense on their own, or are closely related to the
premise but don’t represent the same logical formu-
lation. LLAMA-3.1-8B-INSTRUCT-LA translates
this premise in a contrapositive manner (Table 7),
indeed if a player x plays for a club y, it implies
that x has not left club y, while that is logically
equivalent it is an incorrect translation.

Additionally, -LA models generate longer re-
sponses in comparison with gold standards, table
9 shows that LLM-generations can be over 1000
characters longer than the answers extracted from
the dataset. This is a notorious problem in steps
2 and 3 since the expected answer is a single logi-
cal conclusion, however, LLMs tend to regurgitate
information presented in either the prompt or the
alignment datasets.

While the semantic parsing task of steps 1 and
3 shows promising improvement, logical inference
remains a challenge for all models. Most inference
steps where poorly executed, vanilla models were
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too susceptible to following the prompt structure
even in cases when the answer was comprised of a
single premise.

5.2 Vanilla Models

Logic-aligned models improve generation struc-
ture throughout the full procedure, noteworthy im-
provement can be seen in steps 1 and 3. However
structure improvement doesn’t translate to seman-
tic parsing correctness.

Vanilla models are highly inconsistent when
recreating any step of the pipeline, their genera-
tions barely have overlapping lexicon with the gold
standard, premises are not separated in any man-
ner, responses are quick to degenerate, and rea-
soning is conspicuous by its absence. In contrast,
logic-aligned models are able to separate and parse
premises, create complex predicates with adequate
use of variables, and explain the reasoning behind
such predicates.

This improvement in performance and parsing-
quality is heavily tied to our specific problem, as
well as prompt structure used during alignment.
The prompts follow a one-shot structure (see Ap-
pendix A), in particular for steps 1 and 3 the single
example contains context regarding logical sym-
bols as well as a precise comment on each premise
and predicate (marked by the three consecutive
colons). This is the most notable pet phrase adapted
by the logic-aligned models. Similarly, the prompt
separates the problem, the predicates, and premises
(in that order), making the model highly susceptible
to generating answers in the same format disregard-
ing logical-veracity.

However, even with general improvements in
parsing structure and the use of logical connectors,
-LA models struggle to remain consistent during
parsing and to incorporate world-knowledge into
this task. Consider the example shown in tables 7
and 8, NL premises are extracted from the dataset,
the corresponding FOL premises were translated by
the LLAMA-3.1-8B-LA checkpoint. The model
fails to realize that the function Left(x) can’t be
used as a variable, RobertLewandowski should
be a constant rather than a function, and that Bayern
Munchen is not represented as a constant.

5.3 Pre-Aligned Models

Pre-aligned models have better baselines in terms
of style, structure, and general problem solving ca-
pabilities. Even in with a one-shot style of prompt-

ing, these models surpass Vanilla + -LA check-
points throughout the pipeline.

Problems like the one discussed in the previ-
ous subsection aren’t as notorious with pre-aligned
models. However, a different problem is encoun-
tered with these models: the variation of FOL ex-
pressiveness. As an example consider the predicate
RankedHighlyBy(x, womensTennisAssociation),
this is shortened to RankedHigh(x) by -INSTRUCT

LLMs, and is specified (in natural language) that
the institution doing the ranking is the Women’s
Tennis Association. Problems like these happen
in particular with pre-aligned models and require
manual revision of the experiments.

5.4 Future Work

The alignment datasets could improve substantially.
Dataset-wise the prompts used for alignment varied
only in the test example, the linguistic structure
of the prompt, as well as the one-shot example
remained the same. Adding variations in structure
such as zero-shot and multi-shot examples, a varied
lexicon and different training examples, as well as
more diverse preference scores would improve the
robustness of the system.

With regards to training data, increasing the size
of the alignment dataset, either by combining our
datasets with general purpose alignment, or by in-
creasing the amount of formal logic reasoning ex-
amples is an avenue of research that might help
improve performance in the end-to-end inference
task. This could enable a more robust implementa-
tion of single-step alignment.

RL-wise, implementing different alignment algo-
rithms like GRPO, as well as expanding this prob-
lem to a multi-objective optimization case could be
beneficial for further experiments. The three step
pipeline easily adapts into multi-objective scenar-
ios like those proposed in Panacea (Zhong et al.,
2024) and AMoPO (Liu et al., 2025), this approach
reduces the amount of models needed to be evalu-
ated and makes use of all of the previously created
datasets. A parallel approach would be to incor-
porate multi-shot examples during training, this
would harness the best of alignment and prompting
strategies.

Limitations

LLM alignment drastically improves a model’s gen-
erative capabilities for a given task, however the
fundamental workings of the LLM remain the same.
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Our methodology enables LLMs to mimic certain
aspects of formal logic reasoning, however incorpo-
rating real world knowledge into their mimicking
is a limiting aspect of the methodology.

Even if a model is capable of solving tasks like
the one evaluated in this paper, it does not mean
that the problem of mathematical thinking and ab-
straction are solved. LLMs are still stochastic by
nature and leveraging the generation probabilities
of formal logic tokens to mimic rational thinking
and abstraction is not the same as actual rational
thinking and abstraction.

Ethical Considerations

Our work aims at giving an LLM abstraction capa-
bilities over natural language, however these mod-
els are still susceptible to biases inherent from their
training data, adding a logical layer of processing
to an LLM doesn’t make this problem disappear.
All translations and inferences obtained from these
models are still susceptible to harmful, biased, or
incorrectly generated responses.
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A Prompts

The prompts used for training followed the same
structure as Logic-LM. An example can be seen
below:

Given a problem description and a question, the
task is to parse the problem and the question into
first-order logic formulars. The grammar of the
first-order logic formular is defined as follows:

1) logical disjunction of expr1 and expr2: expr1
∨ expr2

2) logical disjunction of expr1 and expr2: expr1
∨ expr2

3) logical exclusive disjunction of expr1 and
expr2: expr1 ⊕ expr2

4) logical negation of expr1: ¬expr1

5) expr1 implies expr2: expr1→ expr2

6) expr1 if and only if expr2: expr1↔ expr2

7) logical universal quantification: ∀x

8) logical existential quantification: ∃x

Problem:
All people who regularly drink coffee are de-

pendent on caffeine. People either regularly drink
coffee or joke about being addicted to caffeine. No
one who jokes about being addicted to caffeine is
unaware that caffeine is a drug. Rina is either a
student and unaware that caffeine is a drug, or
neither a student nor unaware that caffeine is a
drug. If Rina is not a person dependent on caffeine
and a student, then Rina is either a person depen-
dent on caffeine and a student, or neither a person
dependent on caffeine nor a student.

Predicates:
Dependent(x) ::: x is a person dependent on

caffeine. Drinks(x) ::: x regularly drinks coffee.
Jokes(x) ::: x jokes about being addicted to caffeine.
Unaware(x) ::: x is unaware that caffeine is a drug.
Student(x) ::: x is a student.

Premises:

• ∀x (Drinks(x) → Dependent(x)) ::: All people
who regularly drink coffee are dependent on
caffeine.

• ∀x (Drinks(x) ⊕ Jokes(x)) ::: People either
regularly drink coffee or joke about being ad-
dicted to caffeine.
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• ∀x (Jokes(x)→¬Unaware(x)) ::: No one who
jokes about being addicted to caffeine is un-
aware that caffeine is a drug.

• (Student(rina) ∧ Unaware(rina)) ⊕
¬(Student(rina) ∨ Unaware(rina)) :::
Rina is either a student and unaware that
caffeine is a drug, or neither a student nor
unaware that caffeine is a drug.

• ¬(Dependent(rina) ∧ Student(rina)) →
(Dependent(rina) ∧ Student(rina)) ⊕
¬(Dependent(rina) ∨ Student(rina)) ::: If
Rina is not a person dependent on caffeine
and a student, then Rina is either a person
dependent on caffeine and a student, or
neither a person dependent on caffeine nor a
student.

Problem:
{}
Predicates:
For further details please review the paper’s

repository.

B Alignment Hyperparameters

Hyperparameter Value
Generation
Strategies Greedy Search

Max_Tokens 150

Quantization 4Bit, torch.bfloat16
for every model

Table 5: LLM Generation Hyperparameters

Hyperparameter Value
Lora r 8

α 0.32
Dropout 0.1
Epochs 3

Table 6: Alignment Hyperparameters

C Results

Tables mentioned in the article displayed in this
section.
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Llama-3.1-8B-LA Llama-3.1-8B-Instruct-LA

∀x(Striker(x)→ Player(x))
∀x(Left(x)→ ¬Player(x))
RobertLewandowski(Left)

Striker(robert_lewandowski)
SoccerP layer(robert_lewandowski)→ Striker(robert_lewandowski)

Left(robert_lewandowski, bayern_munchen)
PlayFor(x, y)→ ¬Left(x, y)

Table 7: Translations by model (Part 1).

Llama-3.2-3B-LA Gemma-3-1b-it-LA
IsStriker(robert)

IsSoccerP layer(robert)
IsLeft(bayern, robert)

IsP layer(robert, bayern)⊕ ¬IsP layer(robert, bayern)

Striker(RobertLewandowski)
SoccerP layer(RobertLewandowski)

Left(RobertLewandowski)

Table 8: Translations by model (Part 2).

Checkpoint Translation Inference Retranslation
LLAMA 3.1-8B-LA 1080 815 977

LLAMA 3.1-8B-INSTRUCT-LA 1007 753 966
LLAMA 3.2-3B-LA 1016 820 1004

LLAMA 3.2-3B-INSTRUCT-LA 1092 870 1080
GEMMA-3-1B-IT-LA 1000 736 790

FOLIO 280 28 32

Table 9: Average answer length (in characters) for -LA models.
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Formula-Text Cross-Retrieval: A Benchmarking Study of Dense
Embedding Methods for Mathematical Information Retrieval

Zichao Li
Canoakbit Alliance Inc

Canada

Abstract

Mathematical information retrieval requires un-
derstanding the complex relationship between
natural language and formulae. This paper
presents a benchmarking study on Formula-
Text Cross-Retrieval, comparing a sparse base-
line (BM25), off-the-shelf dense embeddings
(OpenAI, BGE), and a fine-tuned dual-encoder
model. Our model, trained with a contrastive
objective on the ARQAR dataset, significantly
outperforms all baselines, achieving state-of-
the-art results. Ablation studies confirm the
importance of linearization, a shared-weight ar-
chitecture, and the Multiple Negatives Ranking
loss. The work provides a strong foundation
for mathematical NLP applications.

1 Introduction

The articulation of mathematical concepts repre-
sents a unique and challenging domain for Natural
Language Processing (NLP), characterized by a
seamless yet complex interplay between natural
language (NL) and formal mathematical expres-
sions. This interweaving of two distinct modalities
is fundamental to scientific communication, yet
it poses significant challenges for automated pro-
cessing and information retrieval (IR). The ability
to retrieve a relevant mathematical formula based
on a textual description, or conversely, to find ex-
planatory text for a given equation, is a critical task
that can accelerate literature review, aid in educa-
tional contexts, and facilitate the autoformalization
of mathematical knowledge. This task, which we
term Formula-Text Cross-Retrieval, requires mod-
els to develop a deep, joint understanding of both
natural language semantics and the syntactic and
semantic structure of mathematical notation.

Traditional IR methods, such as lexical term
matching algorithms (e.g., BM25 (Robertson and
Zaragoza, 2009)), often fall short in this domain.
They struggle with the inherent vocabulary mis-
match problem; a user’s query might describe a

concept in words (e.g., “Pythagorean theorem”)
that never explicitly appears in the text adjacent to
the relevant formula (a2 + b2 = c2). Furthermore,
mathematical notation is highly symbolic and com-
positional, making it poorly suited for keyword-
based approaches that ignore mathematical seman-
tics. The recent rise of deep learning-based dense
embedding models (Reimers and Gurevych, 2019)
offers a promising alternative. These models map
sentences and, by extension, mathematical expres-
sions into a high-dimensional vector space where
semantic similarity corresponds to geometric prox-
imity. This allows for efficient similarity search via
nearest-neighbor algorithms, potentially capturing
deep semantic relationships beyond lexical overlap
(similar to (Zeng et al., 2025)).

In this paper, we present a comprehensive bench-
marking study to advance Formula-Text Cross-
Retrieval. We define and evaluate this task in two
symmetric directions: (1) Text-to-Formula Re-
trieval, where a natural language query is used
to retrieve relevant mathematical expressions, and
(2) Formula-to-Text Retrieval, where a formula
query is used to retrieve its relevant natural lan-
guage context. We systematically compare the
efficacy of a traditional sparse retrieval baseline
(BM25), state-of-the-art off-the-shelf dense embed-
ding models from large language models (LLMs),
and a finely tuned dual-encoder neural architec-
ture. Our proposed model is specifically designed
to learn an aligned representation space for natural
language and linearized LaTeX formulas. Through
rigorous evaluation on a publicly available bench-
mark, we demonstrate the superiority of tuned
dense embeddings and provide a qualitative anal-
ysis of the learned representation space (Ma et al.,
2025). Our work aims to establish a strong founda-
tion for future research in mathematical informa-
tion retrieval.
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2 Literature Review

Our work is at the intersection of mathematical in-
formation retrieval, dense passage retrieval, and the
application of large language models to scientific
domains. The challenge of searching within math-
ematical content has a rich history, most notably
explored in the NTCIR Conference series, which
featured dedicated Math IR tasks (Aizawa et al.,
2014, 2016). These initiatives established standard-
ized evaluation frameworks and highlighted the lim-
itations of traditional symbolic and keyword-based
methods, such as matching via formula patterns
(Zhao et al., 2014) or leveraging inverted indices
over expanded query terms (Lopez and Youssef,
2014). These approaches, while foundational, of-
ten failed to grasp the semantic intent behind a
user’s query.

The field of IR was revolutionized by the adop-
tion of neural networks and the concept of dense
retrieval (Guu et al., 2020; Karpukhin et al., 2020).
Instead of relying on sparse lexical matches, these
methods use deep neural networks to encode
queries and documents into dense vector repre-
sentations, enabling retrieval based on semantic
similarity. Models like Sentence-BERT (Reimers
and Gurevych, 2019) and DPR (Karpukhin et al.,
2020) demonstrated the power of bi-encoder archi-
tectures trained with contrastive learning objectives,
such as Multiple Negatives Ranking loss (Hender-
son et al., 2017), to create high-quality embedding
spaces. More recent general-purpose models like
BGE (Xiao et al., 2023) and E5 (Wang et al., 2022)
have pushed the state-of-the-art further. However,
these models are predominantly trained on the gen-
eral web and Wikipedia text, leaving their perfor-
mance on specialized domains like mathematics an
open question.

Currently, there has been growing interest in de-
veloping NLP systems specifically for mathematics.
This includes work on mathematical word problem
solving (Amini et al., 2019), premise selection (Irv-
ing et al., 2016), and the creation of large-scale data
sets for mathematical reasoning (Hendrycks et al.,
2021). A key challenge is the representation of
mathematical formulae. Early approaches explored
encoding formula structure using graph neural net-
works (Shen et al., 2020) or generating embeddings
from their LaTeX source (Paster, 2022). The rise
of large language models pre-trained on code and
scientific text, such as Minerva (Lewkowycz et al.,
2022), LLEMMA (Azerbayev et al., 2023), and

Codex (Chen et al., 2021), has demonstrated re-
markable mathematical reasoning capabilities, of-
ten accessed via in-context learning. Furthermore,
the ARQAR dataset (Seyedi et al., 2024) provides a
valuable recent resource with aligned text-formula
pairs specifically designed for tasks such as cross-
retrieval.

Despite these advancements, a significant gap
remains in the systematic application and evalua-
tion of modern dense embedding techniques for
the specific symmetric task of Formula-Text Cross-
Retrieval. Many existing mathematical IR efforts
predate the latest developments in dense retrieval or
do not leverage the power of fine-tuning on aligned
corpora. Although general LLM embedding APIs
are powerful, their black-box nature and cost struc-
ture make them less practical for many research
applications compared to a dedicated, fine-tuned
model. Furthermore, there is a lack of direct com-
parison between these modern paradigms (sparse,
off-the-shelf dense, fine-tuned dense) on a com-
mon benchmark. Our work aims to address these
gaps by providing a controlled benchmarking study.
We fine-tune a modern biencoder architecture on a
dedicated mathematical corpus to learn a joint text-
formula embedding space and evaluate its perfor-
mance against strong baselines and zero-shot LLM
counterparts, thereby contributing a clear analysis
of the current state of this critical task.

3 Methodology

3.1 Data Preparation and Linearization

The foundation of our approach is the creation of
a high-quality dataset of aligned natural language
and formula pairs. We utilize the ARQAR dataset
(Seyedi et al., 2024) for this purpose, as it provides
manually curated pairs of text snippets and their
corresponding mathematical formulae, which is
ideal for supervised training and evaluation. A criti-
cal preprocessing step, often overlooked in general-
text IR but essential for mathematics, is the lin-
earization of mathematical formulae. Mathematical
expressions are inherently two-dimensional struc-
tures with complex spatial relationships (e.g., sub-
scripts, fractions, superscripts). To process them
with standard transformer-based text encoders, we
flatten them into a one-dimensional token sequence.
This is achieved by converting the LaTeX source
code into a sequence of tokens that unambiguously
represent the structure. For instance, the formula
xn is linearized as x {n} , and the fraction a

b be-
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comes ‘ab . This linearized representation preserves
the syntactic information of the formula in a format
amenable to subword tokenization, allowing us to
treat both modalities—text and equations—within
the same encoding paradigm. This step directly
addresses a deficiency in prior work that relied on
complex graph-based encoders (Shen et al., 2020),
as it allows us to leverage powerful, pre-trained
sentence transformers out-of-the-box, significantly
simplifying the model architecture while still cap-
turing essential semantic information.

ARQAR Dataset
(Text, Formula) Pairs

Formula Linearization
(LaTeX to Token Sequence)

Text Encoder
(Transformer)

Formula Encoder
(Transformer)

Contrastive Learning
Multiple Negatives Ranking Loss

Joint Embedding Space
Cosine Similarity

Nearest Neighbor Search

L
inearized

Form
ula

N
aturalL

anguage
Text

et ef

Shared Weights Shared Weights

Figure 1: Architecture of the proposed fine-tuned dual-
encoder model.

The architecture, depicted in Figure 1, outlines
the end-to-end pipeline of our proposed fine-tuned
dual-encoder model, which directly addresses the
limitations of prior work. The process begins with
the curated ARQAR dataset, providing the essen-
tial supervised pairs for training. The critical pre-
processing step of formula linearization transforms
two-dimensional LaTeX structures into a sequential
token format, enabling the use of a single, shared
transformer encoder for both modalities. This is a
key simplification over more complex, modality-
specific architectures found in existing literature
(Shen et al., 2020). The core of our model con-
sists of twin encoder networks with shared weights,
which project both natural language text and lin-
earized formulae into a common dense vector space.
The training is governed by a contrastive learning
objective, specifically the Multiple Negatives Rank-
ing loss, which efficiently teaches the model to pull
the embeddings of matching pairs together while
pushing non-matching pairs apart. This results in
a structured joint embedding space where seman-
tic similarity corresponds to geometric proximity.
The final outcome is the capability to perform fast,
scalable retrieval via simple cosine similarity and
nearest neighbor search. This integrated approach

of using a single, tuned transformer for both modal-
ities under a contrastive loss framework represents
a significant methodological advancement in creat-
ing a practical and effective solution for mathemat-
ical cross-retrieval.

3.2 Mathematical Model and Objective
Our core proposed model is a dual-tower (bi-
encoder) architecture that learns to project natural
language descriptions and mathematical formulae
into a shared d-dimensional dense vector space. Let
T denote a natural language text sequence and F
denote a linearized formula sequence. The model
consists of a parameterized encoder function, Encθ,
which maps a sequence of tokens to a fixed-size
embedding vector, e ∈ Rd. We use a mean pool-
ing layer over the output token embeddings of a
transformer model to obtain this fixed-size repre-
sentation. The similarity between a text Ti and a
formula Fj is defined as the cosine similarity be-
tween their embeddings:

s(Ti, Fj) = cos(eti , efj ) =
e⊤tiefj
∥eti∥∥efj∥

, (1)

where eti = Encθ(Ti) and efj = Encθ(Fj). The
model is trained using a contrastive learning ob-
jective. For a training batch containing B positive
pairs {(Ti, Fi)}Bi=1, the loss function is the Mul-
tiple Negatives Ranking (MNR) loss (Henderson
et al., 2017). For a given positive pair (Ti, Fi), the
other B − 1 formulae in the batch are treated as
negatives. The loss for the text-to-formula direc-
tion for this pair is the negative log likelihood of
the positive formula:

L(Ti, Fi) = − log
exp(s(Ti, Fi)/τ)∑B
j=1 exp(s(Ti, Fj)/τ)

, (2)

where τ is a temperature parameter scaling the
similarity scores. The total loss is the symmet-
ric sum of losses for both retrieval directions:
Ltotal = 1

2B

∑B
i=1[L(Ti, Fi) + L(Fi, Ti)]. This

objective directly optimizes the model’s ability to
identify the correct match within a set of candi-
dates, which is precisely the goal of the retrieval
task, thus providing a more direct and efficient
learning signal than methods used in earlier work.

3.3 Experimental Setup and Parameter
Settings

Our experimental setup is designed to ensure a
fair and comprehensive comparison across three
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distinct paradigms: sparse retrieval, off-the-shelf
dense embeddings from large language models
(LLMs), and our proposed fine-tuned dense model.

For the Sparse Retrieval Baseline, we em-
ploy BM25 (Robertson and Zaragoza, 2009) im-
plemented using the ‘rank-bm25‘ package. This
baseline treats both natural language text and lin-
earized formulae as plain text. We create two sep-
arate indices: one for all text passages and one
for all linearized formulae in the corpus. Retrieval
is performed by querying one index with a string
from the other modality. We use the default pa-
rameters (k1 = 1.5, b = 0.75), providing a strong
lexical matching baseline that does not leverage
any semantic understanding.

For the Off-the-Shelf LLM Embeddings
(Zero-Shot) approach, we utilize the em-
bedding application programming interfaces
(APIs) of two state-of-the-art models: Ope-
nAI’s text-embedding-3-large (output dimen-
sion d = 3072) and BAAI’s bge-large-en-v1.5
(d = 1024). This represents the paradigm of us-
ing powerful, general-purpose models without any
task-specific fine-tuning. We generate embeddings
for every natural language text and linearized for-
mula sequence in the corpus. The retrieval process
involves computing the cosine similarity between a
query embedding and all candidate embeddings,
with the results ranked by this similarity score.
For scalability, we use the FAISS library for ef-
ficient approximate nearest neighbor search. This
method tests the inherent mathematical knowledge
and cross-modal alignment capabilities encoded in
these large-scale models.

For our Proposed Fine-Tuned Dense Model,
we implement the dual-encoder architec-
ture. We initialize the encoder Encθ with the
sentence-transformers/all-mpnet-base-v2
model, which provides a strong pre-trained base
(d = 768). The model is specifically tuned for
our task on the ARQAR training split. We use a
batch size B = 64 and a temperature τ = 0.05
for the MNR loss. The model is trained using the
AdamW optimizer with a learning rate of 2e − 5
and a linear warmup over 10% of the training steps
followed by linear decay. We train for 5 epochs.
This setup is computationally efficient compared
to training LLMs from scratch (Lewkowycz et al.,
2022) yet allows for significant specialization
to the mathematical domain, which is the key
improvement we aim to demonstrate over the
zero-shot LLM approach.

3.4 Evaluation Metrics

To rigorously evaluate the performance of all mod-
els on the cross-retrieval tasks, we employ standard
information retrieval metrics that assess both the
accuracy and the ranking quality of the retrieved
results. For each query in the test set, the model
retrieves a ranked list of candidates from the entire
corpus. We then compute: (1) Recall@K (R@K):
The proportion of queries for which the correct tar-
get item is found within the top-K retrieved results.
This measures the model’s ability to include the
correct answer in a shortlist. We report K=1, 5,
and 10. (2) Mean Reciprocal Rank (MRR): The
average of the reciprocal ranks of the first correct
result for all queries. Specifically, for a query with
the first correct answer at position i, its reciprocal
rank is 1/i. MRR emphasizes the rank of the first
correct result, providing insight into how quickly a
user would find what they need. These metrics are
computed separately for the Text-to-Formula and
Formula-to-Text tasks.

4 Experiments and Results

4.1 Datasets and Baselines

The primary dataset for training and evaluation is
the ARQAR (Auto-Regressive Question Answer-
ing and Reasoning) dataset (Seyedi et al., 2024).
Sourced from diverse mathematical reasoning con-
texts, ARQAR provides a curated collection of
15,000 high-quality pairs of natural language text
snippets and their corresponding mathematical for-
mulae. Each pair is meticulously aligned, mean-
ing the text directly describes or contextually ex-
plains the associated formula. The dataset is pre-
partitioned into training, validation, and test sets,
containing 10,000, 2,500, and 2,500 pairs respec-
tively. This dataset is chosen for its focus on rea-
soning and the clarity of its text-formula relation-
ships, making it an ideal benchmark for evaluating
semantic retrieval capabilities beyond simple key-
word matching. The process of linearization, as
described in Section 3, is applied to all formulae in
this dataset.

We compare our proposed fine-tuned model
against two strong and distinct baseline paradigms.
The first baseline is the BM25 algorithm (Robert-
son and Zaragoza, 2009), a classic probabilistic
retrieval model that serves as the representative
for sparse, term-matching-based methods. Imple-
mented with the ‘rank-bm25‘ library, it operates by
constructing separate term frequency-based indices
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for the natural language text corpus and the lin-
earized formula corpus. For a given query from one
modality, it retrieves items from the other modality
based on lexical overlap, using the default parame-
ters (k1 = 1.5, b = 0.75). This baseline tests the
effectiveness of pure keyword matching without
any semantic understanding. The second baseline
utilizes the OpenAI text-embedding-3-large
model to generate dense vector representations (
dimensionality d = 3072) for all text and formula
sequences in a zero-shot manner. Retrieval is per-
formed by computing cosine similarity between
query and candidate embeddings, facilitated by the
FAISS library for efficiency. This baseline rep-
resents the state-of-the-art in general-purpose se-
mantic understanding and tests the inherent, pre-
existing mathematical knowledge within a massive
proprietary LLM.

4.2 Overall Retrieval Performance

The results presented in Table 1 provide a clear and
definitive answer regarding the effectiveness of dif-
ferent paradigms for mathematical cross-retrieval.
As expected, the sparse BM25 baseline performs
the poorest, with low Recall and MRR scores. This
underscores its fundamental limitation: it fails to
capture the semantic relationship between a textual
description and its corresponding formula, strug-
gling with vocabulary mismatch and the symbolic
nature of mathematical notation. The off-the-shelf
dense embedding models, particularly OpenAI’s,
demonstrate a massive leap in performance, nearly
quadrupling the R@1 score of BM25. This high-
lights the profound semantic understanding capa-
bilities inherent in large-scale language models,
which can bridge the lexical gap between natural
language and mathematics. However, our proposed
fine-tuned model achieves a further significant im-
provement, outperforming the best zero-shot model
by over 18 absolute points in R@1 and 0.16 in
MRR for the Text-to-Formula task. This perfor-
mance gap, consistent across both retrieval direc-
tions, is the central finding of our study. It em-
pirically proves that while general-purpose LLMs
possess strong foundational knowledge, targeted
fine-tuning on a domain-specific corpus is essential
for achieving state-of-the-art performance in the
mathematical domain. The specialized, aligned em-
bedding space learned by our model is measurably
superior for this precise task.

4.3 Analysis of retrieval performance based
on formula complexity

A key question is whether performance is uniform
across different types of mathematical content. Ta-
ble 2 stratifies the results based on the complex-
ity of the formula, approximated by the length
of its linearized token sequence. A clear trend
emerges: all models perform worse on longer, more
complex formulae, but the degree of degradation
varies significantly. The BM25 baseline’s perfor-
mance drops precipitously, as longer formulae con-
tain more unique symbolic tokens that are unlikely
to lexically match the query text. The OpenAI
embeddings also show a notable decrease in per-
formance (a 16 point drop in R@1), suggesting
that while it has a strong general understanding, its
precision wanes with complexity. Our fine-tuned
model demonstrates the greatest robustness. While
it also experiences a performance drop, the margin
is smallest; it maintains a high R@1 of 56.9 on long
formulas, which is still dramatically higher than
the other models. This indicates that the contrastive
learning process specifically teaches the model to
focus on the core semantic components of a for-
mula rather than being distracted by its syntactic
verbosity, leading to a more robust understanding
of complex mathematical concepts.

4.4 Breakdown of common error types for
each model

To understand the qualitative differences between
the models, we performed a manual analysis of 200
error cases for each. The results, summarized in Ta-
ble 3, reveal differentt failure modes. The baseline
BM25 is dominated by errors due to the "Lexi-
cal Gap," confirming its inability to handle syn-
onyms or paraphrases. The most striking finding is
that the dominant error type for the powerful zero-
shot LLM embeddings is "Variable Mismatch,"
where the model retrieves a formula with the cor-
rect structure and operators but incorrect variable
names (e.g., retrieving E = mc2 for a query about
"K = 1

2mv2"). This suggests that these models
sometimes learn to attend to general structure over
precise symbolic notation. Our fine-tuned model,
while not immune to this issue, shows a signifi-
cantly reduced rate of variable mismatch errors.
Furthermore, it excels in reducing errors related
to "Symbol Confusion" (e.g., confusing ∩ for ∪)
and "Structural Misunderstanding" (e.g., misinter-
preting function composition), demonstrating that
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Table 1: Overall retrieval performance measured by Recall@K (R@K) and Mean Reciprocal Rank (MRR) on the
ARQAR test set. Higher values are better.

Text-to-Formula Formula-to-Text
Model R@1 R@5 R@10 MRR R@1 R@5 R@10 MRR
BM25 12.3 28.7 38.2 0.201 10.8 26.1 35.9 0.184
OpenAI Embeddings 45.6 72.1 81.5 0.572 41.2 68.3 78.9 0.531
BGE Embeddings 38.9 65.4 76.8 0.508 36.5 62.1 73.2 0.482
Our Model 63.8 85.2 91.1 0.731 59.4 82.7 89.5 0.693

Table 2: Analysis of retrieval performance based on formula complexity (length of linearized sequence).

Short Formulas (<15 tokens) Long Formulas (≥15 tokens)
Model R@1 R@5 MRR R@1 R@5 MRR
BM25 15.1 32.4 0.231 8.7 23.1 0.161
OpenAI Emb. 52.3 78.9 0.632 36.2 62.8 0.487
Our Model 68.5 89.2 0.772 56.9 79.8 0.671

Table 3: Breakdown of common error types for each
model (% of total errors).

Error
Type

BM25 OpenAI
Emb.

BGE
Emb.

Our
Model

Variable
Mis-
match

18.2 41.5 39.8 25.3

Symbol
Confu-
sion

12.1 18.2 20.1 8.5

Structural
Misun-
derstand-
ing

9.3 22.4 23.5 11.8

Out-of-
Domain

5.2 7.1 6.5 4.1

Lexical
Gap

55.2 10.8 10.1 5.2

our training process successfully inculcates a more
precise understanding of mathematical semantics.

4.5 Ablation study on model design choices

We conduct an ablation study to validate key de-
sign choices in our proposed model, with results
shown in Table 4. First, we test the importance of
weight sharing between the text and formula en-
coders. Using separate encoders leads to a notice-
able drop in performance, confirming that a shared
transformer architecture is beneficial for learning a
truly aligned cross-modal representation. Second,
we replace the Multiple Negatives Ranking (MNR)
loss with a standard cosine similarity loss using

Table 4: Ablation study on model design choices.

Model
Variant

R@1 R@5 R@10 MRR

Shared
Weights

63.8 85.2 91.1 0.731

Separate
Weights

60.1 82.9 89.0 0.698

MNR
Loss

63.8 85.2 91.1 0.731

Cosine-
Sim Loss

58.4 81.1 88.3 0.681

With Lin-
earization

63.8 85.2 91.1 0.731

Raw La-
TeX

51.2 75.6 84.2 0.617

hard negatives. The significant performance degra-
dation underlines the effectiveness of the MNR
objective’s strategy of leveraging in-batch nega-
tives for efficient and robust contrastive learning.
Finally, we ablate the linearization preprocessing
step by feeding raw, nonlinearized LaTeX code to
the encoder. This causes the largest performance
drop, with MRR decreasing by over 0.11 points.
This empirically validates our hypothesis that lin-
earization is a crucial step to enable a standard
transformer to effectively process mathematical for-
mulae, as raw LaTeX contains a high density of
domain-specific syntax that disrupts tokenization
and semantic learning ((Huang et al., 2024)).
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Table 5: Impact of training data size on model perfor-
mance.

Training
Samples

R@1 R@5 R@10 MRR

1,000 42.1 68.9 78.5 0.532
5,000 58.3 81.6 88.7 0.683
10,000
(Full)

63.8 85.2 91.1 0.731

4.6 Impact of training data size on model
performance

Table 5 investigates the relationship between per-
formance and the amount of training data. The
results show a clear positive correlation: perfor-
mance steadily improves as more training data is
utilized. Even with only 1,000 samples, our model
significantly outperforms the BM25 baseline and is
competitive with the zero-shot BGE model, demon-
strating the data efficiency of the contrastive learn-
ing paradigm. The jump in performance from 5,000
to 10,000 samples, while smaller, is still substan-
tial and crucial for achieving state-of-the-art results
that surpass the powerful OpenAI embeddings.

4.7 Cross-dataset generalization performance
on the NTCIR-12 dataset

Table 6: Cross-dataset generalization performance on
the NTCIR-12 dataset.

Text-to-Formula Formula-to-Text
Model R@5 MRR R@5 MRR
BM25 20.5 0.152 18.8 0.141
OpenAI
Emb.

55.1 0.451 51.7 0.428

Our
Model

65.8 0.562 62.4 0.539

Finally, we evaluate the generalizability of the
models by testing them on the NTCIR-12 MathIR
task dataset (Aizawa et al., 2016), a different bench-
mark with a different distribution of mathematical
content. The results in Table 6 show that while
the absolute performance of all models decreases
compared to the ARQAR test in the domain,ain,
the relative rankings remain unchanged. Our fine-
tuned model continues to significantly outperform
all baselines. This drop in performance is expected
due to domain shift, but the fact that our model
maintains its lead is crucial. It demonstrates that the
representations learned through our fine-tuning pro-

cess are not merely overfitting to the peculiarities
of the ARQAR dataset, but capture generalizable
principles of the relationship between mathemati-
cal text and formulae.

4.8 Additional Baselines for Fair Comparison
To ensure a fair comparison and isolate the effect of
our proposed architecture from the mere advantage
of fine-tuning, we introduce two additional strong
baselines that address the concerns raised about
comprehensive benchmarking.

Hybrid Fine-Tuned Model: We fine-
tune the text encoder (initialized with
all-mpnet-base-v2) on the ARQAR train-
ing set using the contrastive loss, while keeping
the formula encoder frozen as the pre-trained
text-embedding-3-large model. This tests
whether simply adapting the textual understanding
to the mathematical domain is the primary driver
of performance, rather than the joint learning of a
shared space.

Fine-Tuned Math-Specialized LLM: We uti-
lize Qwen2.5-Math-7B-Instruct (Team, 2024)
as a base model, which has been specifically pre-
trained on mathematical corpora. Following the
parameter-efficient fine-tuning approach of Hu et al.
(2021), we train low-rank adapters on top of its hid-
den states to generate embeddings for both text
and formulae. The entire system is fine-tuned on
the ARQAR dataset with our contrastive objective.
This represents a state-of-the-art, domain-specific
competitor that tests whether specialized mathe-
matical pre-training alone can outperform our ar-
chitectural approach.

The comprehensive results in Table 7 clearly
demonstrates that fine-tuned models consistently
outperform their zero-shot counterparts, confirm-
ing that domain adaptation is essential for optimal
performance in mathematical IR. However, the rela-
tive performance among fine-tuned models reveals
the distinct advantage of our architectural approach.
The Hybrid (Text FT + OpenAI) baseline, where
only the text encoder is fine-tuned while using the
powerful but static OpenAI embeddings for formu-
lae, shows significant improvement over the zero-
shot OpenAI model (approximately 10 points in
R@1 for Text-to-Formula). This demonstrates that
adapting textual understanding to the mathematical
domain provides substantial benefits. However, this
hybrid approach still underperforms compared to
our full model by approximately 8-9 points in R@1
and 0.07 in MRR. The Qwen2.5-Math (FT) base-
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Table 7: Comprehensive retrieval performance comparison on the ARQAR test set

Text-to-Formula Formula-to-Text
Category Model R@1 R@5 R@10 MRR R@1 R@5 R@10 MRR
Sparse BM25 12.3 28.7 38.2 0.201 10.8 26.1 35.9 0.184
2*Zero-
Shot

OpenAI Emb. 45.6 72.1 81.5 0.572 41.2 68.3 78.9 0.531

BGE Emb. 38.9 65.4 76.8 0.508 36.5 62.1 73.2 0.482
3*Fine-
Tuned

Hybrid (Text FT +
OpenAI)

55.2 79.8 87.3 0.654 51.7 76.9 85.1 0.623

Qwen2.5-Math (FT) 59.1 82.4 89.2 0.689 55.8 80.1 87.9 0.661
Our Model 63.8 85.2 91.1 0.731 59.4 82.7 89.5 0.693

line represents a strong, domain-specialized com-
petitor. Starting from a model with inherent mathe-
matical knowledge, fine-tuning yields impressive
results, making it the second-best performer over-
all. However, our model still maintains a consistent
advantage (4-5 points in R@1 across both tasks).

5 Discussion

5.1 Summary of Key Findings

Our study yields three principal conclusions. First,
the stark performance gap between the BM25 base-
line and all dense models demonstrates that seman-
tic understanding is essential for mathematical IR;
lexical matching is fundamentally inadequate for
bridging the vocabulary mismatch between natu-
ral language and symbolic formalizations. Second,
the significant advantage of our fine-tuned model
over powerful zero-shot LLM embeddings under-
scores that while these models possess immense
latent knowledge, optimal performance on this spe-
cific task requires targeted specialization. Our fine-
tuning process successfully creates an optimally
aligned semantic space. Third, the ablation studies
validate our core architectural choices: lineariza-
tion is a necessary preprocessing step, the MNR
loss is highly effective for contrastive learning, and
a shared-weight encoder is superior for learning a
joint representation space.

5.2 Theoretical and Practical Implications

Theoretically, our work contributes to the field by
successfully adapting contrastive learning for cross-
modal alignment to the novel domain of mathemat-
ical language. The error analysis, particularly the
prevalence of "variable mismatch" errors in zero-
shot models, offers a fascinating insight into how
these models perceive mathematics: they often pri-

oritize overall formula structure over the specific
identities of variables, a tendency our fine-tuning
process mitigates. Practically, this research pro-
vides a scalable and effective blueprint for building
mathematical IR systems.

5.3 Limitations

The model is primarily trained and evaluated on
a single dataset (ARQAR), and its performance
on highly specialized sub-fields of mathematics
remains untested. Furthermore, our linearization
process, while effective, is a simplification that dis-
cards explicit structural information which might
be crucial for disambiguating extremely complex
expressions. Finally, our model operates at the ex-
pression level and does not explicitly model the
broader mathematical discourse or logical depen-
dencies between formulae within a document.

6 Conclusion

This paper established a comprehensive benchmark
for Formula-Text Cross-Retrieval. We demon-
strated that a dedicated dense embedding model,
fine-tuned with contrastive learning on a aligned
corpus, decisively outperforms both traditional
sparse retrieval and powerful general-purpose LLM
embeddings. Our analysis validated key design
choices and highlighted specific error modes, such
as variable mismatch in zero-shot models. The
results confirm that semantic understanding is
paramount for this task and that targeted fine-tuning
is necessary to unlock optimal performance.
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Abstract

Large Language Models (LLMs) have tremen-
dous potential to play a key role in sup-
porting mathematical reasoning, with grow-
ing use in education and AI research. How-
ever, most existing benchmarks are limited
to English, creating a significant gap for low-
resource languages. For example, Bangla
is spoken by nearly 250 million people who
would collectively benefit from LLMs capa-
ble of native fluency. To address this, we
present BanglaMATH, a dataset of 1.7k Bangla
math word problems across topics such as
Arithmetic, Algebra, Geometry, and Logical
Reasoning, sourced from Bangla elementary
school workbooks and annotated with details
like grade level and number of reasoning steps.
We have designed BanglaMATH to evaluate
the mathematical capabilities of both commer-
cial and open-source LLMs in Bangla, and
we find that Gemini 2.5 Flash and DeepSeek
V3 are the only models to achieve strong
performance, with ≥ 80% accuracy across
three elementary school grades. Furthermore,
we assess the robustness and language bias
of these top-performing LLMs by augment-
ing the original problems with distracting in-
formation, and translating the problems into
English. We show that both LLMs fail to
maintain robustness and exhibit significant per-
formance bias in Bangla. Our study under-
lines current limitations of LLMs in handling
arithmetic and mathematical reasoning in low-
resource languages, and highlights the need
for further research on multilingual and eq-
uitable mathematical understanding. Dataset
link: https://github.com/BanglaMATH

1 Introduction

Mathematical reasoning is one of the cornerstones
of human intelligence and remains a critical fo-
cus in the pursuit of artificial intelligence (AI).
As AI continues to evolve, empowering machines
with a deep and comprehensive understanding of

mathematics not only showcases technological ad-
vancement but also represents a key milestone to-
ward developing more generalized and capable AI
systems. Recently, the emergence of Large Lan-
guage Models (LLMs) has significantly reshaped
the AI landscape, establishing them as powerful
tools for automating complex tasks. LLMs have
demonstrated remarkable proficiency inmathemat-
ical problem-solving (Romera-Paredes et al., 2023;
Imani et al., 2023), prompting extensive evalua-
tions of their capabilities across a variety of do-
mains (Liu et al., 2023; Deng et al., 2024;Wu et al.,
2023). Notably, LLMs such as ChatGPT (Ouyang
et al., 2022) along with (Taylor et al., 2022) have
shown impressive performance in generating and
interpreting natural language, while the more re-
cent GPT-4 (OpenAI, 2023; Bubeck et al., 2023)
has set new standards in both linguistic and logical
tasks.
The capacity to understand and solve mathe-

matical problems is an especially desirable trait
for LLMs, with wide-ranging applications in ed-
ucation, science, and industry. However, evalu-
ating their mathematical competence is inherently
challenging. While numerous benchmark datasets
have been developed to assess mathematical rea-
soning (Cobbe et al., 2021; Amini et al., 2019;
Hendrycks et al., 2021), most are limited to the
English language, with a few available in Chinese
(Zhang et al., 2023a,b; Zhao et al., 2020; Zhou
et al., 2023). Mathematical reasoning in Bangla,
despite the widespread use of LLMs by Bangla-
speaking communities for educational purposes,
remains largely unexplored.
To address this gap, we introduce the Bangla

Mathmatical Benchmark (BanglaMATH) dataset
which consists of 1.7k elementary school level
math problems from Bangladesh, the first bench-
mark dataset designed specifically to evalu-
ate mathematical reasoning in Bangla. The
BanglaMATH dataset comprises 1.7k elementary-
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level math word problems sourced from authen-
tic Bangla workbooks and examination materi-
als. The dataset includes multiple-choice ques-
tions, logical puzzles, and descriptive reasoning
problems, each annotated with question type meta-
data to facilitate fine-grained evaluation. In Figure
1, we display an example problem from the dataset,
in Bangla and English, with the correct (human)
answer and and an incorrect one from ChatGPT.
We posit that the evaluation of LLMs should mir-
ror that of human learners, which would allow us
to convey results in a manner that is more intuitive
and accessible.
We assess the performance of several widely

used Large Language Models (LLMs)—including
both commercial APIs and open-source models—
on the BanglaMATH dataset. Each problem in
BanglaMATH is annotated with grade-level infor-
mation, allowing us to conduct fine-grained eval-
uations similar to stating “ChatGPT scored 72 out
of 100 in a sixth-grade math exam.”
Our results show that Gemini 2.5 Flash and

DeepSeek V3 consistently achieve high perfor-
mance (accuracy ≥ 80%) across all three elemen-
tary school grade levels. We evaluate model per-
formance across varying levels of arithmetic and
reasoning complexity, and observe that accuracy
significantly decreases as problem complexity in-
creases. We also examine the robustness of these
models by injecting distracting information into
the math problems. Our findings reveal that both
of the top-performing models (Gemini 2.5 Flash
and DeepSeek V3) are easily misled by the pres-
ence of such irrelevant information, resulting in
incorrect reasoning and answers. To further in-
vestigate language bias in LLMs, we translate the
BanglaMATH dataset into English and re-evaluate
the top-performing models (Gemini 2.5 Flash and
DeepSeek V3). Interestingly, both models show
an improvement in accuracy by ≥ 6.5% when
tested on the English-translated version, highlight-
ing a performance disparity for low-resource lan-
guages like Bangla.

2 BanglaMATH Dataset

We can frame our work as being driven by the ques-
tion:

Do LLMs have the ability to perform
mathematical reasoning in Bangla?

To address this, we introduce the BanglaMATH
dataset, specifically designed to evaluate LLMs

on a diverse set of mathematical problems written
in Bangla. Our focus spans across various cate-
gories of mathematics, including Arithmetic, Alge-
bra, Geometry, and Logical Reasoning, to provide
a comprehensive assessment of LLMs’ general-
purpose reasoning and arithmetic capabilities.

2.1 Data Collection
The mathematical question dataset is compiled
from a wide range of elementary school level
sources, such as school exercise books, quizzes,
and exam equations. The original materials are pri-
marily in PDF or Microsoft Word formats. These
were converted into plain text using automated
tools where possible, with manual transcription
performed by human annotators when necessary.
Since our interest lies solely in text-based word
problems, we excluded any questions requiring vi-
sual or graphic interpretation. All collected ques-
tions undergo a rigorous pre-processing pipeline,
including de-duplication and cleaning. This is fol-
lowed by multiple rounds of human validation by
the authors to ensure the quality and accuracy of
the dataset.
Data annotation. Each problem in the dataset is

annotated with several attributes, including grade
level, answer, number of reasoning steps, expla-
nations, and the number of digits involved. We
provide a statistical summary of the BanglaMATH
benchmark dataset in Table 1.

Grade Size Steps Digits Length
Eight 516 2.19 2.26 10.17
Seven 679 1.82 2.09 8.99
Six 508 1.69 1.41 7.78

Table 1: Statistics of the BanglaMATH dataset.
“Length” denotes the average problem length in terms
of the number of words. “Steps” indicates the average
number of reasoning steps required to solve a problem.
“Digits” refers to the average number of digits involved
in each problem’s solution.

Grade. Each math problem in the dataset is an-
notated with its corresponding elementary school
grade. This information was collected while gath-
ering subsets of problems specific to each grade,
enabling more targeted and accurate grade-level
evaluation.
Ground Truth Answer. For each problem, we

also annotate the ground-truth answer. Most of the
answers are standalone numericals—integers, dec-
imals, fractions, or percentages. A small propor-
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Figure 1: An example from the BanglaMATH dataset illustrating a discrepancy between the correct human-
provided explanation and the incorrect response generated by ChatGPT-4o (as of May 18, 2025).

tion of questions, however, have descriptive an-
swers. Among all problems, 9.63% require de-
scriptive answers, while 90.37% can be answered
with a single-word numerical response. We do not
provide the reasoning process leading to the an-
swer, as our dataset is intended solely for test pur-
poses.
Number of Steps. Additionally, for each prob-

lem, we manually annotate the number of reason-
ing steps required to solve it. For the majority of
problems, human annotators can easily reach con-
sensus on the number of steps. In a few cases,
the number of steps may vary depending on the
specific solution considered, but this ambiguity af-
fects only a small fraction of the dataset and should
not pose a significant issue. We use the number
of reasoning steps as a proxy for a problem’s com-
plexity, which reflects the level of logical analysis
and problem-solving strategies required for a lan-
guage model to arrive at the correct solution. Gen-
erally, more reasoning steps correspond to a more
intricate thought process and provide more oppor-
tunities for the model to make errors or lose track
of the problem’s structure.
Number of Digits. To determine the number of

digits, we identify the maximum base-10 length of
any number appearing in the problem using Algo-
rithm 1. Only digits 0–9 are counted; other sym-
bols, such as decimal points, percent signs, and

slashes, are ignored.

Algorithm 1 Compute Maximum Digit Count in a
Math Word Problem
1: functionmax_digit_count(problem_statement,

answer)
2: N ← extract all numbers from prob-

lem_statement as strings
3: Append str(answer) to N
4: digit_counts← [ len(x) for each x ∈ N ]
5: D ← max(digit_counts)
6: return D
7: end function

For example, in the problem statement shown in
Figure 1, the maximum number is 29, so the digit
count is 2. Table 2 shows the annotated samples of
BanglaMATH dataset.

3 Experimental Setup

3.1 Models

We evaluate a range of widely used LLMs capa-
ble of processing Bangla text and fine-tuned for
general-purpose reasoning tasks. These models,
developed by various organizations, differ in archi-
tecture, size, and access methods—some are avail-
able via APIs, others through open-source model
weights.
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Table 2: Sample problems with their English translations (not part of the dataset) and human annotations. The
columns “Answer,” “#Steps,” and “#Digits” refer to the ground truth answer, number of reasoning steps, and the
maximum number of digits in the problem, respectively

Grade Question (Bangla) Question (English) Answer
(Bangla)

Answer
(English)

#Steps #Digits

6
ডাক্তার এক েরািগেক
সকাল ৬টা েথেক দুপুর
১২টা পযর্ন্ত আধ ঘন্টা
পরপর ১িট েটবেলট েখেত
বলেলন। েরাগীর েমাট
কতিট েটবেলট প্রেয়াজন?

The doctor asked a pa-
tient to take 1 tablet ev-
ery half hour from 6
AM to 12 PM. How
many tablets does the
patient need in total?

১৩ টা
13 2 2

7
একিট ৫০০ িমটার লম্বা েট্র-
েনর গিত ৬০ িকেলািমটার
হেল ,অধর্িকেলামীটার লম্বা
একিট েসতু পািড় িদেত েট্র-
নিটর কতক্ষণ সময় লাগ-
েব?

If the speed of a 500 m
long train is 60 km/h,
how much time will it
take to cross a half km
long bridge?

১ িমিনট
1 minute 2 3

8
প্রথম সাতিট েমৗিলক
সংখয্ার গড় িনণর্য় কর।
(ক) 5.60 (খ) 8.28 (গ)
7.42 (ঘ) 6.84

Find the average of the
first seven prime num-
bers. (a) 5.60 (b) 8.28
(c) 7.42 (d) 6.84

খ
B 3 1

8
যখন একিট আিটর্েকল
20% লােভ িবিক্র হয়,
তখন এিট েথেক যখন
এিট 20% হাের িবিক্র হয়
তার েচেয় 60 টাকায় েবিশ
িবিক্র হয়। আিটর্েকলিটর
দাম কত? (ক) 150 টাকা
(খ) 200 টাকা (গ) 140
টাকা (ঘ) 120 টাকা

When an article sells at
20% profit, it sells for
Rs.60 more than when
it sells at 20%. How
much does the article
cost? (a) Rs.150 (b)
Rs.200 (c) Rs.140 (d)
Rs.120

ক
A 3 3

6
েকােনা সংখয্া অেঙ্কর সা-
হােযয্ েলখােক অঙ্কপাতন
বেল?

What is Notation?
েকােনা
সংখয্া
অেঙ্কর
সাহােযয্
েলখােক
অঙ্কপাতন
বেল

system of
written
symbols
used to
represent
numbers

1 -

• GPT-4 (OpenAI, 2023) (released on March
14, 2023) is a multimodal LLM that demon-
strates human-level performance across a
range of professional and academic bench-
marks. Based on the Transformer architec-
ture, it is pre-trained to predict the next to-
ken in a sequence and is capable of analyzing,
reading, and generating up to 25,000 words
(32,768 tokens) per input. The model is esti-

mated to have 1.76 trillion parameters which
is accessible via ChatGPT Plus and the Ope-
nAI API. In this experiment, we utilized the
OpenAIAPI to access and evaluate the GPT-4
model.

• LLaMA 4 (AI, 2025) (released April 5, 2025)
is the latest model from Meta AI designed to
enable more personalized and natively mul-
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timodal experiences. LLaMA 4 is available
in two main versions: Llama 4 Scout, a 17-
billion active parameter model with 16 ex-
perts, and Llama 4 Maverick, a 17-billion
active parameter model with 128 experts.
Llama 4 Maverick is regarded as the best
multimodal model in its class, outperforming
GPT-4o and Gemini 2.0 Flash and DeepSeek
v3 in reasoning and coding tasks. In this ex-
periment, we evaluate the Llama 4 Maverick
model using the Meta.AI 1 website.

• Gemini 2.5 Flash (Gemini Team, 2025) (re-
leased June 17, 2025) is the latest model
from Google, featuring a maximum input of
1,048,576 tokens and a default maximum out-
put of 65,535 tokens and built on a sparse
mixture-of-experts (MoE) (Clark et al., 2022)
Transformer architecture. It incorporates ad-
vanced reasoning capabilities, allowing users
to observe the model’s “thinking process” as
it generates responses. Gemini 2.5 Flash also
introduces agentic AI, supports real-time ap-
plications, and is optimized for large context
processing with up to 1 million input tokens.
The model is accessible through Google AI
Studio and Vertex AI. For this experiment, we
evaluated Gemini 2.5 Flash using the Google
AI Studio 2 platform.

• Grok 3 (released February 17, 2025) is
the latest AI model from xAI, combining
transformer-based language modeling with
symbolic reasoning modules in a 1.2 trillion
parameter architecture (Inaba et al., 2003).
Grok 3 employs 128 expert networks with dy-
namic routing, enabling specialized process-
ing for different task types while maintaining
83% parameter activation efficiency (Doshi
et al., 2023). Unlike traditional mixture-of-
experts (MoE) models, Grok 3 introduces
cross-expert attention gates, allowing knowl-
edge sharing between specialized compo-
nents without catastrophic interference. The
training corpus comprises 13.4 trillion tokens
which is accessible via official website and X.
For this experiment, we use Grok 3 through
official website3.

• DeepSeek-V3 (DeepSeek-AI et al., 2024) (re-
1https://ai.meta.com/
2https://deepmind.google/
3https://grok.com

Direct Prompting (DP)

তোমাকে একটি গণিত প্রশ্ন দেওয়া হবে বাংলায়।
প্রশ্নটি বুঝে শুধুমাত্র সেই প্রশ্নের উত্তর বাংলায় দাও।
ব্যাখ্যা, ধাপ লিখবে না — কেবলমাত্র প্রশ্নের উত্তর বাংলায়
দাও।

প্রশ্ন: {question}
উত্তর: {Answer}

Translated Prompt

You will be given a math question in Bengali.
Understand the question and provide only the
answer in Bengali.
Do not write any explanation—only give the answer

Question: {question}
Answer: {Answer}

Figure 2: Example prompt provided to the LLMs. Note
that Bengali is an alternative name for the language
Bangla.

leased December 26, 2024) is a Mixture-of-
Experts (MoE) language model with 671 bil-
lion total parameters, of which 37 billion are
activated for each token. DeepSeek-V3 uti-
lizes Multi-head Latent Attention (MLA) and
the DeepSeekMoE architecture, building on
advances from DeepSeek-V2, to enable ef-
ficient inference and cost-effective training.
The model is pre-trained on 14.8 trillion to-
kens, and optimized through supervised fine-
tuning and reinforcement learning. It can be
accessed directly via chat on the official web-
site and API through the DeepSeek Platform.
For this experiment, we evaluated DeepSeek-
V3 using the official website.

3.2 Evaluation Procedure
In our experiments, we employ a zero-shot evalua-
tion approach, refraining from using any auxiliary
prompting strategies. Each math problem is pre-
sented to the LLMs in its original Bangla text for-
mat, without any additional context, examples, or
instructions, as shown in Figure 2.
We deliberately choose zero-shot evaluation to

reflect a realistic and practical deployment sce-
nario. Since the LLMs considered in this study
are fine-tuned for general-purpose use and are de-
signed to function out-of-the-box, we argue that
zero-shot evaluation offers a more reliable mea-
sure of their baseline capabilities.
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Finally, we calculate accuracy scores as part of
our evaluation. To assess performance, we extract
the numerical answer(s) generated by the model
and compare with the annotated ground truth an-
swers. We also conduct manual verification of
the LLM-generated outputs and their correspond-
ing ground truth answers to ensure the accuracy
of our evaluation, and to account for possible for-
matting inconsistencies or ambiguities in the re-
sponses. An LLM response is marked correct if
there is an exact numerical match for single-word
numerical responses, or if descriptive answers are
judged to be similar in meaning.

4 Result and Analysis

4.1 Grade level accuracy

The test results 4 are presented in Figure 3, illustrat-
ing the accuracy of each model. A notable down-
ward trend in accuracy can be observed, indicating
that the performance of all models declines when
grade level is increased. Although this outcome
is somewhat anticipated, given that higher grade
math problems generally present greater difficulty,
it is still surprising to observe that half of the mod-
els struggle even at grade 6. Among the mod-
els, DeepSeek V3 and Gemini 2.5 Flash emerge as
the models achieving consistent success—defined
as accuracy exceeding 80%—across all question
types.
LLaMA 4 demonstrates strong performance on

grade 6, but struggles with grades 7 and 8. Grock
3 succeeds in grades six and seven (accuracy ex-
ceeding 70%) but fails for grade eight. GPT-4
fails across all grades, having accuracy less than
70%. For certain math problems, all five mod-
els fail to produce the correct answer. Appendix
A.2 presents examples where the responses from
all five LLMs do not match the annotated ground
truth.
Overall, the results reveal that although these

math word problems are considered relatively sim-
ple for an average human adult, they continue
to pose significant challenges for general-purpose
open-source LLMs, particularly when presented in
Bangla.

4.2 Arithmetic Complexity

We examine how arithmetic complexity affects the
ability of LLMs to solve elementary math word

4Results are obtained early June, 2025.
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Figure 3: Average test accuracy of LLMs mathematical
reasoning on the BanglaMATH dataset for grades 6, 7,
and 8

problems. During annotation, we focus on arith-
metic complexity of math problems, approximated
by the maximum number of digits in the numbers
involved. Intuitively, higher arithmetic or reason-
ing complexity should make problems more diffi-
cult and reduce model accuracy.
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Figure 4: Average test accuracy for each LLM on the
BanglaMATH dataset, based on the number of digits in
the problem.

In Figure 4, we show the average test accuracy
of each model on BanglaMATH, grouped by the
number of digits in the problems. We observe that
as the number of digits increases, the accuracy for
all models drops. For problems involving zero
to two digits, DeepSeek-V3, Gemini 2.5 Flash,
and LLaMA 4 achieve over 80% accuracy. How-
ever, for Grok 3 and GPT-4, accuracy falls below
70% once problems require more than two-digit
arithmetic. The lowest accuracies are seen with
five-digit problems: among all model DeepSeek-
V3 and Gemini 2.5 Flash achieving highest ac-
curacy ≈ 75% while GPT-4 accuracy lowest ac-
curacy 58.13%. Overall, the trend clearly shows
that LLMs make more mistakes as the arithmetic
complexity, measured by the number of digits, in-
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creases.

4.3 Reasoning Complexity

1 2 3 4
Number of Steps

0

20

40

60

80

100

Ac
cu

ra
cy

 (%
)

grok 3
gpt 4o
Llama 4 Maverick
Gemini 2.5 Flash
DeepSeek V3

Figure 5: Average test accuracy for each LLM on the
BanglaMATH dataset, based on the number of reason-
ing steps required to solve each problem.

To evaluate how reasoning complexity influ-
ences the ability of state-of-the-art LLMs to solve
math problems, we determined the number of rea-
soning steps required to solve each problem during
the annotation process. Naturally, problems that
require a higher number of steps are considered to
have greater reasoning complexity.
As shown in Figure 5, model performance drops

significantly as reasoning complexity increases.
When a problem requires only one or two reason-
ing steps, all LLMs perform consistently well, with
accuracy > 70%. However, for problems requir-
ing four or more reasoning steps, the accuracy of
all models falls below< 50%. This pattern clearly
demonstrates that LLMs are much more likely to
make mistakes as reasoning complexity increases.

4.4 Robustness
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Figure 6: Test accuracy for two LLMs (Gemini 2.5
Flash and Deepseeks v3) against the number of distrac-
tors on the subset of BanglaMATH dataset.

We evaluate the robustness of the two top-

performing LLMs (Gemini 2.5 Flash and
DeepSeek V3) against irrelevant information.
Here, irrelevant information refers to details that
are related to the context of the problem but
are inconsequential to its solution. This type of
robustness is especially important, as real-world
problems rarely appear in an idealized form where
all provided information is necessary. Therefore,
it is essential for LLMs to distinguish relevant
from irrelevant information and use only the
pertinent details to arrive at a correct solution. To
test this ability, we manually construct a small
distractor dataset containing 60 examples—20
from each grade level. Each example consists
of an original problem along with four modified
versions that include 1 to 4 pieces of irrelevant
information, referred to as distractors. Each dis-
tractor includes exactly one number and integrates
seamlessly into the original problem context,
making it appear contextually appropriate. We
test both models on this distractor dataset and
observe a significant drop in performance as
the number of distractors increases (see Figure
6). Both models experience an accuracy drop of
approximately 20% when only two distractors
are added. Notably, DeepSeek V3 suffers more
degradation than Gemini 2.5 Flash when the
number of distractors exceeds two.
In Appendix A.1, Table 3 shows examples of the

models’ responses to distractor-augmented prob-
lems and reveal that the models behave differently
in the presence of irrelevant information. Both
models adjust their reasoning based solely on the
added irrelevant details, often leading to incorrect
conclusions. Based on these results, we conclude
that neither model demonstrates strong robustness
to irrelevant information. This exposes a critical
weakness: even advanced LLMs struggle to filter
out distractions, highlighting the ongoing need for
improved contextual understanding in real-world
problem-solving tasks.

4.5 Language Bias
LLMs often exhibit decreased performance when
operating in languages other than English (Dey
et al., 2024). To investigate potential bias toward
low-resource languages like Bangla, we conducted
an experiment using a subset of 60 samples as
distractor dataset from the BanglaMATH dataset.
Each mathematical question was translated from
Bangla to English, and we evaluated the perfor-
mance of Gemini 2.5 Flash and DeepSeek V3
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Figure 7: Test accuracy of Gemini 2.5 Flash and
DeepSeek V3 on BanglaMATH subset, comparing orig-
inal Bangla problems and English translations.

on both the original and translated versions. As
shown in Figure 7, both models demonstrate a per-
formance improvement of approximately 6.5% af-
ter translation. Notably, Gemini 2.5 Flash consis-
tently outperforms DeepSeek V3 in both Bangla
and English versions. However, the substantial
accuracy gain following translation underscores
a significant language bias—revealing that these
LLMs reason more effectively in English than in
Bangla. This disparity highlights a critical short-
coming: current LLMs trained on low-resource
languages like Bangla do not yet match their
English-language capabilities. Our findings em-
phasize the urgent need to enhance the mathemati-
cal reasoning abilities of LLMs across diverse lin-
guistic contexts, especially for underrepresented
and low-resource languages.

5 Related Works

Math-related datasets are available predominantly
in English (Hendrycks et al., 2021; Amini et al.,
2019; Cobbe et al., 2021), making them unsuitable
for evaluating the reasoning abilities of LLMs in
Bangla. Traditional math word problem (MWP)
datasets like AddSub (Hosseini et al., 2014) and
MultiArith (Roy and Roth, 2016) are integrated
into broader MWP repositories. Other simi-
lar datasets include SingleEq (Koncel-Kedziorski
et al., 2015), AQUA (Ling et al., 2017), and AsDiv
(Miao et al., 2020). GSM8K (Clark et al., 2022)
and SVAMP (Patel et al., 2021) take advantage of
detailed annotations and have prevailed in recent
evaluations of LLMs. Similarly, MATH dataset

(Hendrycks et al., 2021), which collects problems
from American high school mathematics compe-
titions and categorizes them into seven subjects:
Pre-algebra, Algebra, Number Theory, Counting
and Probability, Geometry, Intermediate Algebra,
and Pre-calculus. However, these problems are ex-
tremely challenging—even for humans, the accu-
racy rate is only 40%. Given that many LLMs are
still in early stages, using overly difficult problems
may have limited utility in evaluating their capabil-
ities.
Other than English, several Chinese and a Hindi

(Sharma et al., 2022) math-related datasets ex-
ist. AGI-Eval (Zhong et al., 2023) and C-Eval
(Huang et al., 2023) target general-purpose, multi-
disciplinary evaluation for LLMs and contain sub-
sets specifically designed to assess mathematical
abilities. The math problems in these datasets
range from middle school to college level and
are often quite complex. Similarly, Math23K
(Wang et al., 2017) and APE210K (Zhao et al.,
2020), CMATH (Wei et al., 2023) and K6 (Yang
et al., 2023), comprise elementary school-level
math word problems. CMATH and K6, are two
datasets that are relatively similar to ours and are
developed concurrently. Both focus on math word
problems from elementary school and organize in-
stances by grade level.
Our work is most direclty inspired by the

CMATH dataset, which contains 1.7K problems
collected from onlineworkbooks and exams, while
K6 comprises 600 problems collected from an ed-
ucational institution. However, neither of these
two datasets has been publicly released, which pre-
vents us from conducting an empirical compari-
son with them. Additionally, APE210K, contains
an enormous 210K Chinese math word problems
from elementary school. Its test set alone includes
as many as 5,000 problems. However, the test sets
do not provide annotations specific to LLM evalu-
ation.

6 Conclusion

We have introduced BanglaMATH, a novel dataset
designed to enable fine-grained evaluation of
Large Language Models (LLMs) on elementary-
level mathematical word problems in Bangla. To
the best of our knowledge, BanglaMATH is the
first Bangla mathematical benchmark dataset de-
signed to help evaluate the mathematical reason-
ing abilities of LLMs. Our results show that
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BanglaMATH poses a significant challenge even
for state-of-the-art LLMs, with performance de-
clining as the grade level increases. Addition-
ally, we observe that as the arithmetic and reason-
ing complexity of problems increases, the accu-
racy of all evaluated models decreases. Our ro-
bustness analysis reveals that top-performing mod-
els such as Gemini 2.5 Flash and DeepSeek V3
struggle when faced with irrelevant or distracting
information, highlighting a vulnerability in real-
world problem comprehension. Furthermore, we
uncover a clear language bias—performance im-
proves when Bangla problems are translated into
English. This suggests that current LLMs are less
effective at reasoning in low-resource languages
like Bangla compared to English. We believe
BanglaMATH can serve as a valuable benchmark
for advancing non-English mathematical reason-
ing research, and help evaluate the cross-linguistic
mathematical reasoning capabilities of LLMs.

7 Limitations

While we have made a strong effort to evaluate the
Bangla mathematical reasoning abilities of vari-
ous LLMs, due to budget constraints and restricted
API access, we are unable to assess all available
LLMs. We encourage future work to expand on
this study by including a broader range of mod-
els, especially as more open-source and multilin-
gual LLMs become accessible. Our focus in this
work is on evaluating mathematical understand-
ing and the results underscore that mathematical
reasoning—particularly in non-English contexts
and in the presence of real-world distractions—
remains a significant challenge, even for state-of-
the-art models. We hope that BanglaMATH serves
as a valuable resource for future research aimed
at improving multilingual mathematical reasoning
and helps guide the development of LLMs that
are robust, linguistically inclusive, and capable of
solving real-world math problems effectively.

8 Ethics Statement

All problems in the BanglaMATH dataset are
based on publicly available elementary school-
level materials. No human subjects or sensitive
data were involved during the annotation process;
all annotations rely solely on the authors’ judg-
ment. We acknowledge that certain labels, such as
the number of steps in a solution, may vary based
on individual interpretation. We ensure responsi-

ble use of LLMs and adhere to ethical guidelines
in data handling and model evaluation.
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A Appendix

A.1 Model Responses Under Distractor Augmentation

Table 3: Math problem with increasing distractors and model responses from Gemini 2.5 Flash and DeepSeek V3.
The “# Distractor” column shows how many irrelevant phrases were added. The first row is the original problem;
subsequent rows include 1–4 distractors. The table compares how Gemini Flash 2.5 and DeepSeek V3 reasoning
changes with added distractions.

#
Distractors

Math Problem Gemini Flash 2.5
Response

DeepSeek V3
Response

0
েখলনা গািড় িনেয় েখলার সময় িমনু্ট েদখেলা ,
েসনু্টর গািড়র সংখয্া তার েচেয় েবিশ এবং েসনু্ট
েক বলেলা, তুিম আমােক দুইটা গািড় দাও তাহেল
আমােদর গািড়র সংখয্া সমান হেব ।েসনু্ট উেল্টা
েজাড় কের িমনু্টর েথেক ২িট গািড় িনেয় িহসাব
কের বলল তার গািড়র সংখয্া এখন িমনু্টর িদ্বগুণ
। শুরুেত কার কয়িট গািড় িছল ?
Mintu saw that Sentu had more toy cars
than him. He said, “Give me 2 cars and
we’ll have the same number.” Sentu in-
stead took 2 cars from Mintu and said,
“Now I have double the cars you have.”
What were their original counts?

Answer: Mintu had 10
cars, Sentu had 14.
Reasoning: Because
if Sentu gave 2 cars,
both would have 12;
if Sentu took 2 cars,
he would have 16 and
Mintu 8 — and 16 = 2
× 8.

Answer:Mintu:
10, Sentu: 14
Reasoning: If
Sentu gives
2 cars, both
have 12; if
Sentu takes 2,
he has 16 and
Mintu 8 → 16
= 2×8

1
"েখলনা গািড় িনেয় েখলার সময় িমনু্ট েদখেলা ,
েসনু্টর গািড়র সংখয্া তার েচেয় েবিশ এবং েসনু্ট
েক বলেলা, তুিম আমােক দুইটা গািড় দাও তাহেল
আমােদর গািড়র সংখয্া সমান হেব ।েসনু্ট উেল্টা
েজাড় কের িমনু্টর েথেক ২িট গািড় িনেয় িহসাব
কের বলল তার গািড়র সংখয্া এখন িমনু্টর িদ্বগুণ
।তােদর েমাট েখলনা গািড়র সংখয্া ২৫িটর কম
িছল। শুরুেত কার কয়িট গািড় িছল ?
Mintu saw that Sentu had more toy cars
than him. He said, Give me 2 cars and
we’ll have the same number. Sentu in-
stead took 2 cars from Mintu and said,
Now I have double the cars you have.
“The total number of toy cars was less than
25 ". What were their original counts?

Answer: Mintu had 6
cars, Sentu had 10
Reasoning: Mintu ini-
tially had 6 cars and
Sentu had 10 — their
total is 16, which is
less than 25, this is the
only pair that satisfies
both conditions.

Answer:Mintu:
10, Sentu: 14
Reasoning:
Although the
total is 24,
this is the
only pair that
satisfies both
conditions, so
unchanged
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2
েখলনা গািড় িনেয় েখলার সময় িমনু্ট েদখেলা ,
েসনু্টর গািড়র সংখয্া তার েচেয় েবিশ এবং েসনু্ট
েক বলেলা, তুিম আমােক দুইটা গািড় দাও তাহেল
আমােদর গািড়র সংখয্া সমান হেব ।েসনু্ট উেল্টা
েজাড় কের িমনু্টর েথেক ২িট গািড় িনেয় িহসাব
কের বলল তার গািড়র সংখয্া এখন িমনু্টর িদ্বগুণ
। তােদর েমাট েখলনা গািড়র সংখয্া ২৫িটর কম
িছল। প্রিতিট গািড়র দাম িছল ৩০ টাকা।শুরুেত
কার কয়িট গািড় িছল ?
Mintu saw that Sentu had more toy cars
than him. He said, Give me 2 cars and
we’ll have the same number. Sentu in-
stead took 2 cars from Mintu and said,
Now I have double the cars you have. “
The total number of toy cars was less than
25. Each car cost 30 Taka.” What were
their original counts?

Answer: Mintu had 6
cars, Sentu had 10
Reasoning:The price
is irrelevant; since the
number conditions
match, the answer
remains unchanged.

Answer:Mintu:
10, Sentu: 14
Reasoning:
Price or total
cost does not
affect the
logic; the pre-
vious answer
remains valid

3
েখলনা গািড় িনেয় েখলার সময় িমনু্ট েদখেলা ,
েসনু্টর গািড়র সংখয্া তার েচেয় েবিশ এবং েসনু্ট
েক বলেলা, তুিম আমােক দুইটা গািড় দাও তাহেল
আমােদর গািড়র সংখয্া সমান হেব ।েসনু্ট উেল্টা
েজাড় কের িমনু্টর েথেক ২িট গািড় িনেয় িহসাব
কের বলল তার গািড়র সংখয্া এখন িমনু্টর িদ্বগুণ
। তােদর েমাট েখলনা গািড়র সংখয্া ২৫িটর কম
িছল। প্রিতিট গািড়র দাম িছল ৩০ টাকা।তারা প্র-
িতিদন ৩ ঘণ্টা েখলনা গািড় িদেয় েখেল। শুরুেত
কার কয়িট গািড় িছল ?
Mintu saw that Sentu had more toy cars
than him. He said, Give me 2 cars and
we’ll have the same number. Sentu in-
stead took 2 cars from Mintu and said,
Now I have double the cars you have. “
The total number of toy cars was more
than 25. Each car cost 30 Taka.They play
3 hours a day with the cars ". What were
their original counts?

Answer: Mintu had 6
cars, Sentu had 10
Reasoning:playing
time is irrelevant; the
answer is based solely
on the car count logic.
Price or total cost does
not affect the logic;
the previous answer re-
mains valid

Answer:Mintu:
10, Sentu: 14
Reasoning:
Playing time
is irrelevant;
the answer is
determined by
the number
logic alone
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4
েখলনা গািড় িনেয় েখলার সময় িমনু্ট েদখেলা ,
েসনু্টর গািড়র সংখয্া তার েচেয় েবিশ এবং েসনু্ট
েক বলেলা, তুিম আমােক দুইটা গািড় দাও তাহেল
আমােদর গািড়র সংখয্া সমান হেব ।েসনু্ট উেল্টা
েজাড় কের িমনু্টর েথেক ২িট গািড় িনেয় িহসাব
কের বলল তার গািড়র সংখয্া এখন িমনু্টর িদ্বগুণ
। তােদর েমাট েখলনা গািড়র সংখয্া ২৫িটর কম
িছল। প্রিতিট গািড়র দাম িছল ৩০ টাকা।তারা প্র-
িতিদন ৩ ঘণ্টা েখলনা গািড় িদেয় েখেল।তােদর
েখলনা গািড়র সংগ্রেহ ১০িট িবিভন্ন মেডল িছল।
শুরুেত কার কয়িট গািড় িছল ?
Mintu saw that Sentu had more toy cars
than him. He said, Give me 2 cars and
we’ll have the same number. Sentu in-
stead took 2 cars from Mintu and said,
Now I have double the cars you have.
“The total number of toy cars was more
than 25. Each car cost 30 Taka.They play
3 hours a day with the cars.Their collec-
tion included 10 different models ". What
were their original counts?

Answer:Insufficient
Information
Reasoning: The given
information in this
problem makes it
impossible to confirm
solutions.

Answer:Mintu:
6, Sentu: 14

Reasoning:
new condi-
tion (number
of models)
suggests a
different
solution

A.2 LLM Response

Table 4: Example math problems from the BanglaMATH dataset where all LLMs provide incorrect answers.

Questions
(Bangla)

Answer
(Bangla)

Math Prob-
lem (En-
glish)

Answer
(English)

GPT-
4

LLaMA Gemini
2.5
Flash

Deep
Seek-
V3

grok
3

১০ বছর পূেবর্
িমিল ও পু-
ষ্পার বয়েসর
অনুপাত িছল
৭:১। বতর্ মােন
তােদর বয়েসর
অনুপাত িছল
৩:১। ১৬ বছর
পূেবর্ িমিল ও
পুষ্পার বয়েসর
অনুপাত কত?

১৬ বছর
পূেবর্ পুষ্পার
জন্ম হয়িন

10 years ago,
the ratio of
Mili and
Pushpa’s
ages was 7:1.
At present,
their age
ratio is 3:1.
What was
their age
ratio 16 years
ago?

Pushpa
was not
born 16
years ago

16:1 13:1 13:1 5:1 5:1
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পিনর ও রিব-
েনর আেয়র
অনুপাত ৪:৩,
রিবন ও তপ-
েনর অনুপাত
৫:৪। পিনেরর
আয় ১২০০০
টাকা হেল,
িতনজেনর
েমাট আয় কত?

২৮২০০ টা-
কা

The income
ratio of Ponir
and Robin
is 4:3, and
the ratio of
Robin and
Topon is 5:4.
If Ponir’s
income is
12,000 Taka,
what is the
total income
of the three?

28,200
Taka

39,600
Tk.

31,200
Tk.

26,100
Tk.

31,200
Tk

22,500
Tk

েখলনা গািড়
িনেয় েখলার
সময় িমনু্ট েদ-
খেলা, েসনু্টর
গািড়র সংখয্া
তার েচেয়
েবিশ। েসনু্টেক
বলেলা, তুিম
আমােক দুইটা
গািড় দাও তা-
হেল আমােদর
গািড়র সংখয্া
সমান হেব।
েসনু্ট উেল্টা
েজাড় কের
িমনু্টর েথেক
২িট গািড় িনেয়
বলল তার
গািড়র সংখয্া
এখন িমনু্টর
িদ্বগুণ। শুরুেত
কার কয়িট
গািড় িছল?

েসনু্টর
িছল ১০িট,
িমনু্টর িছল
১৪িট েখ-
লনা গািড়

While play-
ing with toy
cars, Mintu
noticed that
Sentu had
more cars
than him.
Mintu said,
“If you give
me two cars,
we’ll have
the same
number.”
Sentu instead
forcibly took
two cars
from Mintu
and said,
“Now I have
double the
cars you
have.” How
many toy
cars did
each have
originally?

Sentu had
10, Mintu
had 14 toy
cars

Mintu
had
6,
Shentu
had
10
cars

Mintu
had 14,
Shentu
had 18
cars

Mintu
had 6,
Shentu
had 10
cars

Mintu
had
6,
Shentu
had
10
cars

Mintu
had
6,
Shentu
had
10
cars
.
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েকান একিট
িবেয়র অনুষ্ঠােন
রান্না করেত
বাবুির্চ​ ও তার
সহকমীর্ েমাট
৪০০িট েপঁয়াজ
কােটন। বাবুির্চ​
প্রিত িমিনেট
অন্তত ৩িট েপঁ-
য়াজ এবং তার
সহকমীর্ প্রিত
িমিনেট অন্তত
২িট েপঁয়াজ
কাটেত পাের।
যিদ বাবুির্চ​
তার সহকমীর্র
েচেয় ২৫ িমিনট
আেগ েপঁয়াজ
কাটা বন্ধ কের,
তেব েক কতিট
েপঁয়াজ েকেট-
িছল আর কার
কতক্ষণ সময়
েলেগিছল?

বাবুচীর্ ৭০
িমিনেট
২১০িট,
সহকারী
৯৫ িমিনেট
১৯০িট

At a wedding
ceremony,
a chef and
his assistant
together cut
400 onions.
The chef can
cut at least
3 onions per
minute, and
the assistant
at least 2
onions per
minute. If the
chef stopped
cutting 25
minutes
before the
assistant did,
how many
onions did
each cut and
how long did
they work?

Chef: 210
onion
(70 min),
Assistant:
190 onion
(95 min)

Chef:
240
onion
As-
sis-
tant:
160
onion

Chef:
240
onion
Assis-
tant:
160
onion

Chef:
175
onion
Assis-
tant:
240
onion

Chef:
240
onion
As-
sis-
tant:
160
onion

Chef:
240
onion
As-
sis-
tant:
160
onion

কািরম সােহ-
েবর ৩ পুত্র
এবং প্রথম ২
জন যমজ। ৩
পুেত্রর বতর্ মান
বয়েসর সমষ্টি
২৯ বছর।
৬ বছর পূেবর্
তােদর বয়েসর
সমষ্টি িছল ১২
বছর। পুত্রেদর
বতর্ মান বয়স
কত?

১২, ১২, ৩
বছর

Mr. Karim
has three
sons, the first
two are twins.
The sum of
their current
ages is 29
years. Six
years ago,
the sum of
their ages
was 12 years.
What are
their current
ages?

12, 12,
and 3
years old

10,10,
9

5,5,10 9,9 ,11 10,10,
9

12,12,
5
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Abstract

Constrained decoding is a state-of-the-art tech-
nique for restricting the output of a Large Lan-
guage Model (LLM) to obey syntactic rules,
e.g., a regular expression or context-free gram-
mar. In this paper, we propose a method for
extending constrained decoding beyond syn-
tactic constraints, to enforcing formal, logical
constraints that reflect some world model be-
ing reasoned about. We demonstrate proof-of-
concept implementations for the game of chess,
and for propositional resolution proofs: we con-
strain the LLM’s decoding such that the LLM is
free to output whatever tokens it wants, as long
as it does not make illegal moves (chess) or un-
sound proof steps (resolution). We believe this
technique holds promise for improving LLMs’
generation of precise, formal reasoning, as is
particularly necessary for mathematics.

1 Introduction

Proof is the quintessential distinguishing feature
of mathematical discourse. Like other forms of
argumentation, the statements in a proof must be
syntactically correct and semantically meaningful,
and the overall text should lead to the desired con-
clusion. What makes proofs distinctive is that each
statement must be sound, i.e., it must obey formal
logical rules with respect to the preceding state-
ments. This is akin to the moves in a game or
puzzle: each step must be a legal move. Many
applications require such precise, correct, logical
reasoning, underscoring the importance of research
on NLP for mathematics.

Large Language Models (LLMs) have made ex-
traordinary progress on mathematical reasoning,
e.g., both OpenAI and Google DeepMind recently
announced gold-medal-level performance on Inter-
national Math Olympiad problems (Wei, 2025; Lu-
ong and Lockhart, 2025). However, even leading-
edge frontier models frequently make mistakes.
In this paper, we do not concern ourselves with

8 0Z0Z0Z0Z
7 S0a0skop
6 0ZpZ0o0Z
5 ZpZ0Z0Z0
4 0O0Z0Z0Z
3 ZpONZ0O0
2 0Z0Z0O0O
1 Z0Z0ZKZ0

a b c d e f g h

Figure 1: ChatGPT-5 (White) is playing against Stock-
fish 17.1 (Black). On move 30, White attempts Rxe7+
(shown in blue), i.e., taking Black’s rook at e7 and at-
tacking Black’s king with White’s rook at a7. This is
illegal as Black’s bishop on c7 is in the way.

wild hallucinations, but rather focus on formally
invalid reasoning: statements that, given the pre-
cise logic of the world model underlying the rea-
soning, are illegal or incorrect. For example, we
pitted ChatGPT-5 against the well-known chess en-
gine Stockfish (Romstad et al., 2008–present) in
a casual game.1 ChatGPT played a solid opening,
but stumbled a bit in the mid-game, reaching the
position shown in Fig. 1 with ChatGPT (White)
to play its 30th move. At this point, ChatGPT
attempted a flagrantly illegal move, presumably

1The details of the game are unimportant, but for the cu-
rious: We used Stockfish version 17.1, with default settings
except a depth-limit of 15. ChatGPT-5 played White, and
Stockfish played Black. The moves played were: 1. e4 e5 2.
Nf3 Nc6 3. Bb5 a6 4. Ba4 Nf6 5. O-O Nxe4 6. d4 b5 7. Bb3
d5 8. dxe5 Be6 9. c3 Be7 10. Re1 O-O 11. Nbd2 Bc5 12.
Nxe4 dxe4 13. Qxd8 Rfxd8 14. Rxe4 Bxb3 15. axb3 Rd1+
16. Re1 Rxe1+ 17. Nxe1 Nxe5 18. Bf4 Bd6 19. Bxe5 Bxe5
20. Nd3 Bd6 21. Re1 a5 22. Ra1 f6 23. Kf1 Kf7 24. Ke2 c6
25. g3 Bc7 26. b4 Re8+ 27. Kf1 a4 28. b3 axb3 29. Ra7 Re7,
whereupon ChatGPT attempted an illegal move.
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indicating that it had lost track of the underlying
world model (the board state). Or, for a more math-
ematical example, we asked ChatGPT-5 to produce
a resolution-based refutation proof for a pigeon-
hole problem with 3 pigeonholes. (See §2.2 and
§4.2 for more explanation.) ChatGPT produced 74
logically sound (but sometimes useless or repeti-
tive) resolution steps, before declaring on the 75th
step, confidently but completely unfoundedly, that
it had reached a contradiction and completed the
“proof”. We witnessed similar failures with Claude
Sonnet 4.

Considerable research has boosted performance
of language models on complex reasoning tasks,
with techniques like chain-of-thought (Wei et al.,
2023) and reinforcement learning with verified re-
wards (Wang et al., 2025). However, such tech-
niques do not guarantee that the LLM will not
produce logically illegal outputs. Furthermore, it
seems inefficient to try to train language models
to do fully precise, logical reasoning, when ex-
isting symbolic techniques can handle that well.
For example, Pan et al. 2025 show that it is theo-
retically possible for a custom-programmed trans-
former to decide propositional satisfiability (albeit
inefficiently), but that an empirically trained trans-
former for 3SAT generalizes and scales poorly; in
contrast, existing SAT solvers routinely solve prac-
tical problem instances with millions of variables.
We believe a neuro-symbolic approach — i.e., aug-
menting the language model with logical, symbolic
reasoning — holds great promise to marry the best
attributes of both approaches.2

Specifically, we build our work on constrained
decoding, a state-of-the-art technique for restricting
the output of an LLM to obey syntactic rules, e.g.,
a regular expression (Beurer-Kellner et al., 2023;
Willard and Louf, 2023) or context-free grammar
(Willard and Louf, 2023; Ugare et al., 2024).3 We
propose to lift the concept of constrained decod-
ing beyond syntactic constraints, to enforcing for-
mal, logical constraints that reflect some underly-
ing world model. We demonstrate proof-of-concept

2There is even intriguing neuroscience evidence in support
of such an approach. In a brain imaging study on highly edu-
cated subjects, professional mathematicians used completely
different neural pathways to solve math problems, whereas the
non-mathematically trained subjects relied solely on their lan-
guage pathways, with lower accuracy (Amalric and Dehaene,
2016).

3In recent work, Mündler et al. 2025 have also extended
constrained decoding beyond syntactic constraints, to generate
type-safe code. Our work is philosophically very much aligned
with theirs.

implementations for the game of chess, and for
propositional resolution proofs. We show that our
method is easily implemented with several different
open-source language models, ensuring generation
of guaranteed-correct outputs, while not otherwise
perturbing the language models.

2 Background

2.1 Chess

For 60 years, the game of chess has been pro-
claimed “the Drosophila of AI”.4 “Drosophila”
refers to Drosophila melanogaster, a species of
fruit fly that has been a favorite subject of biological
research as a model organism: they are cheap and
fast to raise, relatively simple for experiments and
analysis, yet they can illuminate the same concepts
important in larger and more relevant organisms.
AI research has used chess for exactly analogous
reasons, and we follow this tradition by using chess
for our initial implementation and experiments.

Chess is a two-player, deterministic (i.e., there is
no luck involved), perfect-information (i.e., there
is no hidden information, like face-down playing
cards), turn-based (i.e., the players take turns mak-
ing moves) game. Each player starts with a stan-
dard set of playing pieces, arranged on the play-
ing board in a standard configuration. One player
(dubbed “White”) plays the light-colored pieces,
and moves first; the other player (“Black”) plays
the dark-colored pieces. There are a variety of
types of pieces, with specific formal rules govern-
ing how each piece is allowed to move on the board,
and to “capture” (remove from the board) pieces
from the opposing player. For example, in the
board position shown in Fig. 1, White’s piece on
square a7 is called a “rook” and is allowed in a
single turn to move any distance vertically or hori-
zontally, but only through empty squares. It could
also move to square c7, resulting in the removal
from the board of Black’s “bishop” currently on
that square. But it is not allowed to move past
c7, because Black’s bishop occupies that square
and blocks further movement. Each player has one
distinguished piece, called the “king”, and to win
the game, a player tries to reach a game state in
which one is attacking the opponent’s king such
that they cannot prevent their king being captured
(called “checkmate”). It is also possible for a game

4According to Ensmenger 2012, this metaphor originated
with Russian mathematician Alexander Kronrod in 1965 and
first appeared in print in (Simon and Chase, 1973).
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to end as a draw, in which neither player wins. For
example, if a player has no legal moves, but his
king is not under attack, then the game ends in a
draw.

Chess has a rich literature, spanning centuries.
We have presented just enough concepts so that
a reader unfamiliar with chess can follow the key
points of this paper. We reiterate that our goal is
not to produce a superior chess engine, but to use
chess as an example of an underlying world model
with formal rules, which we can use to constrain
an LLM playing chess, such that it never makes an
illegal move.

2.2 Propositional Resolution Proofs
In propositional logic, all variables are Boolean
(true/false), and there are no function or predi-
cate symbols. Many logical operators are stan-
dard, e.g., AND, OR, NOT, etc., but it is standard
to assume that formulas are in conjunctive nor-
mal form (CNF): a literal is either a variable x,
or its negation x; a clause is the disjunction of
a set of literals, e.g., (x1 + x2 + x3); and a for-
mula is the conjunction of a set of clauses, e.g.,
(x1 + x2 + x3)(x3 + x4 + x5). (We use + to de-
note OR, and juxtaposition to denote AND.) Propo-
sitional logic is the foundational layer of logical
reasoning, making it an ideal testbed for the rea-
soning capabilities of any AI system. As such, we
propose that propositional logic be the drosophila
of reasoning.5

Formally, a mathematical proof is simply a se-
quence of statements, leading from a set of assump-
tions to a desired conclusion, such that (1) each
statement is logically implied by the assumptions
and preceding statements in the proof, and (2) this
implication can be efficiently checked, usually syn-
tactically according to the rules of a given proof sys-
tem. Specifically, in this paper, we focus on proof
by resolution: given two clauses (A1+· · ·+An+x)
and (B1+ · · ·+Bm+x), where the Ai and Bj are
literals, and x is some variable, then the conjunc-
tion of the two clauses implies the clause (called
the “resolvent”) (A1+ · · ·+An+B1+ · · ·+Bm).
In a proof by resolution, each statement in the
proof must be the resolvent of clauses from the
assumptions or previously generated proof state-

5Pan et al. 2025 express a similar sentiment: “Boolean SAT
solving captures the essence of deductive logical reasoning
because: 1) Boolean logic lies as the foundation of all logical
reasoning, and 2) many modern SAT solvers are inherently
formal deductive systems that implement the resolution proof
system.”

ments. Resolution is known to be a sound (i.e., no
false statement can be proven) and complete (i.e.,
any true statement can be proven) proof system.
Without loss of generality, we further restrict our-
selves in this paper to proofs by refutation, mean-
ing that the desired conclusion is to imply false,
which proves that the original assumptions are a
contradiction.

For convenience in interacting with the text-
based LLMs, we adopt the common convention
of denoting variables simply by their number, and
denoting negation using the minus sign. So the ear-
lier example of clauses (x1+x2+x3)(x3+x4+x5),
would be denoted (1 + 2 + −3) (3 + −4 + 5).

2.3 Constrained Decoding

At a high level, a typical LLM works as follows:
1: initialize buf ← initial prompt
2: repeat
3: dist ← Softmax(Nnet(buf ))
4: sample next_token from dist
5: append next_token to buf
6: until next_token = EOS

where buf is the context buffer; Nnet is the neural
network in the LLM that produces weights for each
possible next token; dist is a probability distribu-
tion over the possible next tokens, generated via
some version of softmax; and EOS is the end-of-
sequence token.

The goal is to constrain the LLM to generate only
output that obeys some syntax rules. But given the
large investment in training the network Nnet, we
do not want to modify it. And given that evaluating
Nnet(buf ) is slow, we wish to avoid any backtrack-
ing or speculative evaluation.

Constrained decoding takes advantage of this ba-
sic LLM architecture to modify only the decoding
step, to mask out illegal token choices: (Changes
are highlighted in green.)

1: initialize buf ← initial prompt
2: initialize parser P.INIT(buf )
3: repeat
4: dist ← Softmax(Nnet(buf ))
5: mask ← P.LEGALNEXTTOKENS()
6: disallow in dist any token not in mask
7: sample next_token from dist
8: append next_token to buf
9: update P.UPDATESTATE(next_token)

10: until next_token = EOS

Here, P is some sort of parsing engine for the syn-
tactic constraints being enforced. For example, if
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we wish to force the LLM output to obey a regular
expression, then P could maintain a finite-state au-
tomaton that tracks all states from which there is a
path to an accepting state. By restricting the next to-
ken to always be in P.LEGALNEXTTOKENS(), we
guarantee that the generated output cannot violate
the regular expression.

Constrained decoding has the desired properties:
Nnet is not modified, and not evaluated more than
necessary, and the output is guaranteed to obey
the syntactic restrictions. An additional desirable
property is that it is “minimally invasive” (Beurer-
Kellner et al., 2024), meaning all legal behavior
of the LLM is still allowed, with the same rel-
ative probabilities. Clever implementation can
make constrained decoding very efficient. For ex-
ample, “token misalignment” occurs if the LLM
and parser tokenize the text stream differently;
this can be solved efficiently by pre-computing
what is essentially small automaton that performs
a limited look-ahead at what tokens the parse is
prepared to accept. (Beurer-Kellner et al., 2024;
Hamilton and Mimno, 2025) It is also useful to
be able to switch between constrained and uncon-
strained decoding, because restricting the LLM
to only constrained output can limit its reasoning
ability. (Banerjee et al., 2025) This can be accom-
plished easily by having the parser recognize spe-
cific token sequences to start and stop enforcing
constraints.

3 Logically Constrained Decoding

But what if we wish to enforce richer constraints
than mere syntax? For example, we might wish to
generate a program that obeys specified functional
properties, or a mathematical proof that is logi-
cally sound. For such an application, syntactical
constraints are insufficient, because there is an un-
derlying world model, upon which the correctness
or incorrectness of an output depends. For program
correctness, this world model might include the
values and types of program variables, assumptions
on program paths, and the semantics of various
operators. For mathematical proof, the underly-
ing model might include constraints (assumed or
derived) on the domains and interpretations of all
formal symbols, and the status of assumptions and
proof goals.

In this paper, we propose the concept of logically
constrained decoding. We retain the framework of
constrained decoding, with its desirable attributes,

but we seek to enforce formal, logical constraints
that reflect some world model underlying the rea-
soning.

The basic idea is actually very simple. The key
insight is that the parser P in (normal, syntactic)
constrained decoding is already doing logically
constrained decoding, but just for a very limited,
underlying world model. For regular expressions,
the world model is just a finite automaton; for
CFGs, a pushdown automaton. Why not substi-
tute a richer world model?

So, in logically constrained decoding, we gen-
eralize the parser into a symbolic constraint en-
gine. Just as in normal constrained decoding, it
watches the generated tokens, and updates the state
of its internal world model. And just as in normal
constrained decoding, it reasons about this world
model to mask out illegal next tokens, guaranteeing
that the generated output is correct with respect to
this underlying world model. The difference is that
this world model can be more complex, involving
symbolic reasoning.

The challenge, of course, is the LEGALNEXTTO-
KENS operation. For purely syntactic constraints,
with a finite or pushdown automaton as the under-
lying world model, the legal next tokens can be cal-
culated via standard automata-theoretic techniques.
But for more general constraints, it’s not obvious
that one can compute the set of legal next tokens,
i.e., tokens that are the next token in the prefix
of an overall correct output. Are there any non-
trivial, non-syntactic world models for which we
can implement logically constrained decoding? We
answer this question affirmatively with two simple,
but non-trivial examples: chess and propositional
resolution proofs.

Chess, as a “Drosophila” experiment, turns out
to be easy, but illustrates constraining LLM output
according to formal, logical rules completely un-
like the syntax-focused prior work on constrained
decoding. The underlying world model is simply
the state of the chess board.6 As the LLM gener-
ates chess moves, the symbolic constraint engine
updates the board state. For the LEGALNEXTTO-
KENS operations, the constraint engine solves for
the set of legal next moves in the current game
state, looks at the partially generated move from

6Chess afficianados will note that aside from the obvious
positions of pieces on the board, state includes some additional
information, like en passant pawns, castling options, etc. But
this is all finite-state and well-documented, e.g., in Forsyth-
Edwards notation.
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the LLM (if any), and allows any token that can
lead to generating one of the complete legal moves.

Propositional resolution proofs are our second,
more complex example. Propositional proofs are
the essence of mathematical proof, and as men-
tioned earlier, resolution lies at the core of practi-
cal, modern SAT solvers. In this case, the state of
the underlying world model is the set of clauses
that were either given as assumptions, or have been
proven already. A legal “move” is a resolvent of ex-
isting clauses. (We can also enforce that the move
does not generate a duplicate of an existing clause,
or a useless tautology like (x+x).) When the LLM
is trying to generate its next move, the symbolic
constraint engine enforces that each additional to-
ken maintains that the generated output be a prefix
of a legal resolvent. For example, given assump-
tions (1) (−1 + 2) (−2), the legal resolvents are
(2) (generated by resolving (1) and (−1 + 2)),
and (−1) (generated by resolving (−1 + 2) and
(−2)). So, the LLM is constrained7 to generating
a ( next, and then either a 2 or a −, and then if it
had generated (2, it must generate a ) next, and if
it had generated (−, it must generate a 1 next, etc.

So, it is possible in theory to do logically con-
strained decoding for two small, but non-trivial
problems. But is it efficient enough to improve the
accuracy of real LLMs? That is a question that
must be answered empirically.

4 Empirical Results

We now evaluate how well logically constrained
decoding works on our two example world mod-
els. Specifically, we explore (1) Is it easily imple-
mentable in practice on real LLMs? (2) Does it
improve the quality of LLM outputs on these prob-
lems in practice? and (3) What is the impact on the
LLMs’ token throughput?

To answer the first question, we imple-
mented logically constrained decoding for these
two problems on several different LLM fami-
lies: Qwen2.5 7B / 14B / 32B (Qwen et al.,
2025), Llama 3.1 8B (Grattafiori et al., 2024),
Gemma3 7B / 14B / 27B (Team et al., 2025), Phi4-
mini (Microsoft et al., 2025), and Ministral-8B
(Jiang et al., 2024). We selected these models be-
cause they are open-source, and fit on our comput-
ing infrastructure. (Our experiments were run on a

7As noted earlier, the symbolic constraint engine can be de-
signed to allow the LLM some unconstrained thinking tokens,
and only constrain specific parts of the output.

shared cluster, using Dell EMC C4140 GPU com-
pute nodes, with 8GB RAM per core, and NVIDIA
Tesla V100 GPUs with 16GB or 32GB.) All mod-
els are instruction fine-tuned. To account for nu-
merical instability, Gemma3 models were run with
FP32, while others in FP16. 8-bit quantization
was used for all Gemma3 models and Qwen2.5
32B. Code was in Python, using the HuggingFace
Transformers Library (Wolf et al., 2020). Overall,
we encounted no particular difficulties in imple-
menting logically constrained decoding with these
LLMs. Our code is available on GitHub8.

We evaluate the effect on LLM output quality
in §4.1 for chess, and §4.2 for resolution proofs.
In §4.3, we report on the effect of logically con-
strained decoding on LLM performance (token
throughput).

4.1 Chess Results
We first investigate how much improvement log-
ically constrained decoding provides to LLMs to
avoid illegal moves. Anecdotally, LLMs play open-
ings well, but gradually perform worse as the game
progresses. As we saw in Figure 1, even frontier
models eventually attempt moves that violate the
rules of chess. Thus, as our figure of merit, we look
at the number of legal moves an LLM can make
before it makes an illegal move. At the syntax
level, we ask models to output moves in Standard
Algebraic Notation (SAN). While several other no-
tation systems exist (i.e. Long Algebraic Notation
or Portable Game Notation), we consider a move
valid only if it is written in SAN. More importantly,
though, we check whether each move is a valid
move according to the rules of chess, for the cur-
rent board configuration.

To create a consistent opponent, we play LLMs
against the Stockfish chess engine. We down-
loaded the latest 17.1 version and performed exper-
iments across 5 difficulty settings, with a depth of
15 plies. At lower difficulties, Stockfish chooses
moves more randomly.

Because of the randomness in both Stockfish
and the LLMs, we play 20 games (10 as White, 10
as Black) for each model, with and without logi-
cally constrained decoding. When it is Stockfish’s
turn, it plays (with some randomness, depending
on the difficulty) what it believes to be the best
move. When it is the LLM’s turn, we allow it to
generate a maximum of 10 tokens, which is longer

8https://github.com/terwo/logically-c
onstrained-decoding
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Games by Type
Reason Unconstrained Constrained Total

Illegal Move 897 0 897
Checkmated 3 898 901
Draw 0 2 2

Total 900 900 1800

Table 1: Chess Game Outcomes Across All Experi-
ments. For each of the Unconstrained condition (the
original LLM) and the Constrained condition (the LLM
with logically constrained decoding), we played 9 LLMs
against 5 different levels of Stockfish for 20 games each,
for a total of 900 games. Without the benefit of logi-
cally constrained decoding, the LLMs attempted illegal
moves in 897 out of 900 games; in the other 3, the
LLM lost before it could make an illegal move. With
logically constrained decoding, the LLMs never made
illegal moves in any game. Draws were due to the five-
fold repetition rule.

than any possible SAN move in any position. For
the Constrained condition, we allow the start of
a legal move to have leading whitespace, and the
end to have trailing whitespace, but do not allow
whitespace between partial continuations of them.
For example, “ Nf4” is allowed but “N f4” is not.
Each completed set of moves (one from both White
and Black) is then formatted into the prompt for
the LLM’s next move. Full prompts are detailed in
Appendix A.

Detailed experimental results are shown in Fig-
ure 2. On average, the unconstrained models gener-
ated roughly 5 moves before making an illegal one,
whereas the logically constrained models played
legal moves for much longer, until the natural end
of the game. Table 1 summarizes the reasons that
each game ended, over all experiments. Clearly,
logically constrained decoding makes a dramatic
difference in LLM correctness for chess.

4.2 Resolution Proof Results

These experiments are to assess the improvement
that logically constrained decoding provides to
LLMs, to prevent the generation of incorrect proof
steps. Unlike in chess, there is no value in gener-
ating a longer proof — a proof is either correct or
not. Therefore, we count the number of correctly
generated proofs, over repeated trials, as our figure
of merit.

Similar to the variety of chess notations, there
are various syntaxes to represent a clause in propo-
sitional logic. We chose the notation common in
Boolean SAT solving and in electrical engineering,

where the plus sign + symbolizes a logical OR.
As the challenge problem for the proofs, we

chose the well-known Pigeonhole Problem:
proving that it’s impossible to place n + 1
pigeons in n pigeonholes if no two pigeons can
share a pigeonhole. These are hard proofs: the
propositional encoding for this problem has Θ(n2)
variables and Θ(n3) clauses, and the resolution
proof has an exponential lower-bound in size.
We generate problem instances that encode the
pigeonhole problem for 1, 2, and 3 holes. Our
specific SAT encoding is shown in Appendix B.

For 1 and 2 holes, we run each model 50 times
for each constraint condition (with and without
logically constrained decoding). For 3 holes, due to
limited time and computing resources, we could not
complete the full number of trials — more details
below. Similar to our implementation for playing
chess, LLMs were permitted to output tokens that
correspond to brackets, literals, or plus signs with
leading or trailing whitespace. The LLMs are also
allowed to output reasoning steps in separate lines
that start with a double backslash //, and output
the clauses for the proof on new lines. The prompts
used are in Appendix A.

Discussing the results in increasing order of pi-
geonhole size:

1 Pigeonhole, 2 Pigeons: Many unconstrained
models were able to successfully generate resolu-
tion proofs for the pigeonhole problem with only
1 hole and 2 pigeons. With the benefit of logi-
cally constrained decoding, the success rate goes
to 100%. A correct resolution proof for this en-
coding is very short (only 2 resolvents before the
empty clause), so we limited the output generation
to 100 tokens. Figure 3 shows the accuracy for
both constraint conditions across all models for 50
iterations.

2 Pigeonholes, 3 Pigeons: With 2 pigeonholes,
the proof becomes much harder. Across 50 itera-
tions, no Unconstrained models were able to suc-
cessfully complete the resolution proof. In con-
trast, with logically constrained decoding, every
model successfully generated a correct proof 100%
of the time. Figure 4 depicts these results graph-
ically. We limited the output generation to 1000
tokens. We also attempted this proof informally
on some commercial frontier models. (We do not
have the resources to do extensive experiments on
these models.) ChatGPT-5 completed this proof
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Figure 2: Detailed Experimental Outcomes for Chess Games. There are nine subgraphs here, one for each LLM,
labeled above the subgraph. On each subgraph, the x-axis is the Stockfish difficulty level that was the opponent
of the LLM. The y-axis is the average number of moves played, over 20 games. (The whiskers show 1 standard
deviation.) For each experimental condition, the blue bar on the left is for the original, unconstrained LLM, and
the orange bar on the right is with logically constrained decoding. In the unconstrained condition, the LLMs make
illegal moves very soon after starting to play. With logically constrained decoding, the LLMs never make illegal
moves, so last long enough to eventually lose, losing faster to the stronger Stockfish difficulty settings.

Qwen2.5-7B

Qwen2.5-14B

Qwen2.5-32B

Gemma3-4B

Gemma3-12B

Gemma3-27B

Phi-4-Mini

Llama-3.1-8B

Ministral-8B

Model

0.0

0.2

0.4

0.6

0.8

1.0

A
cc

ur
ac

y

Unconstrained
Constrained

Figure 3: Results for Pigeonhole Proofs of Size 1. The
y-axis is the fraction of proof attempts that were cor-
rect (out of 50 attempts). The x-axis has a pair of bars
for each LLM. In each pair, the blue bar on the left is
the success rate for the original, unconstrained LLM;
the orange bar on the right is the success rate with log-
ically constrained decoding. A missing bar indicates
0% correct proofs. These small LLMs are able to gen-
erate correct resolution proofs in many cases, but this
improves to 100% with logically constrained decoding.
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Figure 4: Results for Pigeonhole Proofs of Size 2. This
graph has the same interpretation as Figure 3. However,
all the blue bars are missing, because no unconstrained
LLM was able to complete this proof correctly. The
constrained LLM successfully completes the resolution
proof on all attempts.
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Figure 5: The average tokens per second generated
by Qwen2.5-7B across both Unconstrained and Con-
strained conditions. The logically constrained decoding
for pigeonhole instances of size 3 is optimized by en-
forcing the LLM to only choose possible resolvents of
minimal length.

successfully, but Claude Sonnet 4 did not.

3 Pigeonholes, 4 Pigeons: Due to limited time
and computing resources, we reduced the number
of trials from 50 to 20 per experimental condition.
None of the unconstrained models were able to
successfully complete this resolution proof. We
limited the output generation to 3000 tokens.

For the logically constrained LLMs, we were not
able to complete the experiments. This is a long
and hard proof, and as the number of clauses in
the proof grew, the number of resolvents became
unmanageably large. However, if we relax the goal
of minimal invasiveness, we can exploit the logical
structure of clauses to improve efficiency: specif-
ically, if a partially generated clause is already a
legal resolvent, it is pointless to allow the clause
to grow any longer, as that only makes the clause
weaker. Accordingly, we can modify the constraint
engine to force the LLM not to generate a need-
lessly long resolvent. With this optimization, even
the small Qwen2.5 7B model manages to complete
the proof correctly. In contrast, as described in the
introduction, ChatGPT-5 tries to make an unsound
deduction in its proof attempt.

4.3 Effect on LLM Performance

As a measure of the effect of logically constrained
decoding on LLM throughput, we measured the
average number of tokens per second across all
resolution proofs generated by Qwen2.5-7B in Fig-
ure 5. The optimization mentioned above is applied
to the pigeonhole instances of size 3. The latency
overhead is generally minimal in our experiments.

On the downside, our symbolic constraint en-
gine for the resolution proofs doesn’t scale well
as the proof length grows, because it is trying to
generate all possible resolvents. For example, the
shortest proof generated by Qwen2.5-7B on the
3-pigeonhole proofs was 126 clauses long, and on
this shorter proof, the throughput was 24.7 tokens
per second. In contrast, the longest proof took 627
clauses, which slowed the throughput down to 5.5
tokens per second. This motivates our future work,
to explore more efficient proof systems that avoid
this blow-up in the number of resolvents.

5 Conclusion and Future Work

We have introduced logically constrained decoding,
which lifts the concept of constrained decoding be-
yond syntactic constraints to enforcing logically
correct output with respect to an underlying, for-
mal world model. We have demonstrated proof-of-
concept implementations for chess and for propo-
sitional resolution proofs, on nine different LLMs.
Our technique guarantees that the small LLMs do
not generate illegal outputs for the problems be-
ing solved, and enables them to generate correct
outputs on problems that even state-of-the-art, pro-
prietary frontier models solve incorrectly.

The main line for future work is to expand the ap-
plicability of our technique to additional domains,
such as code generation or richer proof systems
(e.g., Lean). The principle challenge is how to turn
the logical constraints into something that can be
enforced efficiently at the token level. For code
generation, we are excited by the work of Mündler
et al. (Mündler et al., 2025) on constrained gen-
eration of type-safe programs. For mathematical
proof, we are currently developing a more efficient
technique for a more powerful proof system than
resolution.

Limitations

In empirical research on LLMs, there is always the
risk of unexpected behavior due to minor variations
in prompts. For example, there are many notations
for Boolean OR in common use that might have
appeared in training data, so an LLM might be-
have differently if we had prompted it to use ∨ or
even \lor, instead of +. We have not explored
varying the prompts, but we do not expect that our
results would change materially. Our prompts are
disclosed in Appendix A.

We can modify and perform experiments only
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on open-source language models, so it is unclear
to what degree our results can be applied to pro-
prietary, frontier models. Similarly, even with
open-source models, we were limited by our avail-
able computing resources to using smaller models.
We believe these are sufficient to demonstrate the
promise of our approach, but more extensive exper-
iments would be valuable.

In our prompts, we suggest limits to how the
LLM can “think aloud” in its answers. This is
purely to simplify our implementation, so that our
symbolic reasoning engine can easily ignore the
unstructured portions of the LLM output. Baner-
jee et al. 2025 show that strictly constraining LLM
outputs can reduce the LLM’s reasoning ability,
but this can be restored by allowing the LLM to
generate unconstrained output with only clearly de-
limited parts subject to the constraints. Our chess
experiments did not allow arbitrary unconstrained
“thinking” outputs, so the LLMs likely did not play
as well as they might have. Nevertheless, we were
evaluating LLMs only on whether moves were le-
gal or not. Our resolution proof experiments did
allow the LLMs to generate unconstrained outputs
within comments, along the lines suggested by
Banerjee et al.

Our current implementation for resolution does
not scale to larger proofs. Even so, we are able
to generate correct proofs with smaller LLMs for
problems that befuddle large, frontier LLMs. As
noted above, we are working on a much more effi-
cient proof system, which should scale better.
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A Full Prompts

The prompts used for experiments are listed below. There is no whitespace after the colon in all prompts.

Chess Prompts

White’s Perspective

You are a chess grandmaster.
You are playing chess as White in the
starting position. You are playing
against a strong opponent.
Output your next, competitive move
in Standard Algebraic Notation
(SAN). Do not include move num-
bers.

White:

Black’s Perspective

You are a chess grandmaster.
You are playing chess as Black after
White has made their first move.
You are playing against a strong
opponent.
Output your next, competitive move
in Standard Algebraic Notation
(SAN). Do not include move num-
bers.

White:
{stockfish_chosen_move}
Black:

Figure 6: Prompts for Playing Chess Against Stockfish. If playing as Black, the first prompt will include the first
move chosen by Stockfish.
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Unconstrained Resolution Prompt

Generate an unsatisfiability proof for the given clause database using only resolution steps.
Rules for Clauses:
1. Each clause must start with ’(’ and end with ’)’.
- Integers must be separated by ’+’ with optional spaces around it.
- Negated literals have a leading ’-’
- Example: (1 + -3 + 4) 2.
Each derived clause must be valid with respect to the original database and all previously generated
clauses.
- A clause C is valid if it is the resolvent of two existing clauses in the current set.
- The two parent clauses must share exactly one pair of complementary literals.
- The resolvent is formed by taking all literals from both parents except the complementary pair,
with duplicate literals removed.
3. Do not repeat any clauses already in the database or previously generated.

Output Format:
- Each line is either:
a) A comment line starting with ’//’ followed by reasoning, OR
b) A clause line in parentheses only, with no extra text.
- No introductions, no summaries, no prose outside of comment lines.
- First non-comment line must be a clause.
- The proof must end exactly with the empty clause ().
Example:
Clause database: (1 + 2) (1 + -2) (-1 + 2) (-1 + -2) (1 + 2 + 3)
Proof:
// Resolving (1 + 2) and (-1 + 2) on literals 1 and -1 gives (2)
(2)
// Resolving (1 + -2) and (-1 + -2) on literals 1 and -1 gives (-2)
(-2)
// Resolving (2) and (-2) gives the empty clause ()
()

Now, generate an unsatisfiability proof for the following:
Clause database: {clause_database}
Proof:

Figure 7: The Prompt to Generate Resolution Proofs with Unconstrained Decoding
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Constrained Resolution Prompt

Generate an unsatisfiability proof for the given clause database using only resolution steps.
Rules for Clauses:
1. Each clause must start with ’(’ and end with ’)’.
- Integers must be separated by ’+’ with optional spaces around it.
- Negated literals have a leading ’-’
- Example: (1 + -3 + 4) 2.
Each derived clause must be valid with respect to the original database and all previously generated
clauses.
- A clause C is valid if it is the resolvent of two existing clauses in the current set.
- The two parent clauses must share exactly one pair of complementary literals.
- The resolvent is formed by taking all literals from both parents except the complementary pair,
with duplicate literals removed.
3. Do not repeat any clauses already in the database or previously generated.

Output Format:
- Each line is either:
a) A comment line starting with ’//’ followed by reasoning, OR
b) A clause line in parentheses only, with no extra text.
- No introductions, no summaries, no prose outside of comment lines.
- First non-comment line must be a clause.
- The proof must end exactly with the empty clause ().
Example:
Clause database: (1 + 2) (1 + -2) (-1 + 2) (-1 + -2) (1 + 2 + 3)
Proof: (2) (-2) ()

Now, generate an unsatisfiability proof for the following:
Clause database: {clause_database}
Proof:

Figure 8: The Prompt to Generate Resolution Proofs with Logically Constrained Decoding
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B Pigeonhole Encoding

We encode our pigeonhole principle instances with n holes and k = n + 1 pigeons: for each pigeon
i ∈ {1, ..., k} and hole j ∈ {1, ..., n}, we introduce a new variable variable xij , which is True if pigeon i
is in hole j.

The CNF formula has two types of clauses:

1. Pigeon clauses
For each pigeon i, it must be in some hole

(xi1 + xi2 + ...+ xin) for each i ∈ {1, ..., k}

2. Hole clauses
For each hole j, for every pair of distinct pigeons i ̸= i′, both must not be in the same hole

(−xij +−xi′j) for each j ∈ {1, ..., n}, 1 ≤ i < i′ ≤ k

Since there are n+ 1 pigeons yet only n holes, the formula is unsatisfiable, which can be proven with
resolution.

We store these formulas in the DIMACS format. We load these formulas with the PySAT package
(Ignatiev et al., 2018, 2024). An example of our encoding for a pigeonhole instance of size 2 is as follows:

p cnf 6 9
1 2 0
3 4 0
5 6 0
-1 -3 0
-1 -5 0
-3 -5 0
-2 -4 0
-2 -6 0
-4 -6 0
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C Tokenization

We only allow one consistent method of representing answers to each given problem (e.g., SAN for chess,
using plus signs OR in resolution proofs). In our implementation, we track the generation state, and
condition the valid next tokens on the current state. For example, in the resolution proof example, the
logically constrained model can only generate literals after outputting a left paranthesis or plus sign.

Therefore, we ensure that no tokenizer would split legal strings across states. After investigating how
each model family would tokenize text that represent legal moves / valid clauses under our specified
syntax, we did not find cases where strings that are composed of multiple states would be represented as
one token (e.g., "+ 3" could be tokenized separately as "+" and " 3" but not fully as one token). Many
tokenizers also represent larger numbers by splitting them up digit-by-digit (Golkar et al., 2024), and we
account for this in the state transitions for SAT solving by allowing the generation state to enter a "partial
literal" state.
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D Sampling Parameters

We use all defaults provided by the HuggingFace Transformers library. We explicitly set temperature =
1.0, but otherwise defer to the model’s default configuration (e.g., top-k, top-k, etc.).

Pigeonhole Size (n) Max Token Limit

1 100
2 1000
3 3000

Table 2: Maximum Token Limits Allocated Depending on the Pigeonhole Size
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Abstract

Interactive theorem provers (ITPs) such as Lean
expose proof construction as a sequence of tac-
tics applied to proof states. Existing machine
learning approaches typically treat tactics ei-
ther as surface tokens or as labels conditioned
on the current state, eliding their operator-like
semantics. This paper introduces a represen-
tation learning framework in which tactics are
characterized by the changes they induce on
proof states. Using a stepwise Lean proof
corpus, we construct delta contexts—token-
level additions/removals and typed structural
edits—and train simple distributional models
(∆-SGNS and CBOW-∆) to learn tactic embed-
dings grounded in these state transitions. Ex-
periments on tactic retrieval and operator-style
analogy tests show that ∆-supervision yields
more interpretable and generalizable embed-
dings than surface-only baselines. Our findings
suggest that capturing the semantics of tactics
requires modeling their state-transformational
effects, rather than relying on distributional co-
occurrence alone.

1 Introduction & Related Work

Interactive theorem provers (ITPs) such as Lean ex-
pose proof construction as a sequence of tactics that
transform a proof state, the local context and cur-
rent goal(s), until all goals are discharged. Learn-
ing to select or synthesize tactics has therefore be-
come a central problem in neural theorem proving,
with notable progress in HOL4, HOL Light, and
Coq through systems such as TacticToe, HOList,
and CoqGym (Gauthier et al., 2021; Bansal et al.,
2019; Yang and Deng, 2019). In parallel, LeanDojo
has catalyzed research around Lean by providing
an open, reproducible environment, datasets, and
retrieval-augmented provers (Yang et al., 2023).

Yet, most existing approaches model tactics ei-
ther as labels to be predicted from the current state
or as tokens in tactic sequences, rather than as op-
erators that cause state change. This elides the

essential semantics of tactics, "what they do to the
proof state?," and can yield brittle representations
tied to surface forms, local names, or co-occurrence
statistics.

Problem formulation. We propose a
representation-learning view in which a tac-
tic, t, is characterized by its effect on the state.
Given triples (sbefore, t, safter) from stepwise
Lean proofs, we learn embeddings that make
E(safter) predictable from E(sbefore) and an
operator-like embedding et. Concretely, we use
simple CBOW/skip-gram objectives in which the
delta between state_before and state_after,
i.e., token-level additions/removals and typed edits
such as goal/hypothesis count changes or relation
normalizations, serves as the context of t. This
∆-supervision biases the model to encode a tactic
by the modification it induces (e.g., the tactic have
introduces new hypotheses, the tactic nlinarith
often discharges inequality goals, etc) rather than
by memorizing surface patterns.

Proof of concept. This paper is a
proof-of-concept showing that surface-level
distributional patterns that often suffice in
natural-language modeling are inadequate for
theorem proving. Capturing tactic semantics
demands tailored, effect-grounded representations
that model the proof-state transition induced by
each tactic.

We instantiate this idea on the Lean Work-
book corpus (Ying et al., 2024; InternLM, 2024),
which contains tens of thousands of contest-level
math problems formalized in Lean 4 with natural-
language statements, formal statements, and step-
wise proof states. Our models are deliberately min-
imal: (i) ∆-SGNS (center = tactic; contexts = pos-
itive ∆-tokens and typed edits) and (ii) CBOW-
∆ (contexts → tactic), trained in the spirit of
word2vec (Mikolov et al., 2013a,b). We evaluate
with (a) ∆→ tactic retrieval (does a bag of edits
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identify the tactic?) and (b) an operator analogy
test adapted from translation embeddings (Bordes
et al., 2013): cos

(
E(sbefore) + et, E(safter)

)
.

Despite their simplicity, these models learn
meaningful, interpretable tactic embeddings that
reflect operator-like behavior.

Motivation and expected benefits. Two gaps
motivate ∆-supervision: (i) Generalization. State-
only classifiers and sequence models must implic-
itly infer a tactic’s effect as their representations of-
ten entangle names and pretty-print idiosyncrasies.
By centering supervision on structural edits (e.g.,
added hypotheses, reduced goal lists, relation flips),
∆-aware representations should transfer across the-
orems and libraries, complementing retrieval-based
systems such as LeanDojo (Yang et al., 2023). (ii)
Interpretability and modularity. Operator-style em-
beddings provide concrete semantics. In other
words, they predict how a state should move in
embedding space under t, enabling tactic-family
clustering, edit-level probing, and straightforward
integration into search controllers that prefer tactics
moving states toward a solved region.

Novelty relative to prior work. Prior systems
typically (a) learn tactic selection from the current
state, (b) predict the next tactic from tactic
sequences, or (c) fine-tune LLMs end-to-end
to emit Lean scripts (Gauthier et al., 2021;
Bansal et al., 2019; Yang and Deng, 2019; Yang
et al., 2023). In contrast, we elevate the state
transition to the supervisory signal: the label
for a tactic is its observed effect. This yields
compact, interpretable embeddings that are
immediately useful for tactic ranking and are
natural starting points for stronger operator models.

By reframing tactics as operators on proof states
and demonstrating that even bag-of-edits supervi-
sion suffices to obtain useful embeddings, this work
offers a lightweight, interpretable bridge between
ITP state representations and neural models, com-
plementary to environment-heavy frameworks and
retrieval-augmented provers (Yang et al., 2023).

2 Methodology

2.1 A brief primer on Lean and proof states

Lean is an ITP based on dependent type theory. A
proof proceeds by repeatedly applying tactics that
transform a proof state, which consists of (i) a local
context of named hypotheses and (ii) a (multi)set

of goals to be proved. In Lean’s pretty printer, the
turnstile symbol ⊢ separates the context from the
current goal.

Examples of Lean code can be found in Ap-
pendix B.

2.2 Dataset and supervision triples
We use a stepwise Lean proof corpus (Lean Work-
book), which provides, for each proof step, a triple
(sbefore, t, safter), where t is the head tactic ap-
plied to transform the pretty-printed proof state
sbefore into safter. Each record also includes a
proof_id (the theorem/proof identifier). The lines
are sorted such that their order corresponds to their
position within the proof. We operate on a 25.2k-
step slice for the experiments reported in this paper.

Our central idea is to treat the tactic t not merely
as a label but as an operator whose semantics are
expressed by the change from sbefore to safter. To
that end, we introduce ∆-contexts which track the
various changes in the state of the proof.

In the following sections, we outline the prepro-
cessing steps, the construction of the ∆-contexts,
and the construction of the two distributional mod-
els (∆-SGNS and CBOW-∆).

2.3 Preprocessing and canonicalization
Lean states are textual pretty-prints. To make edits
comparable across problems, we process the Lean
code in following steps in order to produce the delta
contexts :

• Tokenization. We split on Lean tokens and math-
ematical operators (including unicode) such as ⊢,
≤, ≥, ∧, *, /, +, -, :, =, (, ).

• Alpha-renaming. In order to prevent name leak-
age, We anonymize local variable and hypothesis
names (e.g., a, b, c, h, ha, hb, ...) to
placeholders (_x1, _x2, _h1, _h2, . . .).

• Formatting normalization. We normalize
whitespace and numeric formats.

• Goal/context split. We detect the first ⊢ and
treat the tokens to its left as context and to its
right as goal; if no goal remains, we append a
marker NO_GOALS.

• Multi-goal states. If a state contains multiple
goals, we use the union of their tokens. Set-level
pooling keeps the representation permutation-
invariant.

2.4 Delta construction: tokens and typed edits
The first ∆-construction is token-level and consid-
ers the change in token-count in the context before
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and after the tactic. For each pair (sbefore, safter),
we compute token-level deltas for each token w:

∆(w) = countsafter(w)− countsbefore(w). (1)

We keep only the positive token deltas and emit a
context symbol TOK_w for each net added token w,
repeated |∆(w)| times. To inject weak structure,
we add typed edit indicators extracted by simple
regex rules:

• Hypothesis count change: ∆_ADD_HYP /
∆_REM_HYP based on the changes in counts of
name : type hypothesis pairs in the context.

• Goal change: ∆_GOAL_SOLVED if ⊢ dis-
appears; otherwise ∆_GOALS_+k/-k for de-
tected changes.

• Relation flips: The ∆_REL_GE_TO_LE,
∆_REL_LE_TO_GE when the goal changes di-
rection.

• Operator counts: ∆_ADD/REM_SYM_σ for
σ ∈ {∧, *, /, +, -, =, ≤, ≥}.

The final delta context for a step is the multiset

C = {TOK_w : ∆(w)>0}
∪ {typed edit indicators}

Appendix A walks through a worked example
illustrating the procedures in Sections 2.3 and 2.4.

2.5 Models

We learn three lightweight distributional models
using only the delta contexts C and tactic heads t.
Let ex ∈ Rd denote the embedding of token/tactic
x.

∆-SGNS (tactic→ delta). We train a skip-gram
with negative sampling where the center word is
the tactic head TACTIC t, and each c ∈ C is a
context word. The per-pair loss is

ℓSGNS(t, c) = − log σ(e⊤t ec)

−
∑

c−∼Pn

log σ(−e⊤t ec−) (2)

with negatives c− drawn from a unigram distribu-
tion raised to the 3/4 power. This objective encour-
ages the tactic vector et to co-occur with the added
tokens and typed edits it tends to induce.

CBOW-∆ (delta→ tactic). We train a CBOW
model that averages the context embeddings and
predicts the tactic:

ēC =
1

|C|
∑

c∈C
ec (3)

ℓCBOW(C, t) = − log σ(ē⊤C et)

−
∑

t−∼Pn

log σ(−ē⊤C et−). (4)

with negatives t− sampled from the tactic fre-
quency distribution.

Sequence-only baseline (no state). For com-
parison, we train a skip-gram model over tactic
sequences within each proof (window size w),
ignoring states entirely (the standard tactic co-
occurrence baseline).

2.6 State embeddings and the
operator-analogy test

To probe operator-like behavior without a paramet-
ric state encoder, we define a simple bag-of-tokens
state embedding using the learned table:

v(s) =
1

|tok(s)|
∑

w∈tok(s)
eTOK_w. (5)

We then test the analogy by checking whether
v(sbefore) + et aligns with v(safter) in the learned
space. This mirrors translation tests in distribu-
tional semantics and knowledge-graph embeddings,
but here the translation vector is the tactic embed-
ding.

2.7 Training protocol and hyperparameters
We split data by proof_id into train/validation/test
with ratios 80/10/10 to avoid leakage across steps
of the same proof. To mitigate tactic imbalance
(e.g., the tactics simp and have are very frequent),
we cap training steps per tactic at a maximum K
(we use K = 5000). The validation/test are left
untouched. Unless otherwise stated, we use the
following settings (chosen for stability and speed):

• Dimensions: d = 256 for ∆-SGNS and
CBOW-∆; d = 128 for the sequence base-
line.

• Negative sampling: 15 negatives per pos-
itive for ∆-SGNS and CBOW-∆; 10 for
the sequence baseline; negatives drawn from
unigram3/4.
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• Optimization: learning rate 0.03; gradi-
ent clipping at norm 5.0; 15 epochs (∆-
SGNS/CBOW-∆ and sequence baseline).

• Windows: sequence baseline window w = 4.

3 Experiments and Results

Our goal is to verify the central hypothesis that
a tactic is defined by its effect on the proof state.
To attribute performance to specific sources of sig-
nal and to rule out alternative explanations (e.g.,
sequence co-occurrence or name leakage), we run
three ablations that toggle which ∆-features are vis-
ible to the model: (1) Tokens-only — contexts con-
tain only added surface tokens (TOK_w). This tests
whether surface additions alone suffice to identify
tactics. (2) Typed-only — contexts contain only
typed structural edits (∆ADD_HYP, ∆GOAL_SOLVED,
relation flips, operator-count changes). This tests
whether structural signals alone are sufficient. (3)
Full — both tokens and typed edits. This tests com-
plementarity and the necessity of structural cues
for best performance.

We evaluate two ∆-aware models (∆-SGNS and
CBOW-∆) and a sequence-only SGNS baseline (no
states) in order to separate state-change supervision
from tactic co-occurrence.

3.1 Controls against leakage and
distributional artifacts

All ablations share the same proof-level split and
test cardinalities, so differences reflect the avail-
ability of ∆-features rather than label-set changes
or sample-size effects. Local-name anonymization
and pretty-print canonicalization further reduce the
chance of learning from spurious surface cues (e.g.,
hypothesis names). Together, these controls sup-
port the conclusion that the observed gains derive
from modeling state change.

3.2 ∆→ tactic retrieval
We report test-set Mean Reciprocal Rank
(MRR) and Recall@k for both ∆-SGNS (cen-
ter=tactic, contexts=∆-tokens) and CBOW-∆
(contexts→tactic). Table 1 shows the results.
CBOW-∆ shows clear complementarity: Full
outperforms Tokens-only and Typed-only (MRR
0.085 vs. 0.068/0.037), a ∼25% relative gain
over Tokens-only, indicating that typed edits
add non-redundant information beyond surface
additions. Typed-only retains non-trivial accuracy
(MRR 0.037), implying structural cues are

necessary but not sufficient. Tokens-only captures
surface regularities (rewrites, symbol traces) but
misses generalization afforded by typed edits. On
∆-SGNS, Tokens-only > Full suggests skip-gram
with a shared table is sensitive to heterogeneous
context types. Simple gating or reweighting of
typed cues likely will help when using SGNS.

∆-SGNS CBOW-∆

Ablation MRR R@1 R@5 R@10 MRR R@1 R@5 R@10

Full 0.032 0.017 0.047 0.054 0.085 0.058 0.116 0.144

Tokens 0.039 0.021 0.056 0.069 0.068 0.051 0.085 0.095

Typed 0.009 0.004 0.009 0.012 0.037 0.012 0.053 0.086

Table 1: Test ∆→ tactic retrieval. Higher is better.

3.3 Operator behavior
We test whether v(sbefore) + et aligns with v(safter)
in the learned space (cosine and rank among after-
states). Table 2 shows these results. Typed edits im-
prove alignment when combined with tokens: Full
surpasses Tokens-only (cosine 0.67 vs. 0.62; rank
422.3 vs. 429.2, lower is better). Under Typed-only,
the analogy metric is not meaningful because state
embeddings v(·) aggregate TOK_w vectors that are
untrained in that ablation (cosine ≈ 0, rank ≈ 1 by
construction).

Ablation Avg Cosine Avg Rank (lower↓) N

Full 0.67 422.3 2590
Tokens-only 0.62 429.2 2590
Typed-only 0.00 1.0 † 2590

Table 2: Operator-analogy for ∆-SGNS:
cosine

(
v(sbefore) + et, v(safter)

)
and rank of the

true after-state among test after-states.

3.4 Sequence-only baseline (control)
A tactic-sequence SGNS achieves next-tactic MRR
= 0.081 on N=525 bigrams. While this is a dif-
ferent prediction target, it serves as a control: co-
occurrence alone does not explain ∆→ tactic per-
formance, and the best CBOW-∆ MRR is achieved
on a strictly harder task that conditions on state
edits rather than neighboring tactics.

3.5 Structure of tactic embeddings
Figure 1 visualizes 2D UMAP projections of the
256-dimensional tactic embeddings learned under
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the Full setting for CBOW-∆ (Fig 1a), ∆-SGNS
(Fig 1b), and the sequence-only baseline (Fig 1c).

These UMAP projections show that the CBOW-
∆ and ∆-SGNS spaces exhibit visually separable
clusters, consistent with effect-grounded organiza-
tion of tactics. By contrast, the sequence-only base-
line forms a diffuse, nearly isotropic cloud with
no obvious cluster structure under the same pro-
jection. These observations support our claim that
co-occurrence–only objectives, which can work
well in natural-language settings, do not induce
discriminative tactic representations in Lean to the
same extent as ∆-aware training.

4 Discussion and Conclusion

This paper introduced a representation-learning
perspective in which tactics are modeled as op-
erators defined by their effects on proof states.
By leveraging ∆-supervision—token-level addi-
tions/removals and typed structural edits—we
trained lightweight CBOW and skip-gram models
that learn embeddings grounded in state transitions.
Our experiments demonstrated that these embed-
dings capture tactic semantics more robustly than
surface-only or sequence-based baselines. Typed
edits, in particular, provided complementary in-
formation that improved generalization and inter-
pretability, enabling operator-style behaviors such
as tactic-family clustering and state-translation
analogies.

Beyond empirical gains, the central contribution
lies in showing that surface-level distributional reg-
ularities, often sufficient in natural language model-
ing, are inadequate for theorem proving. Capturing
the semantics of tactics requires effect-grounded
representations that model the transformations they
induce. While our models are deliberately minimal,
they establish a lightweight, interpretable bridge
between symbolic proof states and neural methods,
complementary to large-scale LLM fine-tuning and
retrieval-augmented provers. These findings moti-
vate future work on scaling ∆-supervision to larger
datasets, enriching structural edits, and integrating
operator embeddings into end-to-end proof search
systems.

Limitations

Our study is a proof-of-concept with several limi-
tations. First, we restrict ourselves to a relatively
small subset of the Lean Workbook corpus, leav-
ing open whether results scale to larger, more di-

(a) CBOW

(b) SGNS

(c) SEQ baseline

Figure 1: UMAP visualizations of the 256-dimensional
embeddings for CBOW, SGNS, and SEQ (sequence-
only baseline) under the Full setting.

verse mathematical domains. Second, our mod-
els are intentionally minimal and ignore contex-
tual subtleties such as multi-tactic interactions,
proof search heuristics, or long-range dependencies.
Third, the ∆-contexts rely on simple tokenization
and regex-based typed edits, which may omit more
nuanced structural information (e.g., type-class res-
olution or meta-variable instantiation). Finally, we
evaluate on proxy tasks such as retrieval and anal-
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ogy, which, while informative, are not substitutes
for downstream proof success. Addressing these
limitations will require richer state encodings, inte-
gration with stronger search strategies, and broader
evaluation benchmarks.

Ethical considerations

This work focuses on mathematical theorem prov-
ing in Lean and does not involve human subjects,
sensitive data, or societal risks.
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A Worked Example: Building a
∆-Context

We illustrate Sections 2.3–2.4 by reconstructing the
∆-context for the proof step:

State-Before
a b c : R
ha : 0 < a hb : 0 < b hc : 0 < c
habc : a ∗ b ∗ c = 1 h : a4 + b4 + c4 = 1

⊢ a3

(1− a8)
+

b3

(1− b8)
+

c3

(1− c8)
≥ 9

8

Tactic
have h1 := sq_nonneg (aˆ2 - 1)

State-After
a b c : R
ha : 0 < a hb : 0 < b hc : 0 < c
habc : a ∗ b ∗ c = 1 h : a4 + b4 + c4 = 1
h1 : 0 ≤ (a2 − 1)2

⊢ a3

(1− a8)
+

b3

(1− b8)
+

c3

(1− c8)
≥ 9

8

Step 1: Tokenization (Sec. 2.3). We split on
Lean/Unicode symbols and mathematical operators
and on identifiers. The subphrase

h1 : 0 ≤ (a2 − 1)2

is tokenized as

[ h1, :, 0, ≤, (, a, ˆ, 2, -, 1, ), ˆ, 2 ]
Step 2: Alpha-renaming / canonicalization
(Sec. 2.3). Local variable and hypothesis names
are anonymized to prevent name leakage:

a 7→ _x1 b 7→ _x2
c 7→ _x3 h1 7→ _h6
ha, hb, hc, habc, h 7→ _h1 . . . _h5

Thus the added hypothesis pretty-prints canoni-
cally as

_h6 : 0 ≤ (_x12 − 1)2.

Step 3: Formatting normalization (Sec. 2.3).
We normalize whitespace and numeric formats;
there is no effect on the symbol sequence above.

Step 4: Goal/context split (Sec. 2.3). We split at
the first ⊢. The new hypothesis belongs to the con-
text (left of ⊢); the goal (right of ⊢) is unchanged in
this step. There are no multiple-goal peculiarities
here (multi-goal pooling is unnecessary).

Step 5: Token-level deltas (Sec. 2.4). Let
∆(w) = countafter(w)− countbefore(w). The only
positive deltas arise from inserting the hypothesis
line _h6 : 0 ≤ (_x12−1)2. The multiset of added
tokens (with multiplicities) is:

_h6×1 :×1 0×1 ≤×1 (×1 _x1×1

^×2 2×2 -×1 1×1 )×1

Step 6: Typed edit indicators (Sec. 2.4). Regex-
based structural edits are as follows:

∆ADD_HYP (one hypothesis added)
∆ADD_SYM_- (a minus sign added)
∆ADD_SYM_≤ (a ≤ added)

There is no ∆_GOAL_SOLVED and no relation flip
(≤↔≥) in this step.

Step 7: Final ∆-context C (Sec. 2.4). The train-
ing context is the multiset:

{ TOK__h6, TOK_:, TOK_0,
TOK_ ≤, TOK_(, TOK__x1, TOK_^,
TOK_2, TOK_^, TOK_2, TOK_-,
TOK_1, TOK_) }
∪ {∆ADD_HYP, ∆ADD_SYM_-,
∆ADD_SYM_≤ }

(Repeated TOK_ˆ and TOK_2 indicate multiplic-
ity.)

B Examples

Table B1 shows sample lean proofs with different
number of tactics. Table B2 shows examples of
State-Before, Tactic, State-After triples from the
Lean Work-book Corpus.
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Proof # Tactics
1 norm_num [ha, hb, hc, habc, h]

have h1 := sq_nonneg (aˆ2 - 1)
have h2 := sq_nonneg (bˆ2 - cˆ2)
nlinarith

2 rintro a b c 〈h1, h2, h3, h4, h5, h6〉
nlinarith [sq_nonneg (a - b), sq_nonneg (b - c), sq_nonneg (c - a)]

3 push_neg
refine’ 〈1, 1, 〈by norm_num, by norm_num〉, by norm_num〉

4 push_neg
refine’ 〈1, 2, 3, by norm_num〉

5 simp [Int.ModEq]
omega

Table B1: Sample proofs. Each line is one tactic.

State-Before Tactic State-After
x y z : Z
⊢ (xˆ2 + 1) * (yˆ2 + 1) * (zˆ2 +
1) =
(x + y + z)ˆ2
- 2 (x y + y z + z x)
+ (x y + y z + z x)ˆ2
- 2 x y z (x + y + z)
+ xˆ2 yˆ2 zˆ2 + 1

ring no goals

a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1
⊢ a3/(1−a8)+ b3/(1− b8)+

c3/(1− c8) ≥ 9 · 31/4
8

norm_num [ha, hb, hc, habc, h] a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)

a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)

have h1 := sq_nonneg (a^2 - 1) a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1
h1 : 0 ≤ (a2 − 1)2

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)
a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1
h1 : 0 ≤ (a2 − 1)2

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)

have h2 := sq_nonneg (b^2 - c^2) a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1
h1 : 0 ≤ (a2 − 1)2

h2 : 0 ≤ (b2 − c2)2

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)
a b c : R
ha : 0 < a
hb : 0 < b
hc : 0 < c
habc : a ∗ b ∗ c = 1
h : a4 + b4 + c4 = 1
h1 : 0 ≤ (a2 − 1)2

h2 : 0 ≤ (b2 − c2)2

⊢ 9

8
≤ a3/(1−a8)+ b3/(1−

b8) + c3/(1− c8)

nlinarith no goals

Table B2: Sample sentences (before, tactic, after) from the Before-Tactic-After dataset.
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Abstract

Large Language Models (LLMs) have achieved
considerable success in text-based mathemat-
ical reasoning, yet their potential remains un-
derexplored in the multimodal mathematics do-
main where joint text and image understand-
ing is imperative. A key bottleneck hindering
progress is the scarcity of high-quality, gen-
uinely multimodal benchmarks. To address
this gap, we construct a unified benchmark by
consolidating and curating three public multi-
modal mathematics datasets. We subsequently
propose the UniMath-CoT framework, which
establishes a robust performance baseline by
combining Chain-of-Thought (CoT) principles
with efficient Supervised Fine-Tuning (SFT)
based on Low-Rank Adaptation (LoRA). Fur-
thermore, to bolster the model’s reasoning ro-
bustness, we introduce an innovative verifica-
tion mechanism, AARI (Answer Affirmation
by Re-Inference), which leverages a special-
ized re-inference protocol to have the model
self-scrutinize and validate its initial conclu-
sions. Our comprehensive experiments show
that this integrated strategy substantially boosts
performance, surpassing a wide range of open-
source models and markedly closing the gap
with leading proprietary systems.

1 Introduction

Mathematical reasoning is a cornerstone of human
intelligence. Automating this process, particularly
for problems presented in a multimodal format that
integrates text with diagrams and figures, repre-
sents a significant frontier for artificial intelligence
(Seo et al., 2015). This capability has profound
implications for domains like personalized educa-
tion, scientific discovery, and engineering, where
complex information is often conveyed visually.

The advent of powerful Vision-Language Mod-
els (VLMs), such as GPT-4V, Gemini, and LLaVA
(OpenAI, 2023; Team et al., 2023; Liu et al.,
2024a), has opened new avenues for tackling this
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Figure 1: Performance comparison of our model against
leading proprietary VLMs on Multiple-choice and Cal-
culation problems. "Ours" refers to the Qwen2.5-VL
7B model fine-tuned with UniMath-CoT and enhanced
with AARI.

challenge. These models can, in principle, process
interleaved text and images to produce human-like
reasoning steps, moving beyond the text-only limi-
tations of earlier models (Wei et al., 2022). How-
ever, the landscape of multimodal mathematical
reasoning remains fragmented. Numerous datasets
exist (Lu et al., 2024; Ling et al., 2023; Liu et al.,
2024b; Wang et al., 2024), but they possess dis-
tinct formats, scopes, and a significant number of
instances where the visual component is not essen-
tial for solving the problem. This fragmentation
and lack of a unified, high-quality benchmark im-
pede the rigorous evaluation of VLMs and hinder
progress in the field. To address these challenges
and systematically advance the state of multimodal
mathematical reasoning, this paper makes three
primary contributions:

1. A Unified and Curated Multimodal Math-
ematics Dataset. We construct a new
benchmark by amalgamating three prominent
datasets: MathViTa, MathVision, and CMM-
MATH. We apply a rigorous filtering process
to remove unimodal instances, ensuring that
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every problem is genuinely multimodal. The
resulting dataset serves as a more challeng-
ing and realistic testbed for evaluating VLM
reasoning capabilities.

2. An Effective Reasoning Framework
(UniMath-CoT). We leverage and validate
UniMath-CoT, a structured Chain-of-Thought
approach tailored for the complexities
of joint visual and textual understand-
ing. Implemented via parameter-efficient
fine-tuning (LoRA) (Hu et al., 2021), this
framework guides the model to generate more
coherent and accurate reasoning paths than
conventional methods.

3. A Novel Answer Verification Technique
(AARI). We introduce AARI, a lightweight,
post-hoc strategy to boost model performance.
This technique directs the model to re-evaluate
its predicted answer through a secondary, con-
densed inference pass, acting as a powerful
self-correction mechanism that significantly
reduces errors and improves final accuracy.

Table 1: Distribution of samples by split, source, and
language. Each cell shows the absolute count and its
proportion relative to the split’s total count.

Split Dataset Language

Chinese English

Train

MathVision 0 (0.0%) 3157 (23.8%)
MathVista 357 (2.7%) 5428 (40.9%)
EduChat-Math 4255 (32.1%) 61 (0.5%)

Total 4612 (34.8%) 8646 (65.2%)

Test

MathVision 0 (0.0%) 187 (18.7%)
MathVista 45 (4.5%) 311 (31.1%)
EduChat-Math 455 (45.5%) 2 (0.2%)

Total 500 (50.0%) 500 (50.0%)

2 Related Works

Multimodal Math Datasets The development of
capable models for mathematical reasoning is in-
trinsically linked to the availability of high-quality
datasets. Early efforts in this domain often fo-
cused on text-based problems, with benchmarks
like GSM8K (Cobbe et al., 2021) and MathQA
(Amini et al., 2019) becoming standard testbeds for
evaluating the reasoning capabilities of LLMs.

The frontier has recently shifted towards multi-
modal problems that require understanding both

text and images. This has led to the creation of sev-
eral key benchmarks. For instance, Geometry3K
(Lu et al., 2021) provides high-school level geom-
etry problems with formally annotated diagrams.
More recently, a new wave of diverse datasets has
emerged, including MathVista (Lu et al., 2024), a
comprehensive benchmark aggregating problems
from 28 different sources; MathViTa (Ling et al.,
2023), which focusing on visual instruction tun-
ing for math; MathVision (Wang et al., 2024), de-
signed to test reasoning-intensive math problems;
and CMM-MATH (Liu et al., 2024b), a benchmark
specifically for Chinese multimodal mathematics.

While these datasets have been invaluable, their
varied formats, scopes, and annotation styles create
a fragmented landscape. This makes it challenging
to perform unified and fair evaluations of different
models. Our work addresses this gap directly by
curating and unifying three of these recent, diverse
datasets into a single, filtered benchmark, ensuring
all instances are genuinely multimodal and provid-
ing a more robust foundation for analysis.

Vision-Language Models (VLMs) The advent
of powerful VLMs, pioneered by models like
LLaVA (Liu et al., 2024a) and further advanced
by open-source models like Qwen-VL (Bai et al.,
2023) and proprietary systems like GPT-4V (Ope-
nAI, 2023) and Gemini (Team et al., 2023), has
enabled end-to-end multimodal reasoning. The
primary challenge has since shifted to effectively
eliciting their latent reasoning abilities.

The foundational technique for this is Chain-
of-Thought (CoT)(Wei et al., 2022) prompting
(Wei et al., 2022), which significantly improves
performance by instructing models to generate
step-by-step solutions. This paradigm has been
extended to the multimodal domain, with meth-
ods like Multimodal-CoT (Zhang et al., 2023) that
prompt the model to integrate information from
both modalities in its reasoning steps. While ef-
fective, these zero-shot prompting methods can be
sensitive to prompt formulation and may not be
optimal for a specific domain. An alternative is
to instill reasoning capabilities through training.
Our UniMath-CoT framework aligns with this di-
rection, employing supervised fine-tuning (SFT)
(Ouyang et al., 2022) to teach the model a special-
ized reasoning structure for multimodal math, aim-
ing for a more robust and replicable performance
than prompting alone.
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Self-Correction and Answer Verification A key
limitation of LLMs, even when using CoT, is their
propensity for making logical or computational
errors within a reasoning chain. To mitigate this,
research has explored methods for self-correction
and answer verification (Lu et al., 2025; Li et al.,
2025). One approach involves training a separate
verifier model to score or judge the correctness of
solutions generated by a primary model (Cobbe
et al., 2021). Another popular direction is self-
refinement, where the model iteratively critiques
and improves its own output based on feedback
(Madaan et al., 2023).

While powerful, these methods can be computa-
tionally expensive, requiring either the training of
an additional model or multiple inference passes.
Our proposed AARI technique is situated within
this line of research but designed for efficiency.
It is a lightweight, single-pass verification step
that prompts the model to perform a final, focused
check on its answer. AARI functions as a post-hoc
self-correction mechanism that improves reliability
without the overhead of multi-step refinement or
external verifiers.

3 Methodology

Our methodology is designed to systematically en-
hance and evaluate the mathematical reasoning
capabilities of Vision-Language Models (VLMs).
It is founded on three core components: a newly
curated benchmark, a fine-tuned reasoning frame-
work, and a novel inference strategy for answer
verification as shown in Figure 2.

3.1 UniMath Benchmark Construction

A robust evaluation requires a high-quality bench-
mark. To this end, we construct UniMath, a unified
and curated benchmark derived from three recent
and diverse multimodal math datasets: MathVista
(Lu et al., 2024), MathVision (Wang et al., 2024),
and CMM-MATH (Liu et al., 2024b). The con-
struction process involves four critical steps:

1. Schema Unification: All problems from the
source datasets are converted into a standard-
ized JSON format. Each entry contains a
unique ID, the raw question text, an image,
the ground-truth answer, and, where available,
human-annotated reasoning steps. This cre-
ates a consistent data structure for all subse-
quent processing.

2. Answer Normalization: We develop and ap-
ply a rigorous parsing function, ϕ(·), to nor-
malize all answers. This function extracts nu-
merical values, correctly interprets fractions
and percentages, removes units, and standard-
izes multiple-choice options (e.g., converting
‘(A)‘ to ‘A‘). This ensures that evaluation is
based on mathematical correctness, not super-
ficial formatting differences.

3. Genuinely Multimodal Filtering: A key con-
tribution of UniMath is its focus on problems
requiring genuine multimodal reasoning. We
employ a systematic process to filter out in-
stances where the image is redundant or ex-
traneous, ensuring that a correct solution can
only be derived by integrating both visual and
textual information.

4. Problem Type and Scope Curation: To
maintain evaluation clarity and objectivity, we
further refine the benchmark by problem type
and answer scope. Specifically, we only select
two types of problems: multiple-choice ques-
tions and non-multiple-choice problems that
possess a unique, definitive solution. Further-
more, to avoid ambiguity with extremely large
numbers or complex symbolic expressions,
we constrain the answers for all non-multiple-
choice problems to be rational numbers within
the range of [-10,000, 10,000].

The final UniMath benchmark, shaped by this
rigorous curation process, serves as the foundation
for our experiments, providing a challenging and
standardized testbed for multimodal mathematical
reasoning.

3.2 UniMath-CoT Reasoning Framework
To move beyond the limitations of zero-shot
prompting, we propose UniMath-CoT, a framework
for teaching a VLM to generate structured, step-
by-step reasoning for multimodal math problems
through supervised fine-tuning (SFT).

The goal of UniMath-CoT is to train the model to
produce a specific, decomposable reasoning chain
that mirrors an ideal problem-solving process (see
Figure 3). This chain consists of several stages:
(1) Visual Grounding, where key information from
the image is extracted; (2) Problem Formulation,
where visual and textual information are integrated;
(3) Step-by-Step Planning; (4) Execution of the
plan with calculations; and (5) the Final Answer.
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Figure 2: The overall framework of our work, encompassing the entire pipeline from data construction to model
training and inference-verification. We first integrate three public datasets (CMM-Math, MathVista, MATH-Vision)
through standardized alignment to build the unified UniMath benchmark. Subsequently, this benchmark is used to
generate CoT formatted samples for SFT of the base VLM. During inference, the preliminary answer from the SFT
model is passed through our proposed AARI module for re-inference and verification to produce a more reliable
final result.

Figure 3: The structured reasoning generation prompt
template for UniMath-CoT.

Formally, we define a problem instance as a
tuple P = (I,Q), where I represents the im-
age and Q is the corresponding textual question.
The desired output is a coherent reasoning chain
R = (s1, s2, . . . , sn) that culminates in the final
answer A. For training purposes, we concate-
nate these elements into a single target sequence
Y = (s1, . . . , sn, A), which the model must learn
to generate autoregressively.

Our primary objective is to fine-tune a base
Vision-Language Model (VLM), parameterized by
θ, to maximize the conditional likelihood of gener-
ating this ground-truth sequence Y given the prob-
lem instance P . To achieve this in a computation-
ally efficient manner, we employ Low-Rank Adap-
tation (LoRA) for parameter-efficient fine-tuning.

The training process minimizes the standard
cross-entropy loss, which is equivalent to mini-
mizing the negative log-likelihood of the target se-
quence. The loss function, LSFT, over our curated
training dataset Dtrain is formally expressed as the
expectation of this loss across all data samples:

LSFT(θ) = −E(P,Y )∼Dtrain [log pθ(Y |P )] (1)

where the log-likelihood of a single sequence is
decomposed autoregressively as:

log pθ(Y |P ) =

|Y |∑

t=1

log pθ(yt|y<t, P ) (2)
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Algorithm 1 Answer Affirmation by Re-Inference

Require: Image I , question Q, initial answer A,
prompt P , VLMM, mode µ ∈ {t1, t2}

Ensure: Final answer A∗

1: if µ = t1 then ▷ Multiple-Choice
2: O = {O1, . . . , Ok}
3: for i = 1, . . . , k do
4: P ← “Is ‘Oi’ correct for Q given I?”
5: ifM(P ) = “Correct” then
6: return Oi

7: return Fallback(O)
8: else if µ = t2 then ▷ Calculation
9: A+ ← ∅

10: for j = 1, . . . , N do
11: P ← “Is ‘Aj’ correct for Q given I?”
12: ifM(P ) = “Correct” then
13: A+ ← A+ ∪ {Aj}
14: if |A+| > 0 then
15: return argmaxA∈A+ #{ i : Ai = A }
16: else
17: return Fallback(A)

This training paradigm compels the model not
only to predict the final answer but also to articulate
the underlying step-by-step derivation. By optimiz-
ing the entire reasoning path, this process endows
the model with a specialized and robust capability
for structured, multimodal problem-solving.

3.3 Answer Affirmation by Re-Inference
Even with a strong reasoning framework, VLMs
can produce fallacious conclusions from otherwise
sound reasoning chains. To address this, we in-
troduce a novel lightweight inference technique:
AARI, which is a two-stage process designed to
verify and self-correct the model’s initial conclu-
sion.

Stage 1: Candidate Generation Given a prob-
lem P = (I,Q), the fine-tuned model first gener-
ates a candidate solution, which includes the rea-
soning chain R1 and a preliminary answer A1. This
is the standard generative process:

(R1, A1) = argmax
R,A

Pθ(R,A|I,Q) (3)

Stage 2: Affirmation via Re-Inference Next,
instead of immediately accepting A1, we formu-
late a new verification prompt, P ′, which contains
the original problem, the generated reasoning, and
the candidate answer: P ′ = (I,Q,R1, A1). We

then task the model with assessing the validity of
A1 given R1. Let V be a latent variable represent-
ing the affirmation of the answer, where V = 1
signifies correctness and V = 0 signifies an error.
The model implicitly computes the posterior prob-
ability Pθ(V = 1|P ′). The final answer, Af , is
determined by this affirmation step:

Af =

{
A1 if pθ(V = 1|P ′) > 0.5

A2 otherwise
(4)

where A2 = argmaxA pθ(A|P ′, V = 0). In prac-
tice, this is implemented by prompting the model
with a question like, "Based on the provided rea-
soning, is the answer ’A1’ correct? Re-examine the
steps and confirm." If the model’s response is affir-
mative, we accept A1. If it is negative, we prompt
it to provide the corrected answer, A2. This re-
inference step forces the model to perform a final,
focused consistency check, effectively reducing un-
forced errors without requiring external verifiers or
complex iterative refinement.

4 Experiments

4.1 Experimental Setup
We conduct a comprehensive set of experiments
to evaluate our proposed framework. All evalua-
tions are performed on our newly constructed Uni-
Math benchmark, which covers a diverse range
of multimodal mathematics problems. The pri-
mary goals are to (1) assess the individual contri-
butions of the UniMath-CoT fine-tuning strategy
and the AARI inference mechanism through abla-
tion studies, and (2) compare our final model’s per-
formance against state-of-the-art open-source and
proprietary baselines. Our implementation is built
upon PyTorch 2.11+. We leverage the Transform-
ers library (v4.53+) for handling the underlying
Vision-Language Models. To manage the signifi-
cant computational requirements of fine-tuning, we
employ DeepSpeed (Rajbhandari et al., 2020) for
distributed training and memory optimization. For
our parameter-efficient fine-tuning approach, we
use LoRA with 64 lora rank, which is implemented
with the bitsandbytes library (v0.42). The de-
velopment environment requires Python 3.11 and
CUDA 12.6. All fine-tuning experiments were con-
ducted on a server equipped with NVIDIA A100
80GB GPUs, a 32-core AMD EPYC processor,
and 128GB of DDR4 memory. This configuration
supported a per-device batch size of 8 during the
LoRA fine-tuning process.
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Table 2: Comprehensive benchmark on the UniMath dataset. We first establish a zero-shot performance leaderboard
across proprietary and open-source models (<10B). We then conduct a detailed ablation study on the top-performing
open-source model, Qwen2.5-VL, demonstrating the progressive performance gains from Chain-of-Thought (CoT),
a standard SFT (LoRA), and finally our AARI method. Our approach, highlighted in gray and marked with a star
(⋆), achieves state-of-the-art results among its peers, rivaling top proprietary systems.

Model / Method Problem Type Language Overall

Multiple-choice Calculation Chinese English Accuracy (%)

Proprietary Models (Zero-shot)
GPT-5 (OpenAI, 2024) 51.5 36.7 43.5 44.7 44.1
Gemini-2.5 Pro (Reid and Team, 2024) 49.0 33.4 40.1 42.3 41.2
Claude-4.1 Opus (Anthropic, 2024) 47.2 31.8 38.8 40.2 39.5
GPT-4o (OpenAI, 2023) 44.1 26.3 33.0 37.4 35.2

Open-Source Models (Zero-shot)
InternVL3 8B (Chen et al., 2024) 29.1 13.1 21.3 20.9 21.1
Ú + CoT Prompting 35.0 19.8 28.1 26.7 27.4
Ô + SFT (LoRA) 36.5 21.9 29.5 28.9 29.2
Qwen2.5-VL 7B (Bai et al., 2024) 30.5 13.7 23.8 20.4 22.1
Ú + CoT Prompting 35.3 19.5 28.2 26.6 27.4
Ô + SFT (LoRA) 37.2 21.5 31.4 30.9 31.2
DeepSeek-VL 7B (DeepSeek, 2024) 28.8 11.7 20.9 19.7 20.3
Ú + CoT Prompting 34.8 19.2 28.0 25.9 27.0
Ô + SFT (LoRA) 35.8 20.4 28.3 27.9 28.1

Our Method (Based on Qwen2.5-VL 7B)
Ç + UniMath-CoT with SFT (LoRA) 39.6 26.8 34.5 31.9 33.2
⋆ + AARI 45.9 32.3 40.2 38.0 39.1

4.2 Evaluation Metric
Our primary evaluation metric is Accuracy, de-
fined as the percentage of correctly solved prob-
lems. An answer is considered correct if the
model’s prediction, after applying a normaliza-
tion function ϕ(·), exactly matches the normalized
ground-truth answer. Formally, for a test set Dtest,
accuracy is defined as:

Accuracy =
1

|Dtest|

|Dtest|∑

i=1

I(ϕ(Âi) = ϕ(Ai)) (5)

where Âi is the predicted answer, Ai is the ground-
truth answer, and I(·) is the indicator function.

4.3 Results and Analysis
Overall Performance As shown in Table 2,
our full approach that combining the UniMath-
CoT fine-tuning with the AARI inference strategy,
achieves a final accuracy of 39.1%. This result es-
tablishes a new state-of-the-art among open-source
models on this challenging task. Notably, our
model significantly surpasses the powerful propri-
etary model GPT-4o (35.2%) and becomes highly
competitive with Claude-4.1 Opus (39.5%).
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Figure 4: Performance of different model versions under
varying maximum new token lengths.

The Impact of Each Component To isolate the
contributions of our proposed methods, we con-
ducted a detailed ablation study. We evaluated the
effectiveness of our fine-tuning framework. Start-
ing from a standard SFT Qwen2.5-VL 7B model
which achieves 31.2% accuracy, employing our
UniMath-CoT framework boosts the performance
to 33.2%, which validates that our specialized ap-
proach of training on structured, decomposable
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Figure 5: Qualitative Comparison of Model Outputs on a Sample Problem.

reasoning paths is more effective than generic in-
struction tuning. We also assessed the impact of our
inference strategy. Applying AARI on top of the
UniMath-CoT model elevates the accuracy from
33.2% to 39.1%. This represents a remarkable
+5.9% increase, which corresponds to a 17.8% rel-
ative error reduction, underscoring the efficacy of
the self-verification mechanism. The benefits of
AARI are robust and consistent across all problem
categories, boosting accuracy on multiple-choice
(+6.3%) and calculation (+5.5%) problems, as de-
tailed in Table 2. This demonstrates that AARI is a
broadly applicable technique that enhances model
reliability.

Effect of Generation Length We also inves-
tigated the impact of the maximum generation
length (Max New Tokens) on performance. Fig-
ure 4 reveals two key findings. First, the per-
formance hierarchy remains consistent across all
token lengths, with the base model being outper-
formed by UniMath-CoT, which is in turn outper-
formed by the full model with AARI. This visually
confirms our ablation results. Second, all model
variants achieve their peak performance around
1024 max new tokens, suggesting this length pro-

vides an optimal balance between allowing for com-
plete reasoning and avoiding excessive, potentially
noisy, output.

Comprehensive Performance Profile To pro-
vide a more holistic, multi-dimensional view of
our model’s capabilities, we present a comparative
radar chart in Figure 6. This chart visualizes the
trade-offs between model size, inference speed, and
performance on different sub-tasks (Chinese, En-
glish, Multiple-choice, Calculation) for our model
and the baselines.

The chart clearly illustrates the well-rounded and
highly efficient profile of our approach. Compared
to its base model, Qwen2.5-VL 7B, our model
shows a significantly larger and more balanced per-
formance polygon. This expansion across all accu-
racy axes: Chinese, English, Multiple-choice, and
Calculation, visually confirms that the gains from
UniMath-CoT and AARI are comprehensive and
not limited to a single domain.

When compared against leading proprietary
models, our model demonstrates remarkable com-
petitiveness despite its significantly smaller param-
eter size. For instance, while models like GPT-
5 and Gemini-2.5 Pro exhibit the largest perfor-
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mance polygons overall, our 7B model achieves an
accuracy profile that is notably competitive with,
and in some areas superior to, much larger models
like GPT-4o. This highlights the efficiency of our
approach: we have successfully closed a substantial
portion of the performance gap with state-of-the-art
systems while operating at a fraction of the compu-
tational scale. The radar chart thus underscores our
primary contribution: a clear and effective method-
ology for developing highly capable and efficient
open-source models for complex multimodal rea-
soning.

Qualitative Analysis To showcase the differ-
ences in multi-step reasoning, Figure 5 provides
a qualitative comparison of different models on a
geometry problem that requires robust spatial in-
terpretation. As shown, the base model fails due
to a misinterpretation of geometric relations, while
the UniMath-CoT model, despite an initial flawed
step, successfully self-corrects to find the correct
solution (Wei et al., 2022). This comparison high-
lights the critical role of structured reasoning and
verification mechanisms, like those in the CoT and
AARI models, in achieving reliable and accurate
mathematical problem-solving.

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

20 40 60 80 100

GPT-5

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

Gemini-2.5 Pro

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

Claude-4.1 Opus

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

GPT-4o

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

Qwen2.5-VL 7B

Model
Size
(B)

Response
Speed

(Tokens/s)
Chinese

Acc.

English
Acc.

Multiple-choice
Acc.

Calculation
Acc.

Ours

Figure 6: Multi-dimensional performance radar chart
comparison. (All accuracy scores are multiplied by 2;
parameter sizes for proprietary models are estimates.)

5 Conclusion and Limitation

In this work, we addressed key obstacles in mul-
timodal mathematical reasoning, namely bench-
mark fragmentation and the need for robust verifi-
cation. We introduced a tripartite contribution: (1)
UniMath, a unified and rigorously curated bench-
mark for genuinely multimodal math problems;
(2) UniMath-CoT, a fine-tuning framework that
teaches structured reasoning; and (3) AARI, a
novel, lightweight inference-time strategy for an-
swer verification. Our experiments validate the
power of this integrated approach. Our 7B model,
enhanced by UniMath-CoT and AARI, achieves
39.1% accuracy on the UniMath benchmark, set-
ting a new state-of-the-art for open-source models
and outperforming strong proprietary systems like
GPT-4o. A key finding is the remarkable effec-
tiveness of AARI, which alone contributes a 5.9 %
improvement, drastically reducing errors through
its efficient self-verification mechanism.

Our work provides a clear roadmap for building
powerful, open-source reasoning systems that rival
proprietary models. Crucially, AARI demonstrates
that inference-time self-correction is a highly ef-
fective strategy for boosting model factuality and
reliability, a principle with strong potential for gen-
eralization beyond mathematics to other complex
domains. Future work can extend this foundation
by exploring iterative self-correction mechanisms
and expanding the UniMath benchmark to new
modalities like video-based challenges.

Ethics Statement
Our work leverages Large Language Models
(LLMs) for complex mathematical problem-
solving, specifically geometric reasoning, rather
than direct text generation. While this application
domain typically presents fewer immediate ethical
concerns related to content generation biases, it is
crucial to acknowledge the broader ethical land-
scape of LLM usage. Recent investigations have in-
dicated that advanced prompting techniques, such
as Chain-of-Thought (CoT) prompting, may inad-
vertently introduce or amplify ethical biases within
LLM reasoning processes, even in non-generative
tasks (Shaikh et al., 2023). Therefore, future work
will involve a thorough examination of potential
biases that might emerge from our method’s re-
liance on CoT and answer affirmation techniques,
ensuring fairness and robustness in mathematical
reasoning applications.
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Abstract

We study the generalization capabilities of
large language models (LLM) through the lens
of mathematical reasoning, asking if these mod-
els can recognize that two structures are the
same even when they do not share the same
nomenclature. We propose a human study to
evaluate if LLMs reproduce proofs that they
have most likely seen during training, but when
the symbols do not match the ones seen. To
test this in a controlled scenario, we look at
proofs in propositional calculus, foundational
for other logic systems, semantically complete
and widely discussed online. We replace the
implication operator (→) with an unrelated, ar-
bitrary symbol (♠) and ask experts to evaluate
how the output of a selection of LLMs changes
in terms of compliance, correctness, extensive-
ness and coherence. Our results show that
nearly all our tested models produce lower qual-
ity proofs in this test, in particular open-weights
models, suggesting the abilities of these LLMs
to reason in this context have important limita-
tions.

1 Introduction

Mathematical reasoning is a key aspect of human
intelligence that encompasses pattern recognition
and logical entailment. The development of artifi-
cial intelligence systems capable of tasks such as
solving applied and theoretical mathematical prob-
lems has been a long-standing focus of research in
the fields of machine learning and natural language
processing, dating back to the 1960s (Feigenbaum
and Feldman, 1963; Bobrow, 1964).

Our interest in this topic rises from recent at-
tempts to use language models for theorem prov-
ing by means of ITPs’ programming languages
and databases of theorems with their proofs. Deep
learning models can be trained in one of these many
programming languages, and then used to generate
mathematical proofs. Data sources for neural the-
orem proving in ITPs include interactive learning

environments that interface with ITPs, and datasets
derived from proofs in ITP libraries.

When it comes to mathematical reasoning, and in
particular to the ability of models to understand log-
ical statements, we note that despite the abundance
of studies, previous works generally assume that
only “variables” are the ones not constant through-
out problems. However, we see that in mathematics
different nomenclatures are used in different areas,
as well as in different time periods, to express the
same ideas. Examples of this fact include the use
of ⊃ and → to denote implication; Leibniz’s df

dx ,
Lagrange’s f ′, and Newton’s ḟ notation in differ-
ential calculus; the different notation for the inner
product for physicists ⟨·|·⟩ and for mathematicians
⟨·,·⟩; prefix f(x) and postfix (x)f notations for
functions; and different notations for the von Neu-
mann generated algebra, such as: W ∗(·,·) and · ∨ ·,
to name a few.

As we attempt to use LLMs to tackle proof gen-
eration tasks, for example using the “informal the-
orem proving” approach (please see §2 for more
details on this), we think researchers and practi-
tioners need to take this fact into consideration.
Furthermore, and in contrast to all these models,
current state-of-the-art models in NLP are trained
on large datasets of text extracted from the web. In
this case, we have limited or no control on the kinds
of expressions and/or operators that the models are
exposed to during training. We can, however, still
assume the models have been exposed mostly to
the standard nomenclature.

Given this scenario, we ask: can these models
recognize that two structures are the same even
if they do not share the same nomenclature? For
example, can models reproduce proofs that they
have most likely seen during training, but when
the symbols do not match the ones seen? If so, to
what extent are these proofs plausible and correct?
In order to answer these questions, we perform
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an in-depth human evaluation to assess the quality
of the output generated by LLMs when prompted
to generate proofs similar to the ones seen during
training but with expressions that use a different
notation.

2 Related Work

Automated Theorem Proving The first proofs
using computers started appearing as early as the
1950s, soon after electronic computers became
available. This played a big role in the development
of the field of automated reasoning, which itself
led to the development of AI. Most of the early
work on computer-assisted proof was devoted to
automated theorem proving (ATP) (Harrison et al.,
2014), in which machines were expected to prove
assertions fully automatically. The increased avail-
ability of interactive time-sharing computer operat-
ing systems in the 1960s allowed the development
of interactive theorem provers (ITPs) in which the
machine and the user work together to produce a
formal proof. While ATPs include proof-search
algorithms to generate whole proofs, ITPs usually
check the validity of human input statements, al-
though they may also include reduced automated
tools.

More recently, work on “informal” theorem prov-
ing has presented an alternative medium for the-
orem proving, in which statements and proofs
are written in a mixture of natural language and
symbols used in “standard” mathematics (e.g., in
LATEX), and are checked for correctness by hu-
mans. Here we find the work of Welleck et al.
(2021) who developed NaturalProofs, a large-scale
dataset of 32k informal mathematical theorems,
definitions, and proofs, and provided a benchmark
for premise selection via retrieval and generation
tasks. Most of the data is taken from websites
like proofwiki.com, and though this enables more
flexibility when proving, the task is approached in
a way similar to ITPs.

Mathematical Reasoning in LLMs Early works
attempting to study the ability of models to recog-
nize patterns in mathematical expressions focused
on the manipulation of simple expressions using
standard notation. For example, Allamanis et al.
(2017) trained models on datasets in which pairs
of examples contain Boolean logic and arithmetic
expressions which are known to be equivalent. For
example, expressions like c2 and (c ·c)+(b−b) are
equivalent. However, expressions with the same

structure, but different variables, such as c·(a·a+b)
and f · (d · d+ e), are not. They showed that such
models were capable of relating non-paired expres-
sions, like a− (b− c) and b− (a+ c), as negations
of each other.

Evans et al. (2018) studied the ability of neu-
ral networks to understand logical entailment via
training models on synthetic datasets of logical
statements and their evaluations (True/False). Con-
cretely, they generated datasets of triples of the
form (A,B,A ⊨ B), where A and B are formu-
las of propositional logic, and A ⊨ B is 1 if A
entails B, and 0 otherwise. They concluded that,
from the models available at the time, those with a
tree structure seemed to be better for domains with
unambiguous syntax.

In these works, expressions are generated auto-
matically starting from a set of simple rules plus
a set of arbitrary combinations. This allows to
scale and control the types of expressions that are
shown to the model during training/inference. Later
Cobbe et al. (2021) and Rein et al. (2023) shifted to
a question-answer format using natural language,
with the release of the GSM8K and GPQA datasets,
respectively, while also extending the class of ques-
tions to other areas of mathematics, like calculus
and probability, where the ability to control for the
type of expressions is reduced.

3 Proposed Approach

To study the posed research questions under a con-
trolled scenario, we look at proofs in propositional
calculus, a branch of formal logic that deals with
propositions, which can be true or false, and rela-
tions between propositions, including the construc-
tion of arguments based on them (Wrenn, 2025).
Propositional calculus, also known as zeroth-order
logic, does not deal with quantifiers over non-
logical objects (unlike first-order or higher-order
logic). There are several reasons that we think
make this the ideal scenario for our study: (1) All
the machinery of propositional logic is included in
first-order logic, higher-order logic, and all math-
ematics. In this sense, propositional logic is the
foundation of other logic systems; (2) Propositional
calculus is semantically complete, i.e. any tautol-
ogy (true formulas) can be proved with the formal
axioms and the rules of inference of the system;
(3) Being the subject of common undergraduate
courses, demonstrations in this context have been
widely discussed online (for example, in fora such
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as Math Stack Exchange) so we can reasonably as-
sume that LLMs have been exposed to these types
of proofs, and (4) It is a minimalist setup which al-
lows us to include the entire logical structure in the
prompt, thus reducing the amount of assumptions
needed.

Propositional calculus is typically studied with a
formal system, which contains a formal language
and a deductive system. The language is composed
of a set of well-formed formulas, which are strings
of symbols from an alphabet (composed of propo-
sitional variables and propositional connectives)
formed by a formal grammar (formation rules).
The deductive system, in turn, contains the rules
of inference, a function which takes premises and
returns conclusions. To assess how models general-
ize in this scenario, we compared proofs generated
by these models using “usual” and “unusual” sym-
bols for connectives.

We use a standard proof system usually referred
to as a Hilbert system. This is a deductive system
that generates theorems from axioms (tautologies
taken as starting point for further reasoning) and
modus ponens. Modus ponens can be summarized
as: If P implies Q and P is known to be true, one
can conclude that Q must also be true. It is gen-
erally expressed as {P → Q, P} ⊢ Q, where
the turnstile symbol (⊢) denotes derivability, i.e.
there is a formal derivation of a theorem from the
axioms. As for connectives, we limit it to the log-
ical and (∧), logical or (∨), the negation operator
(¬), and the implication operator (→). For the ax-
ioms, we use a common set of 14 axioms used in
undergraduate courses, shown in Figure 1.

For our study, we propose to replace the impli-
cation operator (→) with an unrelated, arbitrary
symbol (♠). In order to produce a significant per-
turbation in the input token distribution, we specifi-
cally select the unicode representation of the sym-
bol (U+2660) for the replacement. Alternative re-
placements are left for future work. We select two
common theorems from propositional calculus ex-
tracted from Rossegger (2019), as shown in Figure
2 and test models in two different scenarios, as
follows.

Full Context (FC) Our first evaluation scheme
is intended to simulate a noisy retrieval step prior
to the proof generation. Concretely, we offer the
model the complete set of axioms together with the
selected rule of inference, modus ponens. Thus, in
this scenario, we can also test the model’s ability

Axioms

(Ax 1) : ((ϕ ∧ ψ) → ϕ)

(Ax 2) : ((ϕ ∧ ψ) → ψ)

(Ax 3) : (ϕ → (ψ → (ϕ ∧ ψ)))
(Ax 4) : (ϕ → (ϕ ∨ ψ))
(Ax 5) : (ϕ → (ψ ∨ ϕ))
(Ax 6) : ((ϕ → χ) → ((ψ → χ) → ((ϕ ∨ ψ) → χ)))

(Ax 7) : (ϕ → (ψ → ϕ))

(Ax 8) : ((ϕ → (ψ → χ)) → ((ϕ → ψ) → (ϕ → χ)))

(Ax 9) : ((ϕ → ψ) → ((ϕ → ¬ψ) → ¬ϕ))
(Ax 10) : (¬ϕ → (ϕ → ψ))

(Ax 11) : (ϕ ∨ ¬ϕ)
(Ax 12) : ((ϕ ∧ ¬ϕ) → ψ)

(Ax 13) : ((ϕ → (ψ ∧ ¬ψ)) → ¬ϕ)
(Ax 14) : (¬¬ϕ → ϕ)

(MP) : {P → Q,P} ⊢ Q

Figure 1: Portion of the prompt provided to the LLMs
showing the content of the full context provided, namely,
the axioms and rules of inference we allow the models
to use.

to identify and retrieve only the axioms that are
needed to prove the selected theorem.

Selected Context (SC) We assume that the rel-
evant axioms for the requested proof have already
been selected by an oracle, and we offer only these
axioms and rule of inference to the model input.
For each question, we manually select the axioms
required (Axioms 6, 7, 10 for Question A; Axioms
7, 8 for Question B). In practice, we reassign iden-
tifier numbers to them, always starting from 1, to
avoid ambiguity.

A key point of our study is to ensure that the
generated proofs are checked by mathematicians.
Previous work has stressed the need to rely on ex-
perts for evaluation of theorem proving systems,
including the work of Welleck et al. (2022), who
carried on an in-depth annotation where an expert
annotator is presented with the theorem, proof-so-
far, and a generated next-step. Frieder et al. (2023)
also highlight that human evaluation of advanced
mathematics that approaches research level is ex-
pensive and requires experts. The evaluation of the
output of the language model for their work was
performed by the authors, who are all mathemati-
cians.

To perform the evaluation, we concretely rely on
a volunteer (one of the authors of this paper) who
has a Master’s degree in mathematics. We design
an annotation interface where for each case, we
show the annotator the exact input fed to the model,
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Question A

Question: Prove that

⊢ ((¬P ∨Q) → (P → Q))

Answer:

((¬P → (P → Q)) → ((Q → (P → Q)) →
((¬P ∨Q) → (P → Q)))) (Ax 6)

(¬P → (P → Q)) (Ax 10)

((Q → (P → Q)) → ((¬P ∨Q) → (P → Q))) 1, 2 MP

(Q → (P → Q)) (Ax 7)

((¬P ∨Q) → (P → Q)) 3, 4 MP

Question B

Question: Prove that

{(P → Q), (Q → R)} ⊢ (P → R)

Answer:

(P → Q) (hyp)

(Q → R) (hyp)

((Q → R) → (P → (Q → R))) (Ax 7)

(P → (Q → R)) 2, 3 MP

((P → (Q → R)) → ((P → Q) → (P → R))) (Ax 8)

((P → Q) → (P → R)) 4, 5 MP

(P → R) 1, 6 MP

Figure 2: Details of the question (top: Question A,
bottom: Question B) utilized for our study, also showing
a possible proof which we allow our annotators to see.

as well as the output generated by it. Below, we list
the tasks that we require our annotator to perform.

• First, we ask the annotators if the output of
the model contains a proof.

• We present the steps of a correct proof and ask
the annotators to judge if each step appears in
the output of the model. Additionally, if the
step invokes an axiom or rule of inference, we
ask them to do the following.

– If the step invokes an axiom, we ask to
check if variables were substituted cor-
rectly.

– If the step uses a rule of inference, we ask
to check if the rule is properly invoked.

– We ask the annotator to judge whether
the step contributes to the proof in the
sense that it stirs the overall flow of the
proof in the right direction towards con-
clusion.

• With respect to the clarity of the overall text,

we ask the annotators to rate the output on a
scale of 0 to 4 via the following labels: “Very
Incoherent, Incoherent, Neither Coherent nor
Incoherent, Coherent, Very Coherent”.

• In order to evaluate the compliance to the task,
we ask whether the proof attempts to use in-
formation other than the necessary elements
that were provided to the model as input. Con-
cretely, we ask the annotators to indicate if the
proof uses an additional axiom, if this axiom
was provided in the input, and if it uses an
additional rule of inference, or an additional
hypothesis.

• Finally, we also allow the annotators to freely
provide us specific feedback by highlighting
spans of the model output that calls their at-
tention, to which they can add free-text com-
ments.

The above questions were designed to incorpo-
rate most, if not all, aspects that one would take into
consideration when grading the same questions in
an exam.

4 Results

For this study, we consider the following mod-
els: (1) API-based LLMs, including ChatGPT (gpt-
3.5-turbo-0125) (Brockman et al., 2023), Claude
3 Opus (claude-3-opus-20240229) (Anthropic,
2023), (2) Open-weights models, including Llama
3 (Meta-Llama-3-8B-Instruct) (Grattafiori and the
Llama 3 Team, 2024; AI@Meta, 2024), Llama
3.1 (Llama-3.1-8B-Instruct) (Int) and Gemma 2
(gemma-2-9b-it) (Team, 2024). The latter models
are obtained from HuggingFace, and quantized to
4-bits (Dettmers et al., 2023) to fit our GPU mem-
ory. For each input, we obtain 3 outputs from each
model using a different random seed. We computed
the following metrics to summarize model behavior
and measure performance.

• Percentage of times the model generated out-
put that contains a proof and where the model
did not utilize a hypothesis, axiom, or rule of
inference other than those provided. We con-
sider this a measure of the model compliance
with our instruction (Compliance).

• Percentage of steps from the gold standard
proof that appear in the generated proof, i.e.,
to what extent the model used the needed ax-
ioms and modus ponens (Extensiveness).
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Model Ctx. Compliance Extensiveness Correctness Flow Clarity

→ ♠ → ♠ → ♠ → ♠ → ♠

GPT-3.5-turbo SC 66.67% 83.33% 62.38% 49.52% 30.00% 6.67% 33.33% 20.00% 2.67 2.33
FC 50.00% 100% 36.19% 30.48% 10.00% 6.67% 26.67% 16.67% 3.00 2.60

Claude 3 Opus SC 100% 100% 95.24% 93.14% 86.67% 72.00% 93.33% 84.00% 3.83 3.40
FC 100% 83.33% 85.71% 75.71% 66.67% 33.33% 80.00% 50.00% 3.67 3.00

Gemma 2 (9B) SC 0.00% 0.00% 11.90% 0.00% 0.00% 0.00% 3.33% 0.00% 4.00 -
FC 0.00% 0.00% 16.67% 0.00% 0.00% 0.00% 3.33% 0.00% 4.00 -

Llama 3 (8B) SC 50.00% 66.67% 49.52% 41.43% 3.33% 3.33% 16.67% 6.67% 1.83 1.80
FC 33.33% 83.33% 35.71% 21.90% 10.00% 3.33% 13.33% 0.00% 2.17 1.60

Llama 3.1 (8B) SC 33.33% 100% 42.38% 40.95% 0.00% 3.33% 6.67% 6.67% 1.17 1.17
FC 66.67% 50.00% 32.38% 24.29% 3.33% 0.00% 6.67% 6.67% 2.00 1.50

Table 1: Summary of the results of our human evaluation study, where Ctx. is short for context. Bold numbers
indicate the best score for each pair of (→, ♠) prompts for a given model, and we underline the best score across
the FC and SC scenarios for each model.

• Percentage of steps that appear in the gener-
ated proof and were correctly applied. In other
words, the steps that are correct (Correctness).

• Percentage of steps that appear in the output
providing an expression which is a step to-
wards finalizing the proof, even if it was not
correctly deduced (Flow).

• Average clarity score reported for the overall
text output from a given model (Clarity).

Table 1 summarizes the results of our evaluation.
With the exception of Compliance, all metrics show
a similar trend of decrease in model performance
when the questions are perturbed with♠. The same
is also true when we compare the Full Context to
the Selected Context. Most interestingly, the score
for Flow was always higher than the Correctness,
indicating that models tend to recall or retrieve
parts of the right answer from memory, even if they
cannot follow the correct sequence of logical steps.

We also observe that not only Compliance did
not follow the decrease trend seen for other metrics,
but also that most models showed an increase in
this metric when prompted with the arbitrary sym-
bol. In fact, this variation in Compliance appears
to strongly correlate with our ♠-based replacement
scenario. Overall, the average compliance with the
original symbol (→) is 43.85%, which compares
unfavorably against 71.89% for our replacement
scenario (♠). We note that such a significant gap
is not evident when looking at performance dif-
ferences due to variations in context, where we
observe an average Compliance of 60.22% for SC
and 63.39% for FC. Since invoking facts outside of

the givens in the prompt is a big factor in how we
compute the Compliance criteria, we believe this
counterintuitive increase in value can be at least
partially explained by the changes in the semantics
induced by our symbol replacement. Intuitively,
the semantic similarity between these expressions
and the examples seen during training should be
lower, making it more unlikely for the model to
retrieve relevant content seen during training, even
if not useful for the proof.

The model with the best performance across all
measures was Claude 3 Opus. Like for most mod-
els, its Extensiveness measure was subject to a
decrease when one compares the easiest scenario
(SC with→) to the hardest scenario (FC with ♠),
but its lowest value (75.71%) was still higher than
the highest Extensiveness measure of any other
model. However, it did experience a sharp decrease
in both Correctness (from 86.67% to 33.33%) and
Flow (from 93.33% to 50.00%), with the first be-
ing the largest difference in performance of any
metric for any model. As table 1 shows, there is
also a big difference in performance between the
API-based LLMs and the Open-weights models.
The Gemma 2 model refused to provide a proof in
most cases, as it can be seeing by its Compliance
measure, making it impossible to draw conclusions
about its abilities. We think these results suggests
open-weights models are significantly behind APIs,
which is well-aligned with performance measured
in popular automatic benchmarks.

To delve further into the data, we split the Clar-
ity into intervals, as seen in Table 3, and looked at
the other metrics’ behavior in each range (here we
excluded the cases in which the model did not pro-
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Model Metric Scenario ∆

→ to ♠ SC to FC

GPT-3.5-turbo

Compliance 33.33% 0.00%
Extensiveness -9.29% -22.62%
Correctness -13.33% -10.00%
Flow -11.67% -5.00%
ExtraHyp -25.00% 8.33%
ExtraAxiom 0.00% 83.33%
ExtraROI -41.67% 8.33%
Clarity -0.38 0.32

Claude 3 Opus

Compliance -9.09% -8.33%
Extensiveness -6.84% -13.57%
Correctness -25.76% -30.00%
Flow -21.21% -24.09%
ExtraHyp 0.00% 0.00%
ExtraAxiom 27.27% 25.00%
ExtraROI 0.00% 0.00%
Clarity -0.57 -0.3

Gemma 2 (9B)

Compliance 0.00% 0.00%
Extensiveness -14.29% 2.38%
Correctness 0.00% 0.00%
Flow -3.33% 0.00%
ExtraHyp -41.67% 8.33%
ExtraAxiom 0.00% 0.00%
ExtraROI -8.33% -8.33%
Clarity -4 0

Llama 3 (8B)

Compliance 33.33% 0.00%
Extensiveness -10.95% -16.67%
Correctness -3.33% 3.33%
Flow -11.67% -5.00%
ExtraHyp -25.00% 8.33%
ExtraAxiom -16.67% 83.33%
ExtraROI -33.33% 0.00%
Clarity -0.3 0.09

Llama 3.1 (8B)

Compliance 25.00% -8.33%
Extensiveness -4.76% -13.33%
Correctness 0.00% 0.00%
Flow 0.00% 0.00%
ExtraHyp -25.00% -8.33%
ExtraAxiom 16.67% 83.33%
ExtraROI -8.33% 8.33%
Clarity -0.25 0.58

Table 2: Difference in model performance, measured
by our introduced metrics, when the model is presented
with the perturbed input versus the original symbol (de-
noted as “→ to ♠”), and when the model is presented
with the Selected Context versus the Full Context (de-
noted as “SC to FC”). Values in green denote an in-
crease in performance and values in red denote a de-
crease in performance.

vide a proof). We can see that models like Claude
3 Opus and Gemma 2 were more consistent in the
clarity of their outputs. Although we cannot guaran-
tee that the gold standard proof is the only possible
proof, we can see from Table 3 that Correctness
and Flow align well with the clarity score, i.e., they
all decrease as the clarity decreases. This indicates
that as the model struggles to complete the proof,
the output becomes more convoluted and difficult
to understand.

Model Clar. Ext. Corr. Flow

GPT-3.5-turbo

0∼1 60.00% 60.00% 0.00%
1∼2 57.14% 0.00% 0.00%
2∼3 32.00% 0.00% 8.00%
3∼4 49.64% 16.25% 33.75%

Claude 3 Opus 2∼3 60.00% 20.00% 20.00%
3∼4 88.44% 66.36% 79.09%

Gemma 2 (9B) 3∼4 34.29% 0.00% 8.00%

Llama 3 (8B)
1∼2 41.43% 3.33% 0.00%
2∼3 33.85% 4.62% 7.69%
3∼4 67.62% 13.33% 40.00%

Llama 3.1 (8B)

0∼1 20.00% 0.00% 5.00%
1∼2 37.50% 0.00% 2.50%
2∼3 42.54% 4.44% 13.33%
3∼4 25.71% 0.00% 0.00%

Table 3: Summary of our results grouping by Clarity
value bins, where Clar., Ext. and Corr. are short for
Clarity, Extensiveness and Correctness, respectively.

To better understand the impact of the different
scenarios on models, we compute the difference in
model performance when the model is presented
with the perturbed input versus the original symbol
and when the model is presented with the Selected
Context versus the Full Context. For this study, in
addition to the metrics introduced before, we also
compute:

• The percentage of times the model uses a hy-
pothesis that was not necessary (ExtraHyp),
as per our proof of reference.

• The percentage of times the model uses an
axiom that was not necessary (ExtraAxiom),
as per our proof of reference.

• The percentage of times the model uses a rule
of inference that was not provided in the input
(ExtraROI).

Table 2 summarizes these findings. The introduc-
tion of a perturbation in the input had a bigger
impact on Clarity than the change in context for
all models. Looking at “→ to ♠” for both Llama
models and ChatGPT,→ has a higher percentage of
steps, but also more unnecessary steps. The symbol
replacement seems to be curbing all types of steps.
For ChatGPT, we noticed that there is a bigger drop
in Extensiveness for “SC to FC” than “→ to ♠”,
but the drop in Correctness and Flow is smaller
for “SC to FC” than “→ to ♠”. This suggests that
ChatGPT struggles to retrieve the necessary axioms
from the givens, but the change in context does not
seem to significantly impact its Correctness. For
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Claude, both changes seem equally challenging,
with the change in context having slightly bigger
impact on Extensiveness, Correctness, and Flow.
Claude 3 Opus was the only model to have a de-
crease across all metrics for both differences.

There are three different types of steps that could
appear in our studied proof: Hypotheses, Axioms,
and Rules of Inference. With that in mind, we split
each of our metrics into these three cases and sum-
marize the results on Table 4. We noticed that mod-
els tend to be better at manipulating axioms than
at listing hypotheses or applying rules of inference.
In particular, both Llama models struggled with
rules of inference (ROIs), with no Extensiveness
value being higher than 25% and all Correctness
values being 0%. For these two models we also
noticed that while mistakes on substitution (Cor-
rectness) seem to lead to fewer contributions to
the final proof (low Flow), mistakes on rules of
inference still lead to contributions. We think this
indicates that these models use rule of inference to
justify steps they “know” are needed, even though
the rule never correctly justifies said step.

We also observed that Gemma 2 never attempted
to use an axiom (all values are 0%), and its best
performance was on Extensiveness for hypotheses.
ChatGPT had the biggest gap on Extensiveness
for axioms (SC vs FC), and on the Full Context
scenario, it always made mistakes on substitution.
Claude 3 Opus was slightly worse at applying ROIs
than making substitutions on easiest scenario (SC
with→), but it did much worse at substitution than
on ROIs on the hardest scenario (FC with ♠). Its
only use of unnecessary steps was on the hardest
scenario and it used extra axioms.

We also analyze the spans highlighted by the
annotators, alongside the comments left by them
on each location. We collected a total of 304 an-
notations derived from highlighted spans, out of
which, 170 were unique. We note that more than
99% of these comments denote errors made my the
model, often related to the questions that were pre-
sented to the annotators. Based on this insight, we
use this information to empirically estimate “when”
models tend to make their first mistake as they gen-
erate the requested proof. Concretely, we compute
the position in terms of number of characters, nor-
malized by answer length, of the start of the spans
highlighted by the annotator. These relative posi-
tions are then averaged for all the answers for each
model.

As shown in Table 5, we see models tend to

make their first mistake relatively early in their gen-
eration, which is true even for the more advanced
black-box models. The table also shows how dif-
ferently each model behaves in terms of verbosity,
where we see models Llama 3 and 3.1 generat-
ing answers that are up to 3,000 characters long,
while API-based models like GPT-3.5 and Claude
3 Opus are significantly more concise. The rela-
tively lower value shown by Gemma is due to the
model often not generating an actual proof, which
artificially brings this number down. Compared to
our gold standard proofs, which contain 478 and
452 characters, these results show that models tend
to favor verbosity instead of precision when gen-
erating these kinds of proofs without specialized
prompts.

Finally, we analyze the content of the annota-
tions for each of the highlighted spans. We think
these may provide additional insights on the nature
of the mistakes by the models. In order to per-
form this analysis, we encode the annotations with
Sentence-BERT (Reimers and Gurevych, 2019),
via the all-MiniLM-L6-v2 model, using the Sen-
tenceTransformers1 package. We then perform
clustering using k-means via its scikit-learn im-
plementation (Pedregosa et al., 2011). We compute
clusters varying parameter k, the number of clus-
ters, with k = 1, . . . , 15, and select the top 3 results
as based on silhouette scores (Rousseeuw, 1987).
Finally, we visually analyze these best results by
performing PCA on the embedded annotation com-
ments, and plotting them on a 2D chart, coloring
the examples by cluster. We find the that k = 7
offers meaningful results, highlighting four distinct
behaviors models often engage in the following
cluster, which here we represent by the instance
closest to the centroid: (Cluster 0) “Inability to
recognize the Unicode symbol used to replace the
implication operator”, (Cluster 1) “Does not fol-
low from Axiom”, (Cluster 3) “Substitution Issue”,
(Cluster 5) “Incorrect usage of modus ponens”.

Discussion It is known that if we have a theo-
rem in propositional calculus, then it has arbitrarily
many proofs. One cannot even guarantee there is
a unique “minimal length” proof. Hence, one may
question our comparison of model outputs against
a fix proof. However, since we study changes, we
need a baselines to compare against. This also
makes it easier to evaluate the output systemati-
cally and consistently. We also note that if we

1github.com/UKPLab/sentence-transformers
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Model Cxt.
Hypotheses Axioms Rules of Inference

Ext. ExtraHyp Ext. Corr. Flow ExtraAxiom Ext. Corr. Flow ExtraROI
→ ♠ → ♠ → ♠ → ♠ → ♠ → ♠ → ♠ → ♠ → ♠ → ♠

GPT-3.5-turbo SC 83% 67% 17% 17% 72% 69% 42% 14% 25% 14% 17% 0% 42% 28% 17% 0% 42% 28% 33% 0%
FC 67% 100% 50% 0% 22% 6% 0% 0% 8% 0% 83% 100% 44% 31% 17% 11% 44% 31% 50% 0%

Claude 3 Opus SC 100% 100% 0% 0% 92% 100% 92% 73% 92% 80% 0% 0% 94% 83% 83% 70% 94% 83% 0% 0%
FC 100% 100% 0% 0% 75% 69% 44% 17% 75% 36% 0% 50% 83% 67% 83% 42% 83% 67% 0% 0%

Gemma 2 (9B) SC 67% 0% 33% 0% 0% 0% 0% 0% 0% 0% 0% 0% 6% 0% 0% 0% 6% 0% 17% 0%
FC 100% 0% 50% 0% 0% 0% 0% 0% 0% 0% 0% 0% 6% 0% 0% 0% 6% 0% 0% 0%

Llama 3 (8B) SC 67% 33% 17% 0% 67% 83% 8% 8% 17% 8% 0% 0% 25% 6% 0% 0% 17% 6% 33% 17%
FC 50% 33% 33% 0% 56% 42% 19% 8% 14% 0% 100% 67% 14% 0% 0% 0% 14% 0% 50% 0%

Llama 3.1 (8B) SC 67% 0% 50% 0% 64% 86% 0% 8% 8% 6% 0% 0% 6% 6% 0% 0% 6% 6% 33% 0%
FC 100% 0% 17% 17% 19% 50% 6% 0% 0% 0% 67% 100% 22% 11% 0% 0% 14% 11% 17% 33%

Table 4: Results disaggregated for different categories: Hypotheses, Axioms, and Rules of Inference. For the sake
of presentation, values in this table are rounded to the closest integer.

Model Answer Len. Rel. Ann. Loc.

GPT-3.5 turbo 1,310 ± 500 15.573 % (10.34)
Claude 3 Opus 1,577 ± 594 14.126 % (10.18)
Gemma 2 (9B) 890 ± 43 28.247 % (11.90)
LLama 3 (8B) 2,181 ± 751 17.549 % (09.70)
Llama 3.1 (8B) 3,747 ± 5,024 33.592 % (21.69)

Table 5: Average length of model answers (Answer
Len.), in characters, with their respective standard de-
viations, and average relative location of the comments
left by the annotators (denoted as Rel. Ann. Loc.),
normalized be answer length. For the latter, numbers in
parenthesis show the standard deviation.
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Figure 3: Clusters of annotations related to model be-
havior recognized as a mistake by our annotators.

had access to the training data, we could ensure
we use the same proof used during training as our
gold standard, but this is difficult or impossible
in practice. To try to minimize this issue, we em-
ploy mathematicians to evaluate, which allow us to
also collect comments about any conflict that could
arise from this assumption. Finally, we would like
to note that, ultimately, the difficulty of the model
to follow the steps of the gold standard correlates
with the decrease of overall clarity of the output.

5 Conclusions

This paper studies the generalization capabilities
of LLM through the lens of mathematical reason-
ing. We perform an in-depth human evaluation
of the output of LLMs when they are prompted
to produce basic proofs in propositional calculus,
comparing their answers when we replace the im-
plication operator (→) with an unrelated, arbitrary
symbol (♠). Our results show that nearly all our
tested models produce lower quality proofs in this
test, in particular open-weights models, suggesting
the abilities of these LLMs to reason in this con-
text have important limitations. For future work
we would like to extend this study to incorporate
more proofs, models, and multiple annotators. We
would also like to analyze how models react to
other input perturbations, for example using other
replacement symbols, and/or alternative represen-
tations for them.

Limitations

While our study may provide valuable insights into
the mathematical reasoning abilities of large lan-
guage models, it is subject to several limitations.
First, our analysis is constrained to a finite and
small set of tasks, which do not capture the full
breadth of mathematical reasoning scenarios. Sec-
ond, human evaluation, while essential for assess-
ing nuanced reasoning steps, is inherently subjec-
tive and may introduce variability in judgments.
We would like to improve on this in future work by
working with multiple annotators. Third, the mod-
els examined represent a snapshot of current archi-
tectures and training paradigms. Finally, our study
focuses on English-language prompts leaving open
questions about performance across languages.
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Abstract
Modern mathematical reasoning benchmarks
primarily focus on answer finding rather than
proof verification, creating a gap in evaluating
the proving capabilities of large language mod-
els (LLMs). We present a methodology for
generating diverse mathematical proof tasks
using formal tools. Our approach combines
Lean-based synthetic problem generation with
a Tool-Integrated Reasoning (TiR) framework
for partial (sampling-based) proof validation,
and it uses contrastive preference optimization
to align the model’s proof outputs. Experiments
on the Qwen-2.5 family of models demonstrate
meaningful improvements in mathematical rea-
soning, particularly for smaller models. Our
aligned models achieve up to a 57% higher suc-
cess rate than baselines on the MiniF2F bench-
mark (across 0.5B, 1.5B, and 7B parameter
models). These results highlight the potential
of synthetic data and integrated validation for
advancing LLM-based mathematical reason-
ing.

1 Introduction

Mathematical reasoning is a fundamental challenge
for artificial intelligence. Despite significant ad-
vances in large language models (Li et al., 2024;
Yang et al., 2024a; DeepSeek-AI, 2024), achiev-
ing robust proof-solving capabilities comparable
to human mathematicians remains elusive. A core
difficulty lies in the vast search space of proofs:
any given statement can spawn an enormous graph
of conjectures and implications. Exhaustive search
in this space is infeasible — formal proof attempts
like AlphaProof (Hubert et al., 2024) can be compu-
tationally expensive at scale for complex problems.

Recent approaches using LLMs show promise
in their flexibility and reasoning ability. How-
ever, even models that excel at answer-focused
tasks (e.g., the MATH benchmark (Hendrycks
et al., 2021)) often struggle with formal proofs and

higher-level mathematical reasoning (Tsoukalas
et al., 2024; Glazer et al., 2024). This gap calls
for methodologies that combine the adaptability of
LLMs with the rigor of structured verification.

The contributions of this paper are as follows:

• Tree-Based Conjecture Generation: A tree-
based algorithm for synthetic conjecture gen-
eration using Lean (de Moura et al., 2015)
to produce diverse, valid mathematical prob-
lems.

• Tool-Integrated Reasoning: A Tool-
Integrated Reasoning (TiR) framework for
partial proof validation that does not require
full formalization of the proofs.

• Contrastive Alignment of Proofs: A con-
trastive preference optimization approach
(SimPO) to align the model’s proof genera-
tion with preferred (correct) solutions.

• New Proof Benchmark Dataset: A synthetic
dataset of 30,000 generated problems and
proofs for benchmarking mathematical rea-
soning in LLMs.

In our pipeline, Lean primarily serves as a gen-
eration and structuring environment: it provides
statements, neighborhood relations, and hints that
scaffold synthesis. Model outputs are informal
proofs. We rely on TiR and an LLM judge as
probabilistic filters at scale; comprehensive for-
mal checking in Lean is used only in a limited way
here and is left to future work.

Our experiments with Qwen-2.5 models (Yang
et al., 2024b) (0.5B–7B parameters) demonstrate
significant improvements in mathematical reason-
ing, particularly for smaller models. These results
highlight the potential of combining structured gen-
eration with flexible validation to advance mathe-
matical reasoning in AI systems.
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2 Background

Formal theorem proving has traditionally relied on
search-based methods in proof assistants. Tools
like Lean’s Aesop tactic (Limperg and From, 2023)
and the HyperTree proof search algorithm (Poe-
sia et al., 2024a) can systematically explore proofs
but struggle with the combinatorial explosion of
possibilities in complex problems. More recently,
large language models have been applied to theo-
rem proving (Li et al., 2024; Yang et al., 2024a), but
purely data-driven approaches still face challenges
unless guided by formal structure. Synthetic data
generation has shown promise: for instance, Al-
phaGeometry (Trinh et al., 2024) trained an LLM
on two million procedurally generated geometry
problems, yielding impressive problem-solving per-
formance.

Aligning LLM outputs with desired solutions of-
ten requires learning from preferences. Reinforce-
ment Learning from Human Feedback (RLHF)
(Ouyang et al., 2022) showed that human feed-
back can effectively steer model behavior, and
Direct Preference Optimization (DPO) (Rafailov
et al., 2023) achieved this without a separate re-
ward model. Recent contrastive approaches led
to the Simple Preference Optimization (SimPO)
(Meng et al., 2024) framework, which introduces
a margin γ to ensure the model scores a preferred
output higher than a dispreferred one by at least
a fixed gap. This margin-based criterion is well-
suited for mathematical proofs, where distinguish-
ing correct reasoning from subtly flawed reason-
ing is essential; alternative preference objectives
and recipes include KTO (Ethayarajh et al., 2024),
LMSI (Huang et al., 2022), ORPO (Hong et al.,
2024), and PPO (Schulman et al., 2017). Another
complementary direction is integrating external
tools into the reasoning loop. Tool-Integrated Rea-
soning (Gou et al., 2023) agents allow an LLM
to call formal solvers or checkers during problem
solving. We build on this idea by using formal
environment checks to partially verify generated
conjectures and proofs without requiring complete
formalization.

Self-improving systems represent another
promising direction, with recent work focusing on
agents that enhance their mathematical capabilities
by autonomously generating and filtering their
own proofs (Lin et al., 2024; Huang et al., 2022;
Poesia et al., 2024b), complemented by intrinsic
motivation algorithms like Minimo (Poesia et al.,

2024b) for exploring infinite action spaces without
predefined goals.

Current evaluation methodologies present signif-
icant limitations; standard benchmarks (Liu et al.,
2024; Hendrycks et al., 2021) typically rely on
answer-matching approaches that fail to validate
reasoning steps, while formal proof benchmarks
such as PutnamBench and MiniF2F (Tsoukalas
et al., 2024; Zheng et al., 2021) offer more rigorous
assessment environments with varying difficulty
distributions — PutnamBench featuring exception-
ally challenging problems and MiniF2F providing a
broader range suitable for evaluating models across
different skill levels — though they still require
bridging the gap between natural language reason-
ing and formal representations.

3 Synthetic Generation

3.1 Lean-Based Generation

We propose a tree-based algorithm to generate new
conjectures from existing ones. The method treats
mathematical statements as nodes in a proof graph
and leverages known proofs to create harder related
problems. Given an initial conjecture X0 with a
known proof Y , we perform a random walk of
N steps starting at X0, moving to a sequence of
neighboring conjectures in the graph. This pro-
duces a trajectory of intermediate conjectures that
lie progressively further from the root (axioms).
We then reverse this trajectory and prepend the
original proof Y , using X0 as a lemma to derive
a new conjecture. In essence, the algorithm finds
a new target statement that is “beyond” X0 in the
proof tree and constructs a valid proof for it using
Y . Algorithm 1 outlines the procedure.

The choice of neighbor selection in Algorithm 1
is crucial. We consider several strategies, including
Lean hints and tooling (e.g., Lean Copilot (Song
et al., 2024)), a formal environment (Peano (Poesia
et al., 2024b)), and lightweight LLM-based heuris-
tics such as symbol-overlap and predicted diffi-
culty; the walk stops on a fixed budget or when
predicted difficulty saturates.

3.2 Generating New Problems from Solutions

Another strategy for synthesis is to derive new
problems from known solutions. Given a solved
problem P0 with solution S0, we attempt to in-
vert it: generate a new problem P1 for which S0

(or a minimally modified version) serves as a so-
lution. This inverse-problem technique expands
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Algorithm 1 Synthetic Conjecture Generation

Require: T = (V,E), N , X0, Y ▷ Proof graph,
steps, initial conjecture, and its proof

Ensure: X0 ∈ V and Y ⊆ V ▷ X0 and all proof
nodes in V

1: Xcurrent ← X0

2: Ttrace ← {} ▷ Initialize trace
3: for i = 1 to N do
4: Xnext ← choose a neighbor of Xcurrent ▷

Xnext ∈ N(Xcurrent)
5: Ttrace ← Ttrace ∪ {Xnext}
6: Xcurrent ← Xnext
7: end for
8: reverse Ttrace
9: Ttrace ← Y ∪Ttrace ▷ Prepend original proof Y

our dataset with challenging new problems while
retaining a valid solution path.

Illustration. If S0 proves u + v ≥ 2
√
uv

for u, v≥0, then substituting u = a2, v = b2 and
adding a constraint (e.g., a+b = 1) yields a variant
inequality where the same proof skeleton applies
with adjusted premises.

3.3 Generating Rejected Values
For contrastive training, we need not only correct
proofs but also plausible incorrect proofs as coun-
terexamples. We employ three techniques to auto-
matically generate such rejected outputs: (1) use a
smaller or less capable LLM to answer the problem
(weaker models often produce incorrect or subop-
timal solutions); (2) if the main model produces a
correct solution, prompt it to introduce a mistake
into its reasoning (and if it fails to solve the prob-
lem, its failed attempt is used as R); (3) perturb
the proof trajectory from our tree-based genera-
tor (Algorithm 1) to create a flawed solution path.
These methods yield contrastive pairs where yw
is a correct proof and yl is a similar but incorrect
attempt.

3.4 Tool-Integrated Validation
We integrate a validation step using external tools
to filter the generated data. Instead of asking the
LLM to produce a fully formal proof, we prompt it
to output a verification function f (e.g., a Python
snippet) that returns 1 if a conjecture holds for
given inputs and 0 otherwise. We then evaluate
f on N randomly sampled inputs from a domain-
specific environment to statistically test the con-
jecture; this is a sampling-based check and thus

provides no absolute soundness guarantee. Algo-
rithm 2 illustrates this process, which computes the
fraction of inputs for which f returns true.

Algorithm 2 TiR-Based Validation

Require: f : {. . . } → {1, 0}
Require: N ▷ Number of random trials
Require: E ▷ Input generator environment
Ensure: Empirical success rate of conjecture (frac-

tion of inputs where f returns 1)
1: success← 0
2: failure← 0
3: for i = 1 to N do
4: x← E .generate_input()
5: output← f(x)
6: if output = 1 then
7: success← success+ 1
8: else
9: failure← failure+ 1

10: end if
11: end for
12: return success

N

If f(x) = 1 for all N sampled inputs (i.e., a
success rate of 1.0), we consider the conjecture
validated for the sampled domain E ; adversarial
counterexamples may still exist (see Limitations).
For example, given the inequality conjecture a2 +
b2+ c2 ≥ ab+ac+ bc, our TiR prompt produces a
function f(a, b, c) that computes a2 + b2 + c2 and
ab+ ac+ bc and returns 1 if the inequality holds
(0 otherwise). Running Algorithm 2 on this f with
random numeric inputs quickly confirms the truth
of the conjecture.

4 Training Framework

Using the synthetic data and validation techniques
above, we construct training pairs for contrastive
alignment. For each problem x, we obtain a correct
proof yw (verified by TiR) and a corresponding
incorrect proof yl (generated via the strategies in
Section 3.3). We then fine-tune the model using
a SimPO-based objective, which encourages the
model to assign higher probability to yw over yl.

The training loss follows the SimPO formula-
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tion:

LSimPO(πθ) =

− E(x,yw,yl)

[
log σ

(
log

β

|yw|
log πθ(yw|x) −

log
β

|yl|
log πθ(yl|x) − γ

)]
, (1)

where |y| denotes the length (number of tokens) of
output y. We set β = 2.0 (length normalization
against overly short outputs) and γ = 0.5 (margin
between preferred and rejected scores) based on
validation experiments. Here β provides a length-
normalization factor for the log-probabilities (pe-
nalizing overly short answers), and γ enforces a
minimum margin between the model’s scores for
the preferred and rejected outputs.

5 Experiments

5.1 Setup

We fine-tuned three Qwen-2.5 models (with 0.5B,
1.5B, and 7B parameters) on our synthetic proof
dataset. The SimPO objective (using β = 2.0, γ =
0.5) was implemented with a modified torchtune
library (torchtune maintainers and contributors,
2024). Each model was trained for 3 epochs on
two A100 80GB GPUs, and we selected the best
checkpoint based on validation performance. Gra-
dient checkpointing and offloading were used to
manage GPU memory during training.

For the synthetic data generation, we employed
both Lean and pure-LLM environments. We also
experimented with the Peano formal environment,
but it produced low-quality conjectures with our
algorithm and was excluded from the final dataset.
Our TiR validation framework was implemented to
handle a variety of mathematical structures (e.g.,
arithmetic, algebra, group theory, graph theory) and
was used primarily to filter out invalid conjectures
or proofs before they were added to the training
data.

We evaluated our aligned models on the MiniF2F
test benchmark, which consists of formal math
problems disjoint from those used in training.
Since our model outputs are informal proofs (not di-
rectly checkable by an automatic theorem prover),
we employed a separate judge model to assess so-
lution correctness. Specifically, we used a 32B dis-
tilled model (DeepSeek-R1-32B-Qwen-Distilled)
as an automated verifier: given a problem and our
model’s solution, it decides whether the solution is

Model Size Aligned Baseline

Qwen-2.5 0.5B 0.22 0.14
Qwen-2.5 1.5B 0.37 0.29
Qwen-2.5 7B 0.53 0.47

Table 1: MiniF2F judge-accepted pass rate (0–1).
“Aligned”: SimPO-trained on our synthetic pairs; “Base-
line”: original pretrained model. Higher is better. Veri-
fier: DeepSeek-R1-32B-Qwen-Distilled. Scope: single
family (Qwen-2.5).

correct (binary accept/reject). We report the judge-
accepted pass rate in [0, 1] averaged over MiniF2F
and compare it to the base model’s success rate
(baseline).

5.2 Results and Discussion
Our alignment approach markedly improved the
models’ problem-solving success rates. Table 1
summarizes each model’s performance versus its
unaligned baseline.

The results reveal several insights:

• Consistent Gains: Across all model sizes,
our aligned models outperform their baselines.
The smallest model (0.5B) enjoys the largest
relative gain (about +57% relative improve-
ment).

• Scaling Effects: The benefit of synthetic train-
ing persists as model size grows, though the
relative improvement is more pronounced for
smaller models. This suggests that smaller
models gain proportionally more from our ad-
ditional training data and alignment.

• Validation Efficacy: The TiR filtering ap-
pears effective in removing invalid proofs
from the training corpus, which helps ensure
the model learns from mostly correct and ver-
ifiable examples.

6 Scope and External Validity

Our empirical scope is intentionally narrow (Qwen-
2.5, MiniF2F) to isolate pipeline effects. The com-
ponents of our method (problem synthesis, TiR fil-
tering, contrastive alignment) are model-agnostic;
we expect transfer across families with two practi-
cal considerations: (i) evaluation — complement-
ing the LLM judge with selective formal checking
on representative subsets; (ii) domain coverage —
extending E and validators beyond algebra/number
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theory (e.g., geometry and graphs require domain-
specific generators and metamorphic tests).

7 Conclusion

Our study demonstrates that combining synthetic
proof generation with partial formal validation can
substantially bolster an LLM’s mathematical rea-
soning abilities. In particular, training on generated
conjecture–proof pairs (with contrastive alignment)
enabled even relatively small models to solve sig-
nificantly more formal problems. This work rep-
resents a step toward AI systems that can not only
generate and verify mathematical proofs but also
gradually improve their own reasoning strategies.

To support reproducibility and accelerate
progress in mathematical reasoning research, we
will release our complete synthetic dataset of
30,000 problems and the Tool-Integrated Reason-
ing framework under open-source licenses. This
includes the tree-based generation algorithms, val-
idation mechanisms, and alignment methodology
described in this paper.

In future work, we plan to enhance the synthetic
generation process with chain-of-thought prompt-
ing to further improve conjecture quality, extend
our framework to other domains such as geome-
try (which may require specialized validation tech-
niques), strengthen the integration between LLM
reasoning and formal verification (improving the
TiR framework), and investigate more efficient
training strategies to scale to larger models.

8 Limitations

1. Sampling-based validation. TiR offers high-
precision but only sampling-based guarantees:
a conjecture that passes N random trials in E
may still be false (adversarial cases are possi-
ble).

2. Domain coverage. The synthetic set is
skewed toward algebra/number theory; ge-
ometry, analysis, and combinatorics require
domain-specific generators and validators that
we do not cover here.

3. LLM judge bias. Evaluation relies on an
automated LLM judge (binary accept/reject).
Despite high spot-check agreement, residual
bias may affect absolute scores.

4. Empirical scope. Experiments intentionally
target one model family (Qwen-2.5) and one

benchmark (MiniF2F) to isolate pipeline ef-
fects; cross-family/benchmark validation is
left for follow-up work.
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A Examples of generated conjectures

Here are a few examples of generated problems
with our algorithms.

InternLM step generator was strong in algebra
problems generation with algorithm 1.

Basic problem

For a, b, c ≥ 0 and a+ b+ c = 1 prove that
1 + 12abc ≥ 4(ab+ bc+ ac)

We got a new problem and proof to it, which
further on the G than starting one:

New problem

1 + 12ab(1 − a − b) ≥ 4(ab + b(1 − a −
b) + (1− a− b)a)

B GeoGen and AlphaGeometry synthetic

In our methods, we did not touch geometrical prob-
lems as they require slightly different approaches.
Also, formalization of geometrical problems to
Lean-like languages is a quite complicated task.
Knowing this, we consider different approach to
synthetical geometric task generation. We analyzed
AlphaGeometry framework and examined its prob-
lems:
1. AlphaGeometry can’t solve problems that re-
quire non-trivial additional constructions. For in-
stance, median doubling.
2. Directed angles make it possible to solve really
generalized problems.
3. Projective theorems (Pascal theorem, Pappus’s
theorem, etc.), usually can’t be solved.
4. There is no numerical package that could help
to calculate geometrical problems in coordinates.
Knowing these facts, we used a slightly modified
version of GeoGen which included Humpy and
Dumpy points and created several configurations to
this algorithm. Then, we applied Qwen2.5 to trans-
late problems to AlphaGeometry language. Finally,
we searched for the solution with AlphaGeometry.
With this algorithm pairs problem/solution might
be conducted. Let’s consider examples of gener-
ated problems:

While we were able to generate some qualita-
tive geometrical problems with this algorithm, this
framework is computationally heavy, so we do not
highlight any alignment experiments related to the
geometrical data.

Figure 1: GeoGen example problem 1

C Real effects of small changes in
evaluation

We examined the following question: Can we pro-
duce new evaluation sets by applying small changes
to the questions similar to noise? For instance,
given a simple task:

Original problem

On a circle, there are 2n points: n red and
n blue. A red frog starts on one of the
red points, and a blue frog starts on one of
the blue points. Each minute, the red frog
jumps clockwise to the next red point, and
simultaneously, the blue frog jumps coun-
terclockwise to the next blue point. Prove
that for any initial positions of the frogs, it
is always possible to draw a line such that
the frogs are on opposite sides of the line at
all times.

Problem (With changes)

On a circle, there are 2n points: n red and
n blue. A red turtle starts on one of the
red points, and a blue turtle starts on one of
the blue points. Each second, the red turtle
hops clockwise to the next red point, and
simultaneously, the blue turtle hops coun-
terclockwise to the next blue point. Prove
that for any initial positions of the turtles,
it is always possible to draw a line such that
the turtles are on opposite sides of the line
at all times.

With recent works there was an active attention
to such mechanism as a potential way to produce
new evaluation frameworks. In our work we show
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that such changes are inefficient. Changes of the
results from table 1 are bounded within [−1,+1].
Therefore, such a method of creating extra evalua-
tion data is not really working and affecting LLM
reasoning abilities.

D Examples of TiR validation function

In this section we provide a few examples of func-
tions that were generated during the TiR conjecture
validation procedure.

Conjecture 1 (Inequality) a2 + b2 + c2 >=
ab+ ac+ bc

def f(a, b, c):
"""
Evaluates the conjecture a^2 + b^2 +

c^2 >= ab + ac + bc.

Args:
a, b, c: Real numbers.

Returns:
1 if the conjecture holds , 0

otherwise.
"""
lhs = a**2 + b**2 + c**2
rhs = a*b + a*c + b*c
if lhs >= rhs:

return 1
else:

return 0

Conjecture 2 (Functional equation), IMO 2024
A function f : Q→ Q is called aquaesulian if the
following property holds: for every x, y ∈ Q,

f(x+ f(y)) = f(x) + y or

f(f(x) + y) = x+ f(y). (2)

Show that there exists an integer c such that for
any aquaesulian function f , there are at most c
different rational numbers of the form f(r)+f(−r)
for some rational number r, and find the smallest
possible value of c.

from fractions import Fraction

def aquaesulian_validator(x, y):
"""
A validator for an aquaesulian

function. This function will
return 1 if the conjecture

holds for the given x and y, and 0
otherwise.

Args:
x: Rational number (Fraction)
y: Rational number (Fraction)

Returns:
1 if conjecture holds , 0

otherwise.

"""
# Define the function f (this is a

placeholder; define actual f
based on the conjecture)

# For example , assume f(x) = x (
identity function for simplicity
in testing)

def f(z):
return z # Identity function

# Check if f(x + f(y)) = f(x) + y or
f(f(x) + y) = x + f(y)

if f(x + f(y)) == f(x) + y:
return 1 # First condition

holds
elif f(f(x) + y) == x + f(y):

return 1 # Second condition
holds

else:
return 0 # Neither condition

holds

Conjecture 3 (Graph theory). There is a node
in a planar graph with degree less than 5.

def f(graph):
"""
Validator function for the

conjecture: in a planar graph ,
there exists at least one node

with degree less than 5.

Parameters:
graph (dict): A dictionary

representing the graph as an
adjacency list.

Each key is a node
, and the
value is a
list of its
neighbors.

Returns:
1 if there is a node with degree

less than 5, 0 otherwise.
"""
# Iterate over each node and check

its degree
for node , neighbors in graph.items ()

:
if len(neighbors) < 5:

return 1 # Conjecture holds
: there exists a node
with degree < 5

return 0 # Conjecture does not hold
: no node with degree < 5
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