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Abstract

Although the power of LLM tool-use agents
has ignited a flurry of recent research in this
area, the curation of tool-use training data re-
mains an open problem—especially for on-
line RL training. Existing approaches to syn-
thetic tool-use data generation tend to be non-
interactive, and/or non-compositional. We in-
troduce RandomWorld, a pipeline for the pro-
cedural generation of interactive tools and com-
positional tool-use data. We show that mod-
els tuned via SFT and RL on synthetic Ran-
domWorld data improve on a range of tool-use
benchmarks, and set the new SoTA for two
metrics on the NESTFUL dataset. Further ex-
periments show that downstream performance
scales with the amount of RandomWorld-
generated training data, opening up the pos-
sibility of further improvement through the use
of entirely synthetic data.

1 Introduction

A substantial amount of current research has fo-
cused on equipping LLMs with the means to em-
ploy tools—external functions (e.g. APIs) that pro-
vide the LLM with enhanced knowledge and/or
capabilities—with the goal of achieving AI assis-
tants capable of executing complex sequences of
tool calls to accomplish tasks such as information
retrieval (e.g. Zheng et al., 2024; Li et al., 2025;
Zheng et al., 2025), making online purchases (e.g.
Yao et al., 2022; Cai et al., 2025), editing a user’s lo-
cal files (e.g. Trivedi et al., 2024), etc. In line with
broader findings that LLMs post-trained via rein-
forcement learining (RL) exhibit superior general-
ization capabilities to supervised-fine-tuned (SFT)
agents (Chu et al., 2025), recent work demonstrates
that LLMs fine-tuned for tool use through online
RL can better adapt to tools and tasks not seen dur-
ing training (Qian et al., 2025; Feng et al., 2025).

To enable the agent to effectively employ tools
across a wide range of tasks and domains, LLM
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The tools at your disposal:
stock-ticker: returns the stock ticker symbol associated with a given company name
holiday-checker: returns the most recent public holiday at a location
hq-locator: returns the headquarters location of the input company
stock-price: retrieves the price for a given stock ticker symbol on the specified date

What was the stock price of Fake Company LTD on the most recent public holiday
celebrated in its headquarters city?

<request><stock-ticker>"Fake Company LTD"<call>"LJYA"<response>
<request><hq-locator>"Fake Company LTD"<call>"NYC"<response>
<request><holiday-checker>"NYC"<call>"10-10-24"<response>
<request><stock-price>"LJYA", "10-10-24"<call>33.21<response>
Result=33.21<submit>

(agent-generated tool calls) (interactive tool outputs)

(Tool Name/Description LLM) (Instruction-Generation LLM)

Figure 1: Example of an agent executing a (simple)
non-linear, compositional task with interactive tools in
a RandomWorld environment, with an illustration of the
pipeline components that go into the generation of the
task and environment.

tool-use training necessitates a sufficiently rich en-
vironment. However, dataset curation for online
RL tool-use training remains a major challenge: it
is not feasible to directly train tool use agents in the
real-world (due to the obvious dangers of such an
approach), and hand-crafting simulated APIs—and
tasks using these APIs—is a time-consuming pro-
cess that is not feasible at the scale required for
(SFT or RL) LLM fine-tuning. As a result, many
existing datasets are comprised of either small or
non-interactive (i.e. not callable) tool inventories,
and/or non-compositional tasks (see Section 2).
While training on such datasets may be sufficient
to conquer simpler benchmarks (e.g. Yan et al.,
2024; Patil et al., 2024, etc.; see Section 2), they
fail to satisfactorily improve model performance
on benchmarks with more complex tasks: namely,
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tasks necessitating the non-linear chaining of tool
calls in an interactive setting (e.g. Zhuang et al.,
2023; Basu et al., 2024; Trivedi et al., 2024, etc.;
see Sections 2 and 4).

On the other hand, those datasets that do contain
large, interactive tool inventories with composi-
tional tasks are carefully hand-crafted (e.g. Trivedi
et al., 2024), and so contain a very limited num-
ber of tasks: while valuable as benchmarks, these
datasets are not suitable for large-scale RL training.

In this paper, we introduce RandomWorld (Sec-
tion 3), a pipeline for the procedural generation of
tools and tasks, that is capable of generating a virtu-
ally unlimited amount of training data for online RL
(or SFT) training of tool-use agents. As illustrated
in Figure 1, RandomWorld employs a fine-grained
type hierarchy to generate non-linear DAGs (trajec-
tory skeletons) of tool calls from the signatures of
fully-interactive (i.e. callable) synthetic tools (see
Section 3). These trajectory skeletons parameterize
the construction of environments: data structures
consisting of tools, a goal state (value to return),
and an instruction. This procedural generation
pipeline results in environments that have:

i. Depth (of the tool inventory): a large toolset
across a diverse assortment of domains, to fa-
cilitate the agent’s ability to generalize to un-
seen tools.

ii. (Non-linear) Compositionality: chainable
tools—and objectives necessitating non-linear
tool-chaining—to emulate complex, real-
world tasks (see e.g. Figure 1).

iii. Interactivity: intermediate tool outputs that are
visible to the agent, allowing the inspection
of outputs and (if necessary) correction of the
tool-call sequence—as is possible in many real-
world settings.

Models fine-tuned with RandomWorld—through
either RL or SFT—exhibit increased performance
on various tool-use benchmarks (Section 4), and
set the new SoTA on two NESTFUL (Basu et al.,
2024) metrics. Further experiments show that
downstream performance scales with the size of the
tool inventory and number of tasks in the training
set (Section 5), indicating that further training with
RandomWorld can further improve performance,
without the need for costly human annotation.

We release all code for the RandomWorld

pipeline and the experiments conducted in this pa-
per on GitHub1.

2 Related Work

Non-Interactive Tool-Use Datasets. Although
many existing tool use datasets have large API in-
ventories and complex tasks that require non-linear
tool chaining, they do not include interactive tools
(see Table 1). For example, while APIGen (Liu
et al., 2024b) employs real-world, callable APIs
during dataset generation, this pipeline only cre-
ates non-interactive SFT (and similar, e.g. DPO;
Rafailov et al., 2023) training data: namely,
queries/instructions annotated with solution paths.
Similarly, the ToolBench (Qin et al., 2024) dataset
contains an interactive test set, but a non-interactive
train set—while it may be theoretically possible to
adapt ToolBench to online RL training, the latency
accompanying this dataset’s use of real-world APIs
would impede such an approach.

In the ToolACE (Liu et al., 2024a) and APIBank
(Li et al., 2023) training sets, both the tasks/solution
paths and tools are synthesized, as in Ran-
domWorld. Unlike RandomWorld, the tools in
ToolACE and APIBank are not callable: an LLM
simulates outputs during dataset creation. This
again results in SFT-only training sets.

The UltraTool dataset (Huang et al., 2024) con-
tains LLM-synthesized tasks and solution paths
that require the complex, non-linear compositional
use of over 2,000 tools. However, these tools are
not functional, and so are not interactive.

While APIBench (Patil et al., 2024) has a deep
tool inventory—over 700 real-world APIs—it is not
interactive or compositional: the LLM-synthesized
tasks in this dataset require only one API call.

The non-interactivity of the tools in these
datasets impairs evaluation, which further hinders
their employment for online RL training, as evalua-
tion and reward are inextricably linked. When tools
are not interactive, scores must be assigned through
either exact match of the tool call sequence—which
ignores the possibility of a task having more than
one solution path—or LLM-as-a-judge evaluation.

Interactive Tool-Use Datasets and Benchmarks.
On the other hand, the WebShop (Yao et al., 2022)
dataset is compositional and fully interactive. How-
ever, the WebShop tool inventory is shallow (eight
actions/tools), which limits the knowledge obtained
from training on the dataset to this narrow domain.

1https://github.com/coli-saar/randomworld
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Tool Inventory Tasks
Dataset Interactive Deep Synthetic Compositional Synthetic
APIGen X ✓ X ✓ ✓
ToolBench X ✓ X ✓ ✓
UltraTool X ✓ X ✓ ✓
ToolAce X ✓ ✓ ✓ ✓
APIBank X ✓ ✓ ✓ ✓
APIBench X X X X ✓
WebShop ✓ X X ✓ X
BFCL V3 ✓ X X ✓∗ ✓+

AppWorld ✓ ✓ X ✓ X
RandomWorld ✓ ✓ ✓ ✓ ✓

Table 1: Comparison between RandomWorld and existing tool-use datasets and benchmarks. (∗compositional but
linear-only; +checked by human annotators)

Similarly, the Berkeley Function-Calling Leader-
board (BFCL V3; Yan et al., 2024) contains fully
interactive APIs. As in RandomWorld, BFCL V3
task synthesis begins with the tool call sequence,
rather than instruction. Although the BFCL V3 gen-
eration procedure results in compositional tasks, it
does not result in non-linear tasks.

AppWorld (Trivedi et al., 2024) is a simulated
world of realistic, carefully hand-crafted users,
apps, and APIs. This benchmark contains a deep
tool inventory of over 450 fully interactive APIs,
which are employed in highly complex and non-
linearly compositional tasks. But, as they are
hand-crafted, the number of tasks in AppWorld is
severely limited (750): this benchmark is therefore
not suitable for online RL (or SFT) training.

Other Synthetic Training Data Pipelines. How-
ever, synthetic data-generation pipelines show
promise in other areas. For example, the AGENT-
GEN pipeline Hu et al. (2024) demonstrates that
LLMs trained on synthetic data can markedly im-
prove on PDDL (McDermott et al., 1998) planning
tasks—and even achieve SoTA results on multi-
ple benchmarks. Similarly, Davidson et al. (2025)
find that LLMs trained on synthetic data gener-
ated from the SuperGLUE dataset (Wang et al.,
2019) improve in performance over baseline mod-
els. These authors additionally show that a suffi-
ciently advanced synthetic-data pipeline is capable
of constructing examples that are more complex
than their real-world counterparts.

Matthews et al. (2024) show that the advantages
of synthetic data are not limited to SFT: pretrain-
ing an RL agent in randomly-generated physics
environments can improve performance on actual

downstream tasks. In some cases, this pretrained
agent can outperform task-specific models.

3 RandomWorld

As discussed in Section 1, RandomWorld lever-
ages a fine-grained type system (see Section 3.1)
to achieve the procedural generation of interactive
tools, environments, and non-linear, compositional
tasks: instruction/goal state pairs that necessitate
non-linear sequences of API calls. Potential in-
put/output types are sampled and passed to an LLM
to create tool names and descriptions (see Section
3.2). The signatures of these generated tools (and,
optionally, hand-crafted tools) are used to generate
trajectory skeletons, which parameterize environ-
ment and instruction generation (see Section 3.3).

These generated tools and environments are
then easily interfaced with existing RL and SFT
pipelines (see Section 3.4).

3.1 Type System

To create the type hierarchy T , we constructed 73
base types: fine-grained subtypes of strings (e.g.
month-name, movie-title, address), integers (e.g.
age, year, spotify-id), and floats (e.g. hotel-rating,
temperature, price). To faciltate the task generation
procedure (see Section 3.3), we impose further sub-
type constraints within this set of custom types: for
example, actor-name is a subtype of person-name
(which in turn is a subtype of string). Our full type
hierarchy is given in Figure 3 in the Appendix.

For each of these base types, we craft a descrip-
tion (used for automated tool generation in Section
3.2), a generator, and a recognizer. Type gener-
ators create new instances of that type, and are

18558



used to produce automatically-generated tool out-
puts (see Section 3.2): for example, the generator
for month-name simply samples one of the twelve
month names, while the generator for price samples
a float between 1 and 5000, rounded to two deci-
mal points. Type recognizers are boolean-valued
functions that check if an object belongs to the type
in question, and are used for type-checking agent
inputs when it is interacting with the environment
(i.e. using the tools). Generators and recognizers
for super-types are inherited from their subtypes.

We implemented three type constructors, which
allow for the generation of a theoretically unlim-
ited number of types: list : T → T , which takes a
type t and returns the type list(t) of lists of objects
of type t; dict : T × T → T , which takes types
t, u and returns the type dict(t, u) of dictionaries
mapping objects of type t to objects of type u; and
union : T × T → T , which takes types t, u and
returns the type union(t, u) of objects of type t or
u. Subtype relations between—and type recogniz-
ers/generators for—constructed types are automati-
cally inferred from their constituent type(s).

A detailed description of the RandomWorld type
system is located in Appendix A.

3.2 Tool Creation
To automatically generate a tool—i.e. an LLM-
callable function—in RandomWorld, we sample in-
put types X1, . . . , Xn and output types Y1, . . . , Ym
(see Section 3.1). We then use an LLM to gen-
erate a possible name and description for a tool
f : X1 × · · · ×Xn → Y1 × · · · × Ym, and prompt
the LLM to score the plausibility and realism of
the generated description on a scale from 1-5: tools
with a score less than 4 are discarded.

When passed inputs x1, . . . , xn, the tool re-
turns y1, . . . , ym, where each yi is sampled from
the type generator for Yi. While the agent is
interacting with the environment, input/output
pairs ((x1, . . . , xn), (y1, . . . , ym)) are temporarily
stored, ensuring that—from the perspective of the
agent—the tool always returns the same output
for a given input (see Section 3.3.2). If the tool
is passed an input of an invalid type—as deter-
mined by tool input type’s recognizer (see Section
3.1)—the tool returns an error message.

In comparison to a tool generation procedure in
which an LLM directly codes the tools, our type-
guided procedure guarantees the behavior of the
tools: each tool always returns values of its anno-
tated type. This consistency facilitates the environ-

ment and task generation process of Section 3.3.
Examples of tools generated by RandomWorld are
given in Table 6 in the Appendix.

Note that a tool in RandomWorld is simply a
function annotated with input/output types (see Sec-
tion 3.1). This permits the use of hand-crafted tools
in place of—or alongside—synthetic tools. For ex-
ample, our experiments (Section 4) included six
hand-crafted calculator tools: add, subtract, multi-
ply, divide, max, and min.

RandomWorld additionally implements
dependently-typed tools: tools whose output
type is a function of their input. For example,
add : (t ≤ float) × (t ≤ float) → t will (for
example) take the prices of two items and return
their total price (see Figure 2). This permits richer
and more controlled environment generation (see
Section 3.3). However, due to the added complex-
ity that they introduce, we only experiment with
hand-crafted dependently-typed tools.

3.3 Environment and Instruction Generation

In comparison to most synthetic task generation
pipelines, in which an LLM first synthesizes a
query that is then used to generate a sequence of
API calls (e.g. Liu et al., 2024b; Qin et al., 2024;
Liu et al., 2024a), RandomWorld tasks are synthe-
sized by first generating a sequence of API calls
through a type-guided sampling procedure (see Sec-
tion 3.3.1). These API calls are then used to popu-
late the environment (i.e. generate tool input/output
values; see Section 3.3.2) and generate a corre-
sponding instruction via LLM (see Section 3.3.3).

See Appendix B for examples of RandomWorld-
generated instructions and tool call sequences.

3.3.1 Trajectory Skeletons
To automatically construct a task—i.e. an instruc-
tion/goal state pair—in RandomWorld, we first gen-
erate a trajectory skeleton: a sequence of tool calls
f1, . . . , fn, along with annotations indicating the
output(s) of the tool(s) fj , . . . , fk that fi (i > j, k)
takes as input (see Figure 2). The fine-grained type
system defined in Section 3.1 permits lazy evalu-
ation: we do not compute tool outputs until the
trajectory skeleton is constructed. This is essential
to RandomWorld’s type-checked function sampling
procedure, which necessitates back-and-forth con-
struction and trimming of trajectory skeletons until
convergence.

A trajectory skeleton is constructed by first sam-
pling user input type(s) Y0,1, . . . , Y0,m, correspond-
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y0,1: ord                                                          y0,2: ord
User Inputs:

amazon-cart(y0,1) = y1,1: amazon-product amazon-cart(y0,2) = y2,1: amazon-product

amazon-price(y1,1) = y3,1: list(price) amazon-price(y2,1) = y4,1: list(price)

min(y3,1) = y5,1: price min(y4,1) = y6,1: price

add(y5,1, y6,1) = y7,1: price

 
 amazon-cart : ord → amazon-product
 amazon-price: amazon-product → list(price)
 min: list(t ≤ float) → t
 add: (t ≤ float) x (t ≤ float) → t

Tools:

Figure 2: Example of a non-linear trajectory skeleton that corresponds to the instruction “how much will the y0,1-th
and y0,2-th most recently-added items in my Amazon cart cost together, if purchased at the lowest-available price?”.

ing to the value(s) that will be fed to the agent in
the instruction, rather than as a tool output: e.g.

“find comedy movies on Netflix that last less than
two hours”. We then sample a trajectory length
ℓ such that ℓmin ≤ ℓ ≤ ℓmax, where ℓmin and ℓmax

are pre-defined minimum and maximum trajectory
lengths, to (for example) control the complexity of
training examples for curriculum learning.

Next, we sample a tool f1 that is compati-
ble with the variable set V (the user-input types
Y0,1, . . . , Y0,m0): i.e. such that for each input type
X1,i of f1, there is a type Y ∈ V with Y ≤ X1,i.
For example, in Figure 2, amazon-cart : ord →
amazon-product is compatible with the variable set
V = {y0,1 : ord, y0,2 : ord} (as ord ≤ ord).

We then record the types in V that match each
argument position of f1, and add the output types
Y1,1, . . . , Y1,m1 of f1 to V . In the example in Fig-
ure 2, we record that the argument of amazon-cart
is y0,1, and add its output type to the variable set:
V ← V ∪ {y1,1 : amazon-product}.

This procedure continues until the trajectory
skeleton reaches ℓ tool calls; the output(s) of the
last tool in the sequence are taken as the goal state.

Let U(fℓ) = 1, and for all i < ℓ, let U(fi) = 1
if at least one output of fi is taken as input by some
fk such that U(fk) = 1, and U(fi) = 0 otherwise.
In words: U(fi) = 1 if at least one output of fi
is used (directly or indirectly) to compute the goal
state. We remove from the trajectory skeleton all
tool calls fi such that U(fi) = 0, and sample new
tool calls to add to this trimmed trajectory skeleton
until it again reaches length ℓ. This procedure re-
peats until the trajectory skeleton contains ℓ tool
calls, and U(fi) = 1 for all 1 ≤ i ≤ ℓ.

When generating a set of trajectory skele-
tons—e.g. to construct a training or evaluation

set—we filter out all duplicate trajectory skeletons
before environment generation (Section 3.3.2), in
order to ensure diversity.

3.3.2 Environments
Once the trajectory skeleton has been generated, we
sample user input values and compute output val-
ues for each tool call in the sequence, thereby pop-
ulating an environment: a data structure that con-
tains tool input/output values, user information (see
below), a goal state, and an instruction (see Sec-
tion 3.3.3). The storage of each tool’s input/output
values as they are computed ensures deterministic
outputs from the agent’s perspective.

We optionally allow tools to be (manually) as-
signed to an app: when a tool is assigned to an
app, the agent must login to that app before us-
ing the tool. A random username and password is
generated for each unique app associated with a
trajectory skeleton.

With probability pg (a tunable parameter), the in-
struction (see Section 3.3.3) contains the username
and password to an app used in the trajectory skele-
ton. Otherwise, only the username is provided, and
the agent must use the password-manager tool to
retrieve the user’s password for that app.

3.3.3 Instructions
After the environment has been populated from a
trajectory skeleton, we employ an LLM to generate
an instruction for that environment. We prompt the
LLM with descriptions of each tool in the trajectory,
the value(s) of the user input(s), and the trajectory
skeleton—to ensure that the LLM does not leak
information about any of the tool outputs into the
instruction, we replace all non-user-input values
with variables of form “x_i,j”.
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As the instruction-generation LLM can create in-
structions that do not provide sufficient information
to reach the goal state2, we verify each generated
instruction by checking whether an LLM can reach
the goal state using the instruction. As we are
merely verifying the informativity of the instruc-
tions, we provide the instruction-verification LLM
with several advantages not afforded to the agents
trained in Section 4: we provide the type signatures
of the tools, including descriptions and examples of
each input/output type; we provide only the tools
required to reach the goal (i.e. we do not include
any distractor tools; see Section 3.4); we provide
tool descriptions in the order that the tool calls are
made in the gold trajectory; and we disable the app
login mechanism. We discard all environments in
which the instruction-verification LLM was unable
to reach the goal state given the instruction.

Although we take care to prevent information
leakage with respect to tool outputs, the instruc-
tion generation process outlined here does carry a
non-trivial risk of information leakage regarding
tool names and/or descriptions, which may inad-
vertently simplify the tasks (see Appendix C for
a detailed analysis). However, the results of our
RandomWorld-trained models in Section 4 indi-
cate that any information leakage that may have
occurred did not substantially detract from the mod-
els’ performance.

3.4 Agent Interface

RandomWorld is fully compatible with TRL (von
Werra et al., 2020) text environments: for eval-
uation and RL training, we simply create a text
environment for each RandomWorld environment,
and pass the agent and the RandomWorld environ-
ment’s tools to the text environment.

For SFT training, we use the trajectory skeleton
and stored tool input/output values to construct a
training instance that reaches the goal state.

Prompts are constructed by prepending a tool
inventory to the instruction. The tool inventory
presented to the agent consists of all tools used in
the corresponding trajectory skeleton, along with
a number of randomly-selected distractor tools, as
specified by the pre-defined ratio rdist.

2e.g.“perform a series of arithmetic operations” when
there are many calculator tool calls in the trajectory.

4 Experiments

To assess the efficacy of RandomWorld-generated
data for SFT and RL, we fine-tuned Llama-3.1-
8B-Instruct3 and Qwen2.5-7B-Instruct (Yang et al.,
2024) on 12,000 environments generated from a set
of six hand-crafted and 550 procedurally-generated
tools, with ℓmin = 2, ℓmax = 8, and rdist = 1.0.

We employed GPT-4o (Hurst et al., 2024) as
the tool-creation (see Section 3.2) and instruction-
generation/verification LLM (see Section 3.3.3).
We achieved a pass rate rate of ∼11% for tool
generation (i.e. ∼89% of the candidate tools were
discarded; see Section 3.2) and ∼60% for environ-
ment generation (including de-duplicated trajectory
skeletons; see Section 3.3). The total OpenAI API
cost was roughly $150 USD.

We then evaluated these RandomWorld-trained
models against baseline tool-use models (see Sec-
tion 4.2) on a series of downstream tool-use bench-
marks (Section 4.3).

4.1 Training

For each model, we trained one variant using Group
Relative Policy Optimization (GRPO; Shao et al.,
2024) from scratch (i.e. “zero RL”), and one with
standard SFT. The GRPO variants were trained for
one epoch with a group size of 8, β = 0.04, a batch
size of 32, a learn rate of 10−6, and a temperature of
0.75. We employed an exact match reward function
with respect to the goal state for GRPO training,
as in Guo et al. (2025). A full description of our
online RL training regimen is located in Appendix
D.

The SFT variants were trained with a batch size
of 32, a learn rate of 10−5, and weight decay
of 10−3, using early stopping when performance
failed to improve on a withheld validation set (four
epochs for Llama, six for Qwen). For all models,
we employed LoRA (Hu et al., 2022) adapters with
r = 64, α = 128, and 0.05 dropout on all Q, K,
V , and O attention projection matrices.

4.2 Baseline Models

We compared our fine-tuned Qwen models to
Hammer2.0-7B (Lin et al., 2025), a Qwen2.5-7B-
Instruct model fine-tuned via SFT on an augmented
version of the xlam-function-calling-60k tool-use
dataset (Zhang et al., 2024), which was generated

3https://huggingface.co/meta-llama/Llama-3.1-8B-
Instruct
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RandomWorld ToolQA NESTFUL
Model Test Easy Hard F1 Func. F1 Param. Part. Acc. Full. Acc. Win Rate
Llama∗ 0.483 0.236 0.015 0.53 0.38 0.24 0.19 0.16
ToolACE-8B∗ 0.170 0.206 0.046 0.51 0.27 0.14 0.0 0.0
Llama-RW-GRPO (Ours) 0.721 0.251 0.023 0.89 0.62 0.22 0.17 0.10
Llama-RW-SFT (Ours) 0.855 0.086 0.019 0.61 0.36 0.11 0.07 0.04
Qwen∗ 0.109 0.258 0.011 0.90 0.66 0.27 0.21 0.28
Hammer2.0-7B∗ 0.011 0.005 0.001 0.61 0.46 0.31 0.25 0.34
Qwen-RW-GRPO (Ours) 0.536 0.243 0.063 0.92 0.69 0.28 0.22 0.30
Qwen-RW-SFT (Ours) 0.714 0.307 0.019 0.96 0.71 0.28 0.22 0.32
Mixtral-8x22B∗ — — — 0.64 0.48 0.29 0.21 0.29
GPT-3.5+ 0.348 0.368 0.082 — — — — —

Table 2: Results of our models, ToolACE-8B, Hammer2.0-7B, and the base Llama-3.1-8B-Instruct/Qwen2.5-7B-
Instruct on the RandomWorld, ToolQA, and NESTFUL benchmarks. The best results in each column are indicated
in bold, and the best results within each model type (i.e. Llama or Qwen) are underlined. (∗NESTFUL results
reported in Basu et al., 2024; +ToolQA results reported in Zhuang et al., 2023)

using the APIGen pipeline (Liu et al., 2024b) dis-
cussed in Section 2. We compared our fine-tuned
Llama models to ToolACE-8B (Liu et al., 2024a),
a Llama-3.1-8B-Instruct model fine-tuned (SFT)
on the ToolACE dataset (see Section 2).

We additionally compared our models to the base
Llama-3.1-8B-Instruct and Qwen2.5-7B-Instruct.

4.3 Evaluation

We evaluated the models on a RandomWorld test
set: 276 environments (ℓmin = 2, ℓmax = 8) gener-
ated from 75 tools not used in training. All models
were evaluated with a maximum of 15 turns (tool
calls or attempted tool calls), and a maximum of
128 new tokens per turn. As our evaluation metric,
we report exact match accuracy with the goal state.

We additionally evaluated the models on the
ToolQA (Zhuang et al., 2023) and NESTFUL (Basu
et al., 2024) benchmarks.

ToolQA: a question-answering dataset spanning
eight domains and requiring the use of twelve fully-
interactive tools, ranging from database-searching
tools to a Python interpreter. Models are evaluated
on exact match between the gold solution and their
returned answer. Questions in ToolQA are sorted
into Easy (800) and Hard (730) subsets, based on
the complexity of the required tool calls and rea-
soning process. We evaluated the models using
the ReAct framework (Yao et al., 2023), the best-
performing approach in Zhuang et al. (2023).

NESTFUL: a dataset specifically designed to
evaluate LLMs on nested (i.e. chained) sequences
of API calls. NESTFUL consists of 1,861 tasks in
the domains of mathematical reasoning and generic
coding, requiring the use of over 4,000 callable

APIs. However, unlike ToolQA and the Random-
World test set, NESTFUL is not fully interactive:
the agent returns only a sequence of API calls, from
which the final answer is then computed.

NESTFUL evaluates models across five dimen-
sions: F1-Function (F1F), the F1 score between the
predicted and gold API sequences; F1-Parameter
(F1P), between the predicted and gold parameter
names; Partial Sequence Accuracy (PSA), the per-
centage of correct API calls (API and parameter
names) with respect to the gold sequence; Full Se-
quence Accuracy (FSA), the percentage of tasks in
which the model predicted the entire gold sequence
of API calls; and Win Rate (WR), the percentage of
tasks in which the value returned by the predicted
sequence of API calls matches the gold answer. Fol-
lowing Basu et al. (2024), we evaluated our models
in a 3-shot in-context learning (ICL) setting.

4.4 Results and Discussion

The results of our experiments are given in Table 2.

Qwen-RW-SFT Achieves NESTFUL F1 SoTA.
On the NESTFUL benchmark, our Qwen-RW-SFT
model sets the SoTA for the F1F (0.96) and F1P
(0.71) scores, both of which reflect the correct-
ness of the predicted API calls. In fact, aside from
Llama-RW-SFT, all of our models outperform the
previous SoTA (Mixtral-8x22B-Instruct-v0.14).

Synthetic Data Improves Model Performance.
Our results show that training tool-use agents
purely on procedurally-generated synthetic data
improves model performance: Qwen-RW-SFT im-
proves over the base Qwen model on all eight

4https://huggingface.co/mistralai/Mixtral-8x22B-Instruct-
v0.1

18562

https://huggingface.co/mistralai/Mixtral-8x22B-Instruct-v0.1
https://huggingface.co/mistralai/Mixtral-8x22B-Instruct-v0.1


benchmarks/metrics, and Qwen-RW-GRPO on all
but one (ToolQA-Easy). Qwen-RW-GRPO also
narrows the gap by more than 50% on ToolQA-
Hard between open-source models and the closed-
source GPT-3.5 (the current SoTA, as reported in
Zhuang et al., 2023), a model that is 25 times larger.

Although Llama-SFT-GRPO only improves over
the base Llama model on three benchmarks, Llama-
RW-GRPO improves on all benchmarks aside from
the NESTFUL PSA, FSA, and WR metrics. In
particular, Llama-RW-GRPO nearly doubles the
performance of the base Llama model on the Ran-
domWorld test set and NESTFUL F1F/F1P metrics,
and performance relative to the base model only
degrades slightly for PSA, FSA, and WR.

Overall, the superior results of Llama-RW-
GRPO over Llama-RW-SFT (and ToolACE-8B)
demonstrate the utility of data-creation pipeline for
tool-use that is compatible with online RL tuning,
while the SoTA and near-SoTA results of Qwen-
RW-SFT show the importance of a pipeline com-
patible with both kinds of fine-tuning.

Data Quality Matters. Both Qwen-RW-GRPO
and Qwen-RW-SFT outperform Hammer2.0-
7B—another Qwen2.5-7B-Instruct model trained
on much more data (see Section 4.2)—on all bench-
marks aside from the NESTFUL PSA, FSA, and
WR metrics. On those metrics, the performance of
Qwen-RW-SFT is on par with that of Hammer2.0-
7B—the current 3-shot ICL SoTA on all three met-
rics. Our Qwen models achieve the second- and
third-best NESTFUL 3-shot ICL WR: the previous
second-best (Mixtral-8x22B-Instruct-v0.1) has a
score of 0.29.

The fact that both Qwen-RW-SFT and
Hammer2.0-7B are trained via SFT on synthetic
tool-use data raises the question as to why our
model outperforms Hammer2.0-7B, especially
considering that Hammer2.0-7B is trained on
significantly more data (67,500 examples).

Note that both Hammer2.0-7B and ToolACE-8B
are trained on datasets in which an LLM gener-
ates queries/instructions from a set of tools, from
which the sequence of API calls is then derived
(see Sections 2 and 4.2). On the other hand, in
RandomWorld, the sequence of tool calls is already
determined, and is merely described by the LLM
(see Section 3.3). This procedure likely generates
more complex tasks than an LLM alone is capable
of envisioning (c.f. the findings of Davidson et al.,
2025 with respect to synthetic reasoning data; see

Section 2), thereby providing our models with a
richer training set than those of the baselines.

In addition, Llama-RW-GRPO outperforms
ToolACE-8B—another Llama-3.1-8B-Instruct
model trained via SFT on a similar amount of
data (see Section 4.2)—on all benchmarks/metrics
but ToolQA-Hard: this result in particular further
demonstrates the importance of an RL-capable
method such as RandomWorld.

4.5 Analysis: ToolQA-Easy

On the ToolQA-Easy dataset, we observe a puz-
zling phenomenon: GRPO training on Random-
World improves the performance Llama-3.1-8B-
Instruct, but decreases that of Qwen2.5-7B-Instruct,
while Qwen2.5-7B-Instruct benefits from SFT
training and Llama-3.1-8B-Instruct does not.

Note that the two models that did not bene-
fit from RandomWorld training with respect to
ToolQA-Easy (Llama-RW-SFT and Qwen-RW-
GRPO) have the best and worst performance of
the RandomWorld-trained models on the withheld
RandomWorld test set (respectively), while the two
models that did benefit from RandomWorld train-
ing have similar performance on RandomWorld
Test (0.714 and 0.721). These results indicate that
Llama-RW-SFT (0.855 on RandomWorld Test) is
overfitting the RandomWorld distribution, while
Qwen-RW-GRPO (0.536) is underfitting.

This hypothesis is further supported by Llama-
RW-GRPO and Qwen-RW-SFT outperforming
Llama-RW-SFT and Qwen-RW-GRPO (respec-
tively) on all nearly all NESTFUL metrics. That
Qwen-RW-SFT outperforms Llama-RW-GRPO on
ToolQA-Easy is likely due to the higher perfor-
mance of the base Qwen2.5-7B-Instruct model
(0.258) over that of the base Llama-3.1-8B-Instruct
(0.236).

This suggests an optimal early-stopping thresh-
old for validation accuracy during RandomWorld
training of ∼0.718. Rather than increasing vali-
dation performance beyond this limit, additional
downstream performance gains can be obtained
through increasing the difficulty of the Random-
World environment, by increasing the trajectory
skeleton length (ℓmax) and/or applying the scaf-
folded curriculum learning method proposed in
Section 7.
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RW ToolQA NESTFUL
Tools Tasks Test Easy Hard F1 Func. F1 Param. Part. Acc. Full. Acc. Win Rate
100% 100% 0.536 0.243 0.063 0.92 0.69 0.28 0.22 0.30
100% 25% 0.348 0.250 0.056 0.92 0.68 0.27 0.21 0.29
25% 100% 0.529 0.231 0.073 0.92 0.68 0.28 0.22 0.30
25% 25% 0.297 0.246 0.059 0.92 0.68 0.27 0.21 0.29

Table 3: Scalability study results on the RandomWorld, ToolQA, and NESTFUL benchmarks. The top row (100%
tools, 100% tasks) corresponds to the Qwen-RW-GRPO model of Section 4/Table 2.

5 Scalability Study

Next, we examined the effect of number of syn-
thetic tools and tasks on downstream performance.

5.1 Experimental Setup

The first dataset, designed to evaluate the effect of
task number, was constructed by randomly remov-
ing 75% of the tasks from the original training set
used in Section 4, leaving 25% remaining.

The second was designed to evaluate the effect
of tool inventory size, and was constructed by re-
moving 75% of the tools from the original training
set, then generating 12,000 unique tasks from that
restricted tool set. The third was derived from this
dataset by randomly removing 75% of those tasks.

We fine-tuned Qwen2.5-7B-Instruct with GRPO
on these three datasets, using the same hyperpa-
rameter configuration as in Section 4.1. We then
evaluated the three models on the benchmarks in
Section 4.3, with the same experimental settings.

5.2 Results and Discussion

The results in Table 3 show that the number of
tools and tasks the model is trained on affect down-
stream performance. These results are most pro-
nounced on the RandomWorld test set: Qwen-RW-
GRPO performed worse than the base model on
ToolQA-Easy—explaining the observed increased
performance when trained on fewer tasks—and
NESTFUL is not fully in-distribution with respect
to RandomWorld (as discussed in Sections 4.3 and
4.4), so we would not expect a marked effect on
those benchmarks.

Interestingly, training on fewer tools improves
ToolQA-Hard performance: the model tuned with
25% tools and 100% tasks improves over Qwen-
RW-GRPO by 15%, further narrowing the gap with
the SoTA (0.082; see Table 2). We hypothesize that
this is due to the shallow ToolQA tool inventory
(12 tools; see Section 4.3), which may not benefit
from training on a wider range of tools.

On the RandomWorld test set, we observe that
the number of tasks has a more substantial impact
than number of tools: tuning on 25% of the number
of tools and the same number of tasks as Qwen-
RW-GRPO only slightly decreases RandomWorld
test set performance. Conversely, tuning on 25%
of the tasks with the same number of tools results
in a more sizable decrease. However, with fewer
tasks, the importance of tool inventory size appears
to increase: the model tuned with 25% of the tasks
and 100% of the tools outperforms that tuned with
25% of the tasks and tools by a relatively wide
margin.

6 Conclusion

We introduced RandomWorld (Section 3), a
pipeline for the generation of virtually un-
limited synthetic tools and tool-use training
data—including interactive tools and composi-
tional, non-linear tasks—for both SFT and online
RL training. In Section 4, we showed that models
can be fine-tuned on RandomWorld training data to
improve performance on a variety of downstream
benchmarks. Furthermore, a Qwen2.5-7B-Instruct
model fine-tuned solely on synthetic RandomWorld
data achieves the new SoTA for two metrics on the
NESTFUL tool-use benchmark.

The results of our scalability study (Section 5)
demonstrate the importance of synthetic data gen-
eration for tool-use agents: training on fewer exam-
ples leads to decreased downstream performance.
The converse of this finding—namely, that train-
ing on more examples leads to increased down-
stream performance—indicates that the Random-
World pipeline can continue to be used to further
advance the SoTA on tool-use benchmarks, without
the need for costly, real-world data curation.

7 Limitations

Experiments. Although we evaluate two model
types (Llama-3.1-8B-Instruct and Qwen2.5-7B-
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Instruct) and two fine-tuning regimens (SFT and
GRPO), our experiments are limited to relatively
small 7-8 billion parameter models. In future work,
we intend to evaluate a wider range models, in
order to verify that the advantages conferred by
RandomWorld continue to hold for larger models
and a variety of architectural configurations.

Our experiments are also fairly restricted in
scale: those conducted in Section 4 involve only
12,000 tasks and 556 tools, primarily due to com-
putational resource limitations. While this is on
par with the size of training datasets such as
ToolACE (Liu et al., 2024a), the results of Sec-
tion 5 suggest the importance of training with a
larger RandomWorld-generated dataset in future
work.

Similarly, we only evaluate our models on three
benchmarks. Although our results in Section 4
definitively show the superiority of our method
with respect to those downstream tasks, we in-
tend to evaluate RandomWorld-trained models on
a larger set of benchmarks in future work, in or-
der to further demonstrate the effectiveness of this
approach.

Finally, we do not experiment with more ad-
vanced training regimens, such as curriculum learn-
ing. Given the demonstrated effectiveness of cur-
riculum learning for training tool-use agents with
RL (e.g. Qi et al., 2025) and RandomWorld’s built-
in compatibility with such methods (see Section
3.3), future work should incorporate the use of
curriculum learning into agent training with Ran-
domWorld.

Method. The effectiveness of RandomWorld’s
tool- and instruction-generation procedures are lim-
ited by the effectiveness of the tool- and instruction-
generation LLMs (see Section 3.3). Similarly, re-
call of the instruction-verification LLM—which
is intended to filter out insufficiently-informative
instructions (as discussed in Section 3.3.3)—is de-
pendent on the choice of model: we have no mech-
anism to account for cases in which the instruc-
tion is sufficiently informative, but the instruction-
verification LLM is simply unable to complete the
task. This may have the undesired effect of unnec-
essarily filtering out the most difficult tasks.

This limitation could potentially be mitigated
through the use of a scaffolded curriculum learning
approach, in which the agent also serves as the
instruction-verification LLM: as the task is made
easier for the instruction-verification model (see

Section 3.3.3), an agent could still learn from tasks
whose instructions it has verified itself.

Under such an approach, the agent would train
until it has mastered the data, then be used to verify
instructions for more difficult data—on which it
would then be further trained on—and so on. We
leave the implementation of this approach to future
work.
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Figure 3: The RandomWorld type hierarchy: actual Python types are bolded and in blue—all other nodes denote
custom RandomWorld types. Edges A → B indicates that A is a subtype of B (A ≤ B). For the sake of
representational simplicity, an edge □→ A indicates that all types within the box are subtypes of A, without any
subtype relations between types within the box: for example, stock-id,mail-id ≤ text-id.
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Name Description Example(s)
actor-name name of an actor "Leonardo DiCaprio", "Meryl Streep"
address location of a building or plot of land "123 Maple Street, Springfield, IL 62701, USA"
age age in years 13, 98
airline name of an airline "American Airlines", "Delta Air Lines"
amazon-category shopping category on Amazon "Books", "Electronics"
amazon-condition condition of an Amazon item "New", "Used, Like New"
amazon-id numerical ID of an Amazon item 430680496270, 478108090872052
amazon-name name of an Amazon item "Toilet Paper", "Paper Towels"
amazon-review rating of an Amazon item 4.8, 0.2
artist-band-name name of a (music) band "The Beatles", "Rolling Stones"
car-brand name of a car manufacturer "Toyota", "Ford"
car-model name of a car model "LaCrosse", "Phantom"
car-vin vehicle identification number "gjuqfykjulqsitv7r", "lvc3qd874emg411nl"
color color "Red", "Green"
company-name name of a company "Apple", "Microsoft"
cuisine name of a category of food "Italian", "Chinese"
date date "17/8/1103", "20/5/183"
datetime date and time "05:01 4/10/1302", "11:33 9/2/100"
day-name name of a day of the week "Monday", "Tuesday"
day-number calendar day number 1, 2
email content of an email message "Dear Mr. Johnson, ...", "Hi Sarah, ..."
flight-id numerical ID of a commercial flight 222101709170966, 9765628923380
flight-status status of a flight "On Time", "Cancelled"
forecast weather forecast "Clear", "Partly Cloudy"
formality tone of a text "formal", "semi-formal"
hotel-id numerical ID of a hotel 4496768012, 3155376944
hotel-name name of a hotel "The Grand Magnolia", "Skyline Retreat"
hotel-rating rating of a hotel 1.5, 1.0
hour-dur length of time (in hours) 1.2, 1.0
ingredient name of an ingredient "Garlic", "Onion"
location geographic location "New York", "Los Angeles"
mail-id email address "i8njw1s@oj7y.ca", "k@dy851wvil2vy4z7by.com"
month-name name of a month "January", "February"
month-number calendar month number (1-12) 1, 2
movie-genre genre of a movie "Action", "Adventure"
movie-title title of a movie "The Shawshank Redemption", "The Godfather"
music-genre genre of a song or album "Rock", "Pop"
netflix-id numerical ID of a movie on Netflix 2737985392929, 1724771805351
netflix-rating rating of a movie on Netflix 1.8, 0.0
person-name name of a person "John Doe", "Sarah Smith"
price cost of an item 627.49, 4545.56
recipe-name name of a recipe "Spaghetti Carbonara", "Chicken Alfredo"
recipe-review rating of a recipe 1.4, 0.4
restaurant-id numerical ID of a restaurant 2354517290620, 82682880027029
restaurant-name name of a restaurant "The Golden Spoon", "Bella Cucina"
spotify-album-id numerical ID of a Spotify album 54529623464, 6035921619
spotify-playlist-id numerical ID of a Spotify playlist 565019246380, 339078364981
spotify-song-id numerical ID of a song on Spotify 74587698010, 16030267814
starbucks-item-id numerical ID of a Starbucks product 2847706651, 61785093490348
starbucks-item-name name of a Starbucks product "Caramel Macchiato", "Caffè Latte"

Table 4: RandomWorld custom type names, descriptions, and 1-2 example instances (depending on length), sampled
from their respective generators (continued in Table 5). Supertypes are not displayed, as their generators and
recognizers are inherited from their constituent subtypes.
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Name Description Example(s)
starbucks-order-id numerical ID of a Starbucks order 4251443807182, 25283848032
starbucks-reward number of Starbucks reward points 430, 257
starbucks-store-id numerical ID of a Starbucks store 128977859410, 915762041007
stock-id stock ticker symbol of a company "WPHL", "L"
temperature temperature 21.5, 37.0
time time "23:37", "17:47"
twitter-comment-id numerical ID of a comment on a Twitter post 8458186204222, 129076645933
twitter-event-id numerical ID of a Twitter event 537044647554022, 51090184304
twitter-group-name name of a Twitter group "TechTalks", "FoodieFriends"
twitter-hashtag Twitter hashtag "#FollowFriday", "#TechNews"
twitter-post-id numerical ID of a Twitter post 34268389893, 73626538108
twitter-username username of a Twitter account "JohnDoe", "SarahSmith1"
uber-driver-id numerical ID of an Uber driver 617303431222, 6236243225
uber-driver-rating rating of an Uber driver 4.2, 2.8
uber-ride-id numerical ID of an Uber ride 6346853814, 90798212714679
year year 1841, 1988

Table 5: Table 4 continued.

Name: Signature Description
actor-movie : actor-name→ list(movie-title) retrieves the names of movies in which a

particular actor plays

age-movie : union(movie-title, netflix-id)→ age retrieves the age for which the input movie is
appropriate

daily-ingredient-specials : returns a dictionary of daily special ingredients
day-name→ dict(ingredient, restaurant-name) and their associated restaurants

dining-time-matcher : age→ (time× restaurant-name) suggests dining time and restaurant based on
age preferences

frequent-day-finder : returns the most common day from the
dict(restaurant-id, day-name)→ day-name restaurant-day mapping

holiday-checker : location→ date returns the most recent public holiday at a
location

hq-locator : company-name→ location returns the headquarters location of the input
company

movie-len : hour-dur× hour-dur→ list(movie-title) retrieves movies that last between the specified
time range

recipe-suggester : day→ recipe-name suggests a recipe based on the given day

starbucks-locator : location→ starbucks-store-id returns the nearest Starbucks store ID for a given
location

stock-price : stock-id× date→ price retrieves the price for a given stock ticker symbol
on the specified date

stock-ticker : company-name→ stock-id returns the stock ticker symbol associated with a
given company name

Table 6: Example tool names/signatures and descriptions generated by RandomWorld (see Section 3.2).
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A Type System

The majority of the RandomWorld type system is
described in detail in Section 3.1, Figure 3, and
Tables 4/5: this section is primarily dedicated a
more detailed discussion of the constructed types
discussed in Section 3.1.

A.1 Subtype Relations

Subtype relations between atomic types (i.e. those
given in Figure 3) are defined manually; subtype
relations between constructed types are defined re-
cursively in terms of their component types, where
the recursion is terminated by the atomic types.

Subtype relations between list types are defined
as in Equation 1.

list(A) ≤ B := ∃C(B = list(C) ∧A ≤ C) (1)

This is to say that list(A) is a subtype of B if B
is of the form list(C) and A is a subtype of C: list
types cannot be supertypes or subtypes of non-list
types.

Subtype relations between dictionary types are
defined as in Equation 2.

dict(A,B) ≤ C :=

∃X,Y (B = dict(X,Y ) ∧A ≥ X ∧B ≤ Y )

(2)

This is to say that dict(A,B) is a subtype of
C if C is of the form dict(X,Y ), B ≤ Y , and
X ≤ A: as mappings, dictionary types are con-
travariant in their first argument. As with list types,
dictionary types cannot be supertypes or subtypes
of non-dictionary types.

Sub-/super-type relations for union types are de-
fined as in Equation 3.

union(A,B) ≤ C := A ≤ C ∧B ≤ C (3a)

C ≤ union(A,B) := C ≤ A ∨ C ≤ B (3b)

Note that union types are not discriminated
unions (coproducts)—for example:

union(A, union(B,C)) = union(union(A,B), C)

= union(union(A,B), union(B,C))

A.2 Generators

Type generators for atomic types are defined manu-
ally; generators for constructed types are defined
recursively in terms of their components.

Generators Gunion(A,B) for union types
union(A,B) simply randomly sample one of their
arguments X ∼ {A,B}, then sample an output
from the generator GX .

Generators Glist(A) for list types list(A) first sam-
ple a length ℓ (within a pre-defined range), then
construct a list by sampling ℓ outputs from GA.

Similarly, generators Gdict(A,B) for dictionary
types dict(A,B) sample a length ℓ, then construct a
dictionary by sampling ℓ pairs (a, b), with a ∼ GA

and b ∼ GB .

A.3 Recognizers

As discussed in Section 3.1, type recognizers are
boolean-valued functions RA : Any → {0, 1},
such that RA(x) = 1 if x is of type A, and
RA(x) = 0 otherwise.

As with generators, type recognizers for atomic
types are defined manually—e.g. through regular
expressions, set membership checks, etc., depend-
ing on the type—while recognizers RA for con-
structed types A are defined recursively in terms
of their components, as in Equation 4, where
I(x,A) := isinstance(x,A) for a Python type A.

Runion(A,B)(x) := RA(x) ∨RB(x) (4a)

Rlist(A)(x) := I(x, list) ∧
|x|−1∧

i=0

RA(xi) (4b)

Rdict(A,B)(x) :=

I(x, dict) ∧
∧

(a,b)∈items(x)

(RA(a) ∧RB(b))

(4c)

A.4 Supertypes

As discussed in Section 3.1, supertypes in the hier-
archy in Figure 3 inherit subtype relations, recon-
gizers, and generators from their subtypes—with
the exception of Python types, whose recognizers
are defined by the built-in isinstance function.

For a given type A with subtypes B1, . . . , Bn,
we implement subtype relation and recon-
gizer/generator inheritance by implicitly defining
A as union(B1, . . . , Bn).
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B Example Synthetic Tasks

B.1 GRPO (Llama-RW-GRPO)

Agent-generated tokens are highlighted, and cor-
rect/incorrect submissions are indicated with a
green check/red X (✓/X), respectively.

The tools at your disposal:
netflix_movie-age: retrieves movie titles appropriate for children at or under the specified
age
netflix_actor-movie: retrieves the name of the actors that play in a given movie
netflix_age-movie: retrieves the age for which the input movie is appropriate
netflix_movie-long: retrieves a movie that lasts more than n hours
mail-formality: retrieves emails in the user’s inbox by the formality of the greeting
netflix_genre-movie: retrieves the genre of a specified movie
netflix_list: retrieves the ID of the nth-most recently-added movie to the user’s list
netflix_movie-genre: retrieves a movie recommendation based on the input genre
spotify_recent: retrieves the ID of the user’s nth-most recently listened-to song
spotify_top: retrieves the ID of the nth-most listened-to song in the user’s playlist

Find a movie longer than 1.2 hours, get its genre, recommend another movie
of the same genre, determine the appropriate age for that movie, and then find a list of
movies suitable for that age. My Netflix username is w1j6w9d294ubn2jutf.

First, I need to log in to Netflix.
<request><password-manager>‘netflix’,‘wlj6w9d294ubn2jutf’<call>‘rbn3atn50ofc’
<response>
<request><netflix_login>’w1j6w9d294ubn2jutf’,’rbn3atn50ofc’<call> SUCCESS
<response>

Now, I need to find a movie longer than 1.2 hours.
<request><netflix_movie-long>1.2<call>‘Compromises’<response>

Now, I need to get the genre of the movie “Compromises”.
<request><netflix_genre-movie>“Compromises”<call>‘Drama’<response>

Now, I need to recommend another movie of the same genre.
<request><netflix_movie-genre>‘Drama’<call>‘Fight Club’<response>

Now, I need to determine the appropriate age for the movie “Fight Club”.
<request><netflix_age-movie>“Fight Club”<call>18<response>

Now, I need to find a list of movies suitable for children at or under the age
of 18.
<request><netflix_movie-age>18<call>[‘The Dark Knight’, ‘Pulp Fiction’, ‘Up’, ‘Mad
Max: Fury Road’, ‘Toy Story’, ‘Moana’, ‘Zootopia’, ‘Frozen’, ‘The Lion King’, ‘Fight
Club’, ‘The Incredibles’, ‘Guardians of the Galaxy’]<response>

Result=[‘The Dark Knight’, ‘Pulp Fiction’, ‘Up’, ‘Mad Max: Fury Road’,
‘Toy Story’, ‘Moana’, ‘Zootopia’, ‘Frozen’, ‘The Lion King’, ‘Fight Club’, ‘The
Incredibles’, ‘Guardians of the Galaxy’]<submit> ✓

The tools at your disposal:
day-to-name-converter: Converts day input to corresponding weekday name.
comment-month-extractor: Extracts the month number from a Twitter comment’s
timestamp.
comment-day-finder: Returns the day of the week a Twitter comment was posted.
flight-arrival-time: Returns the scheduled arrival time for a given flight ID.
recipe-rating-fetcher: Retrieves average user rating for a specified recipe.
hashtag-comment-finder: Finds a comment ID from a post with the specified hashtag.

Find the weekday name on which a comment with the hashtag ‘#Adven-
tureAwaits’ was posted.

<request><hashtag-comment-finder>““AdventureAwaits””<call>
Tool error: invalid input format<error>

<request><hashtag-comment-finder>““#AdventureAwaits””<call>
Tool error: invalid input format<error>

<request><hashtag-comment-finder>“#AdventureAwaits”<call>97876083389
<response>

<request><comment-day-finder>97876083389<call>‘Tuesday’<response>

Result=‘Tuesday’<submit> ✓

The tools at your disposal:
item-price: retrieves all items available at a specified price
cart-checker: retrieves the ID of the nth-most recently-added item to the user’s cart
min: returns the minimum of a list of values
price-item: retrieves all prices available for a specified item
corporate-color-decoder: Determines the primary brand color associated with a given
company name.
last-serve-time: Returns the last service time for a specified restaurant ID

Find all items available at the minimum price of laptops.

<request><price-item>calculator-min(price-item(‘laptop’))<call>
Tool error: invalid input format<error>

Result=Tool error: invalid input format<submit> X

B.2 SFT

Tokens that contribute to the loss are highlighted,
all other tokens are masked from the loss function.

The tools at your disposal:
daily-recipe-suggester: Suggests a recipe based on the given day.
sub: subtracts the second argument from the first
extract-year-from-datetime: Extracts the year from a given datetime input.
airline-founding-date: Returns the founding date of the specified airline.
hashtag-trend-day: Returns the peak trending day for a given Twitter hashtag.
recipe-rating-fetcher: Retrieves average user rating for a specified recipe.
tweet-timestamp-retriever: Fetches the date and time a Twitter post was created using its
ID.
restaurant-age-checker: Returns the number of years since the restaurant’s establishment.
historical-event-date: Returns a significant historical date for the specified location.
cuisine-to-location: Suggests a city known for the specified cuisine.
store-temp-checker: Returns current temperature at specified Starbucks store location.
tweet-locator: Fetches a recent Twitter post ID from the specified location.
next-day-finder: Returns the next day of the week for the given input day.
int-to-weekday: Converts an integer to a corresponding day of the week, modulo 7.
tweet-day-extractor: Returns the calendar day a tweet was posted.
movie-soundtrack-matcher: Returns a Spotify playlist ID inspired by the given movie title.

Find a recipe based on the weekday corresponding to the year a recent tweet
was posted from a city known for ‘Afghan’ cuisine, retrieve its rating, and subtract the
year from the rating.

<request><cuisine-to-location>‘Afghan’<call>’Madison’<response>
<request><tweet-locator>‘Madison’<call>4811550653611<response>
<request><tweet-timestamp-retriever>4811550653611<call>‘10:05 2/8/2041’
<response>
<request><extract-year-from-datetime>‘10:05 2/8/2041’<call>2011<response>
<request><int-to-weekday>2011<call>‘Friday’<response>
<request><daily-recipe-suggester>‘Friday’<call>‘Cinnamon Rolls’<response>
<request><recipe-rating-fetcher>‘Cinnamon Rolls’<call>2.4<response>
<request><sub>2.4,2011<call>-2008.6<response>
Result=-2008.6<submit>

The tools at your disposal:
hotel-id-lookup: Retrieves the unique ID for a specified hotel name.
uber-driver-lookup: Retrieves the driver ID associated with a specific Uber ride ID.
get-driver-rating: Fetches the current rating for a specified Uber driver by their ID.
tone-refiner: Adjusts input tone to a similar, nuanced tone.
starbucks-item-suggester: Suggests a complementary Starbucks item based on the input
item name.
starbucks-calorie-match: Suggests a Starbucks item based on the calorie range
represented by the float.

Suggest a Starbucks item based on the calorie range that matches the rating
of the driver for Uber ride ID 6728308325.

<request><uber-driver-lookup>6728308325<call>78997392675<response>
<request><get-driver-rating>78997392675<call>1.4<response>
<request><starbucks-calorie-match>1.4<call>‘Pumpkin Spice Latte’<response>
Result=‘Pumpkin Spice Latte’<submit>
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The tools at your disposal:
spotify-album-release-date: Returns the release date and time of a Spotify album by its
ID.
tweet-day-extractor: Returns the calendar day a tweet was posted.
temp-at-location: Returns current temperature for a specified address.
historical-event-date: Returns a significant historical date for the specified location.
mul: multiplies two values together
spotify-album-finder: Returns Spotify album ID for a given artist or band name.
add: sums two values together
extract-year-from-datetime: Extracts the year from a given datetime input.
movie-recommender: Suggests a similar movie based on the input title.
airline-founding-date: Returns the founding date of the specified airline.

Calculate the product of the release year of a Kaiser Chiefs album and the
sum of that year with itself.

<request><spotify-album-finder>‘Kaiser Chiefs’<call>27314933599224<response>
<request><spotify-album-release-date>27314933599224<call>‘04:08 19/3/1720’
<response>
<request><extract-year-from-datetime>‘04:08 19/3/1720’<call>1458<response>
<request><add>1458,1458<call>2916<response>
<request><mul>2916,1458<call>4251528<response>
Result=4251528<submit>

The tools at your disposal:
starbucks-item-suggester: Suggests a complementary Starbucks item based on the input
item name.
email-greeting-generator: Generates a personalized email template based on the
recipient’s name.
starbucks-calorie-match: Suggests a Starbucks item based on the calorie range
represented by the float.
seasonal-recipe-suggester: Suggests a recipe based on seasonal ingredients available in
the given month.
rating-to-color: Maps Netflix ratings to a corresponding color for visual representation.
starbucks-points-calculator: Returns reward points for a given Starbucks product ID.
daylight-duration-estimator: Estimates average daylight hours for a given month.
recipe-to-cuisine: Identifies the cuisine category based on the given recipe name.
spotify-genre-finder: Returns the genre of a song using its Spotify ID.
age-to-genre-mapper: Suggests music genre based on age demographic preferences.
peak-tourism-month: Returns the peak tourism month for a given location.
hashtag-peak-time: Returns peak engagement time for a given Twitter hashtag.
age-calculator: Calculates age in years from a given historical datetime to the current
date.
cuisine-to-location: Suggests a city known for the specified cuisine.

Suggest a complementary Starbucks item based on a seasonal recipe for Oc-
tober, considering the peak tourism month and average daylight hours of a city known for
the recipe’s cuisine.

<request><seasonal-recipe-suggester>‘October’<call>‘Tom Yum Soup’<response>
<request><recipe-to-cuisine>‘Tom Yum Soup’<call>‘Flemish’<response>
<request><cuisine-to-location>‘Flemish’<call>‘Jakarta’<response>
<request><peak-tourism-month>‘Jakarta’<call>‘March’<response>
<request><daylight-duration-estimator>‘March’<call>2.2<response>
<request><starbucks-calorie-match>2.2<call>‘Hazelnut Hot Chocolate’<response>
<request><starbucks-item-suggester>‘Hazelnut Hot Chocolate’<call>‘Peach Green Tea
Lemonade’<response>
Result=‘Peach Green Tea Lemonade’<submit>

The tools at your disposal:
recipe-swapper: Suggests an alternative recipe based on the input recipe name.
add: sums two values together
ingredient-to-amazon-id: Maps ingredient names to corresponding Amazon product IDs
for easy shopping.
flight-price-checker: Retrieves the current ticket price for a specified flight ID.
amazon-review-fetcher: Retrieves average review rating for a specified Amazon item by
its ID.
sub: subtracts the second argument from the first

Calculate the negative of the average review rating for the Amazon item with
ID 712523906030543.

<request><amazon-review-fetcher>712523906030543<call>3.1<response>
<request><add>3.1,3.1<call>6.2<response>
<request><sub>3.1,6.2<call>-3.1<response>
Result=-3.1<submit>

C Information Leakage

To investigate the potential for tool names and/or
descriptions leaking into instructions during the
generation process described in Section 3.3.3,
we manually analyzed 200 randomly-sampled
task/instruction pairs from the RandomWorld train
split of Section 4. In particular, we flagged any sub-

strings of the generated task instructions that were
either similar or identical to the names or descrip-
tions of tools in the trajectory skeleton provided to
the instruction-generation LLM.

Of the 200 instructions, we found potential
information leakage in 133 instances (66.5%).
Examples are given below: suspicious instruction
substrings and the corresponding substrings in the
tool names/descriptions are highlighted.

Tool Descriptions:
daily-trend-hashtag: Returns trending Twitter hashtag for the specified day of the week.
int-to-weekday: Converts an integer to a corresponding day of the week, modulo 7.
month-to-number: Converts a month’s name to its corresponding calendar number.
hashtag-to-post-id: Fetches a recent post ID using the specified hashtag.

Instruction:
Find a recent Twitter post ID using the trending hashtag for the day of the week
corresponding to the month of ‘February’.

Tool Descriptions:
tweet-activity-time: Returns the most active time for a given Twitter username.
time-to-playlist: Returns a playlist ID based on the time of day for mood setting.
hashtag-influencer-finder: Finds top influencer associated with a given hashtag.
trend-tag-locator: Returns trending Twitter hashtag for a specified location.
genre-to-netflix-id: Returns a Netflix movie ID based on the specified genre.
netflix-duration-lookup: Returns the duration in hours for a given Netflix movie ID.
playlist-genre-identifier: Identifies the dominant genre of a Spotify playlist using its ID.
add: sums two values together

Instruction:
Find the duration of a Netflix movie, based on the genre of a Spotify playlist that matches
the most active time of a top influencer associated with a trending hashtag in ‘Louisville’,
and then double that duration.

Tool Descriptions:
future_time_calculator: Adds hour duration to current time, returning future date and
time.
datetime_to_month: Extracts and returns the month name from a given datetime input.
driver_shift_duration: Returns the duration of the last completed shift for a given Uber
driver.
div: divides the first argument by the second
mul: multiplies two values together
Instruction:
Determine the month name of the current date and time after adding the duration of the
last completed shift for Uber driver with ID 963846425985.

Despite this admittedly high rate of informa-
tion leakage, we again argue that the results of
our RandomWorld-trained models in Table 2 indi-
cate that any information leakage that may have
occurred did not substantially detract from the mod-
els’ performance.

Furthermore, none of the examples that we
manually inspected exhibited sufficient informa-
tion leakage to entirely give away the correct
tool call sequence. Note that the RandomWorld-
trained models in Table 2 have substantially
higher performance on the withheld Random-
World test set than those not trained on Random-
World: Llama-RW-GRPO (0.721), Llama-RW-
SFT (0.855), Qwen-RW-GRPO (0.536), and Qwen-
RW-SFT (0.714) all outperform Llama-3.1-8B-
Instruct (0.483), ToolACE-8B (0.170), Qwen2.5-
7B-Instruct (0.109), Hammer2.0-7B (0.011), and
GPT-3.5 (0.348) by a wide margin. We argue that
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the poor performance of the models not trained on
RandomWorld indicates that any information leak-
age in the generated RandomWorld instructions did
not render these tasks trivial.

D GRPO Training Details

As discussed in Section 3, we implement the
policy-environment interaction via TRL text envi-
ronments during GRPO training in Section 4. The
prompt/question q consists of two few-shot exam-
ples, the tool inventory (and distractor tools), and
the instruction.

The policy-generated text and the tool outputs
together (all orange and blue highlighted text in Fig-
ure 1) are taken as the completion to q. However,
we employ the TRL text environment’s response
masking feature, so that the GRPO loss is only cal-
culated with respect to the policy-generated text
(all orange text in Figure 1).

As in the RandomWorld test set described in
Section 4.3, the policy model was limited to a max-
imum of 15 turns (tool calls or attempted tool calls)
and 128 new tokens per turn before the trajectory
is aborted, returning a reward of 0.0.

We trained all models (including SFT) on two
H100 GPUs, with generation parallelization during
GRPO training for speedup.
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