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Abstract

Debugging is a critical aspect of LLM’s coding
ability. Early debugging efforts primarily fo-
cused on code-level analysis, which often falls
short when addressing complex programming
errors that require a deeper understanding of al-
gorithmic logic. Recent advancements in large
language models (LLMs) have shifted atten-
tion toward leveraging natural language reason-
ing to enhance code-related tasks. However,
two fundamental questions remain unanswered:
What type of natural language format is most
effective for debugging tasks? And what spe-
cific benefits does natural language reasoning
bring to the debugging process? In this pa-
per, we introduce NL-DEBUGGING, a novel
framework that employs natural language as
an intermediate representation to improve code
debugging. By debugging at a natural language
level, we demonstrate that NL-DEBUGGING
outperforms traditional debugging methods and
enables a broader modification space through
direct refinement guided by execution feedback.
Our findings highlight the potential of natural
language reasoning to advance automated code
debugging and address complex programming
challenges.

1 Introduction

Code generation is a challenging task that requires
strong reasoning abilities and a deep understanding
of programming languages. While large language
models (LLMs) demonstrate potential in this do-
main (Achiam et al., 2023; Zhu et al., 2024; Li
et al., 2023), they often struggle to produce fully
correct code implementations in one attempt (Liu
et al., 2024; Dou et al., 2024). This limitation has
driven recent research toward iterative refinement
approaches for code generation (Chen et al., 2023;
Zhong et al., 2024; Chen et al., 2025), where the
debugging process—transforming flawed code into
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correct implementations—has emerged as a critical
research focus.

Early debugging methodologies primarily re-
lied on execution feedback for code-level analy-
sis (Zhang et al., 2023a; Chen et al., 2023; Zhong
et al., 2024). Although effective for identifying
syntax errors or fundamental logical flaws, these
approaches show limited capability in detecting
deeper algorithmic design issues (Finder and Fey,
2010; Tian et al., 2024). Inspired by the success of
natural language reasoning in LLMs (Jaech et al.,
2024; Guo et al., 2025; Qin et al., 2024), recent ad-
vancements have shifted focus to natural language-
based code optimization (Wang et al., 2024; Li
et al., 2024, 2025a). This trend reflects a growing
recognition of the potential for natural language
to serve as a powerful medium for guiding and
improving code-related tasks.

Despite promising progress, two fundamental
research questions about natural language reason-
ing in debugging remain unanswered: (1) What
type of natural language format is most effective
for debugging tasks? Existing work often assumes
a specific natural language format, such as pseu-
docode (Zhang et al., 2024), thought points (Wang
et al., 2024), or sketches, without exploring why
these formats are effective or whether alternatives
might perform better. (2) What specific benefits
does natural language reasoning bring to the debug-
ging process? While empirical results validate the
utility of natural language reasoning, its underly-
ing mechanisms for improving debugging success
remain unclear.

In this paper, we propose Natural Language for
Code Debugging (NL-DEBUGGING), a framework
that debugs code at the natural language level. The
framework contains three key phases: Backtrans-
lation, Natural Language Refinement, and Regen-
eration. Specifically, the framework first translates
buggy code into natural language representations.
It then debugs these representations in the natural
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language space, producing a refined natural lan-
guage version of the code. Finally, the corrected
code is regenerated based on the refined natural
language representation.

The main contributions of this paper are novel
methods to debug code at the natural language level
and findings that shed light on how natural lan-
guage helps LLMs debug as an intermediate repre-
sentation. We conduct extensive experiments using
our framework to systematically investigate the lim-
itations, underlying principles, and key factors for
effectively leveraging natural language as an inter-
mediate representation in code debugging. And we
summarize key findings as follows:

Sketch as Intermediate Natural Language Rep-
resentation Brings Substantial Debugging Per-
formance Gains. Comparing to other debugging
methods, Sketch-based NL-debugging significantly
improves in a large margin for debugging in natural
language space.

Natural Language Debugging Enhances Modi-
fication Space and Diversity. The effectiveness
of natural language reasoning lies in its ability to
provide a broader modification space, increasing
diversity and enabling more effective corrections,
especially for complex algorithmic errors.

Feedback and Step-wise Analysis Drive NL-
Debugging Efficacy. Combining execution feed-
back with iterative natural language refinement
yields enhanced debugging results, supporting
more structured and iterative improvements.

Our findings highlight the critical role of natural
language in bridging the gap between LLM-based
debugging and human-like reasoning, paving the
way for future research on enhancing code debug-
ging through semantic refinement.

2 Related Work

2.1 LLMs for Code Debugging

Code debugging is essential in software develop-
ment, focusing on the automatic correction of code
bugs (Gupta et al., 2020; Yasunaga and Liang,
2021). Two primary approaches utilize large lan-
guage models (LLMs) for this purpose. The first
approach involves training LLMs on task-specific
datasets (Huang et al., 2023; Jiang et al., 2024;
Zheng et al., 2024; Kumar et al., 2024). However,
its effectiveness is constrained by the quality and
scope of the training data, which directly impacts

the model’s ability to handle various bugs. The sec-
ond approach capitalizes on the reasoning capabili-
ties of pretrained LLMs, which analyze buggy code
and suggest fixes based on prior knowledge and ex-
ecution feedback (Zhang et al., 2023a; Madaan
et al., 2024; Chen et al., 2023; Zhong et al., 2024;
Hu et al., 2024). Recent advancements have ex-
plored various techniques that harness these reason-
ing abilities. For instance, Self-Debugging (Chen
et al., 2023) prompts LLMs to explain or dry-run
generated programs, similar to rubber duck debug-
ging. LDB (Zhong et al., 2024) segments programs
into basic blocks and tracks variable values during
runtime to verify correctness against task descrip-
tions. MGDB (Shi et al., 2024) decomposes prob-
lematic code into a hierarchical tree structure of
subfunctions for bottom-up analysis.

While these methods have significantly ad-
vanced automatic program repair, they primarily
rely on local code analysis, limiting their effec-
tiveness in complex programming scenarios (Xia
et al., 2023; Hossain et al., 2024). To address these
challenges, we investigate approaches that utilize
natural language as an intermediary to facilitate
more comprehensive and scalable debugging pro-
cesses. This strategy aims to overcome the limita-
tions of traditional code-level analysis and tackle
more intricate debugging tasks.

2.2 Code Generation with Natural Language
Reasoning

Recent advances in LLM reasoning have demon-
strated strong potential in handling complex tasks,
with natural language playing a central role (Huang
and Chang, 2022; Yang et al., 2025). Initially,
Chain-of-Thought (CoT) methods (Wei et al., 2022;
Wang et al., 2022) organized reasoning into step-
by-step natural language explanations. Build-
ing on this, plan-based approaches like Tree-of-
Thought (ToT) (Yao et al., 2024) and Graph-of-
Thought (Besta et al., 2024) introduced structured
search spaces to explore multiple reasoning paths,
expanding the solution space. More recent meth-
ods such as o1 (Jaech et al., 2024), STaR (Zelik-
man et al., 2022), and Iter-MCTS (Xie et al., 2024)
focus on iterative refinement, enabling models to
progressively improve reasoning (Li et al., 2025b;
Zhu et al., 2025).

Recent research has started incorporating natural
language reasoning explicitly into code generation.
For instance, explorations like RethinkMCTS (Li
et al., 2024) and CodeTree (Li et al., 2025a) em-
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def make_palindrome(string: str) -> str:  
    n = len(string)  
    for i in range(n, 0, -1):  
        if string[:i] == string[:i][::-1]:   
            return string + string[i:][::-1]  
    return string + string[::-1][1:]  

1. Goal: Generate the shortest palindrome by appending
characters.

2. Loop: Iterate  i  from  n  (full length) down to  1 .
Check if the prefix  string[:i]  is a palindrome.
Example: For "cat", check "cat", "ca", "c".
If true, append reversed suffix  string[i:] .

3. Fallback: Append reversed string (excluding first
character).

The algorithm mistakenly assumes that the longest
palindromic substring starts from the beginning (prefix).
For example, input "cat" detects "c" as the longest
palindromic prefix, leading to the incorrect result "catta"
instead of "catac" 

Loop: Iterate  i  from  0  to  n-1  (ascending order).
Check if the suffix  string[i:]  is a
palindrome. Example: For "cat", check "cat"(i=0),
"at"(i=1), "t"(i=2).
If true, append reversed prefix  string[:i] .

1. Goal: Generate the shortest palindrome by appending
characters.

2. Loop: Iterate  i  from  0  to  n-1  (ascending order).
Check if the suffix  string[i:]  is a palindrome.
Example: For "cat", check "cat"(i=0), "at"(i=1), "t"
(i=2).

3. Fallback: Return original string (edge case).

def make_palindrome(string: str) -> str:  
    n = len(string)  
    for i in range(n):  
        if string[i:] == string[i:][::-1]:    
            return string + string[:i][::-1]  
    return string

Buggy Code

NL Description

Input: ‘cat’
Ground Truth Output: ‘catac’
Current Execution Output: ‘catta’

Execution Feedback

>>> make_palindrome('cat')
    'catac'

Python Executor

Analysis

Correct Code

Refined NL Description

Stage 1: Backtranslation Stage 2: Natural Language Refinement Stage 3: Regeneration

Refinement

Figure 1: The NL-DEBUGGING framework. This iterative process includes backtranslation, refinement, and
regeneration, ultimately improving debugging efficiency by utilizing natural language reasoning.

ploy tree search techniques within the natural lan-
guage space, iteratively refining reasoning steps
to improve code quality. However, many existing
methods assume a fixed natural language format
and overlook how different structures can impact
reasoning effectiveness. This motivates our investi-
gation into how varying natural language represen-
tations can better support LLM-driven code gener-
ation and debugging.

3 Method

We propose NL-DEBUGGING that enhances code
debugging by utilizing natural language as an in-
termediate representation. The workflow of NL-
DEBUGGING is illustrated in Figure 1. In the Back-
translation stage, the buggy code is converted into
a natural language version that captures its underly-
ing logic. Next, in the Natural Language Refine-
ment stage, execution feedback is used to analyze
the natural language representation, identifying dis-
crepancies between the intended behavior and the
actual execution. Based on this analysis, the erro-
neous representation is modified to correct identi-
fied errors. Finally, in the Regeneration stage, the
refined natural language representation is translated
back into executable code, generating a new imple-
mentation to resolve the identified issues. This
iterative process continues until the program passes
all visible test cases or reaches a predefined itera-
tion limit, with the final solution evaluated against
hidden test cases to assess its generalizability.

3.1 Backtranslation

The first step in our framework involves back-
translating the buggy code into a natural language

form. This transformation captures the intent and
structure of the code. We facilitate semantic reason-
ing and high-level debugging by representing the
program logic in natural language. This natural lan-
guage representation can take various forms, such
as sketches, pseudocode, or key thought points, and
we present the details in Appendix G.

As illustrated in Figure 1, this process translates
a function implementation into a natural language
format that provides an interpretable description
of how the function is expected to behave. This
representation allows us to concentrate on the over-
all problem-solving strategy rather than getting
bogged down in syntax-specific details. Detailed in-
formation on backtranslating to these different nat-
ural language forms can be found in Appendix G.2.

3.2 Natural Language Refinement
After generating the initial natural language ver-
sion of the buggy code, the next step is refinement,
which improves the representation based on execu-
tion feedback. This process consists of three key
stages:

1. Execution Feedback Collection: The buggy
code is executed against a set of test cases, and
runtime feedback is systematically collected by
comparing the predicted output against the ground
truth. As shown in Figure 1, each feedback explic-
itly contains input, ground truth output, and current
execution output, allowing for precise identifica-
tion of discrepancies (e.g., an erroneous character
duplication on line 3).

2. Problem Analysis and Reasoning: Based
on the problem description, the buggy code with
natural language representation, and the execution
feedback, we analyze the nature of the issue and
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reason about its root causes. This involves logical
deductions about the errors in the code and how
they relate to the problem requirements.

3. Refinement of the Natural Language
Sketch: After completing the analysis, we refine
the natural language representation to produce an
updated version, which better aligns with the cor-
rect solution logic.

By integrating execution feedback and prob-
lem analysis, the natural language representation
evolves, improving its alignment with the correct
solution and addressing previously identified logi-
cal flaws.

3.3 Regeneration

After refinement, we regenerate the corrected code
using the refined natural language representation
containing the correct implementation logic. The
process involves translating the refined natural lan-
guage representation back into executable code.

The framework iteratively runs the backtransla-
tion, refinement, and regeneration steps until the
program passes all visible test cases or reaches the
maximum allowed debugging iterations. The final-
ized solution is then evaluated against hidden test
cases to assess its robustness. If the solution passes
the hidden test cases, it is considered correct.

4 Experiment

In this section, we conduct a series of experiments
to answer the following research questions (RQs):

RQ1 How does NL-DEBUGGING framework per-
form against other code debugging methods?

RQ2 What type of natural language format is most
effective for debugging tasks?

RQ3 Why is natural language beneficial for code
debugging process?

RQ4 How does natural language work better with
code execution feedback?

RQ5 Is o1-like long-CoT beneficial for NL-
DEBUGGING?

4.1 Experiment Settings

4.1.1 Datasets
We evaluate our NL-DEBUGGING framework on
two widely used code datasets: APPS (Hendrycks
et al., 2021) and Codeforces (Team, 2024). The

APPS dataset consists of three difficulty lev-
els—introductory, interview, and competition.
From each difficulty level, we selected 100 prob-
lems to ensure a balanced assessment. The Code-
forces dataset includes problems from online pro-
gramming contests categorized by "ratings". We
chose problems with ratings of 1200, 1500, and
1800 and selected 100 problems per rating level.
Within each difficulty and rating category, prob-
lems were randomly selected to ensure balanced
coverage, following Zhang et al. (2023b); Islam
et al. (2024). We choose the first 100 problems per
difficulty or rating level to maintain randomness.

4.1.2 Metrics
We use two common evaluation metrics to assess
code correctness: pass rate and pass@1 follow-
ing Zhang et al. (2023b). The pass rate is the aver-
age percentage of private test cases the generated
programs pass across all problems. At the same
time, pass@1 is the percentage of problems where
the generated programs pass all private test cases,
the standard metric in code-related tasks (Chen
et al., 2021; Dong et al., 2025).

4.1.3 Baselines
To investigate how NL-DEBUGGING performs,
we compare it with a series of code debugging
methods, which use code execution feedback
to refine code iteratively. These include: Self-
Editing (Zhang et al., 2023a), Self-Debugging
(Trace) (Chen et al., 2023), Self-Debugging (Ex-
planation) (Chen et al., 2023), LDB(Zhong et al.,
2024), MGDebugger (Shi et al., 2024), and Reflex-
ion (Shinn et al., 2023).

4.1.4 Implementation
We select GPT-4o-mini (OpenAI, 2024), Claude-
3.5-sonnet (Anthoropic, 2024), and DeepSeek-
Coder-V2-Lite (Zhu et al., 2024) as the LLM
backbones for our experiments. GPT-4o-mini and
Claude-3.5-sonnet are accessed via their respective
API forms, while DeepSeek-Coder-V2-Lite (16B)
is locally deployed. Since all the methods utilize an
iterative debugging process, we set the maximum
debugging time to 5 iterations. All models are run
with a temperature of 0. 1

4.2 Code Debugging Performance (RQ1)
We compare the performance of NL-DEBUGGING

and other code debugging methods in Table 1. Our
1The source code of this work is made available at

https://github.com/yevzh/NL-Debugging.
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Table 1: Code debugging performance comparison of NL-DEBUGGING and other code debugging methods on
APPS and Codeforces. We report pass rate and pass@1 on both datasets and all difficulties.

Arch Method
APPS Codeforces

Pass Rate(%) Pass@1(%) Pass Rate(%) Pass@1(%)

Intro. Inter. Comp. Intro. Inter. Comp. 1200 1500 1800 1200 1500 1800

GPT-4o-mini

Base(w/o debugging) 56.45 54.57 34.67 35 28 16 64.06 47.60 36.60 42 23 15
Self-Edit 64.85 61.14 40.00 47 34 20 71.32 55.12 43.67 52 30 19
Self-Debugging(Expl.) 66.78 68.39 43.17 48 44 22 76.01 61.72 45.81 60 37 23
Self-Debugging(Trace) 65.63 64.57 36.33 47 42 19 76.09 60.78 47.68 59 37 22
LDB 64.53 63.11 38.85 47 38 19 73.91 56.42 43.58 53 32 20
MGDB 61.13 59.57 41.33 45 35 20 69.13 54.99 42.33 48 28 17
Reflexion 64.48 62.08 42.50 45 36 21 74.21 55.47 41.89 56 29 17
NL-DEBUGGING 71.36 69.96 44.17 51 48 23 79.57 64.01 48.69 63 41 25

Claude3.5-Sonnet

Base(w/o debugging) 60.01 61.47 45.33 41 36 30 68.59 56.33 42.06 56 33 24
Self-Edit 70.61 76.57 56.83 51 57 40 81.83 66.25 54.60 73 44 40
Self-Debugging(Expl.) 71.43 75.12 59.17 56 61 42 83.32 70.92 59.11 75 53 44
Self-Debugging(Trace) 73.04 75.23 56.83 58 60 42 84.29 71.00 58.32 76 51 44
LDB 70.29 73.20 58.33 55 53 42 83.93 69.94 60.75 73 53 46
MGDB 70.27 68.45 55.67 53 44 40 77.35 65.10 55.14 66 43 39
Reflexion 75.99 74.42 54.17 55 55 39 83.58 72.01 59.78 74 56 44
NL-DEBUGGING 77.98 76.72 59.67 62 62 44 85.82 74.16 61.28 79 58 47

DeepSeek-Coder-V2-Lite

Base(w/o debugging) 50.79 45.42 21.33 33 24 6 52.64 38.33 19.75 33 17 5
Self-Edit 53.30 47.51 22.83 34 25 7 54.40 42.37 23.27 36 21 8
Self-Debugging(Expl.) 59.63 57.43 25.00 41 30 10 58.39 45.08 29.78 41 22 7
Self-Debugging(Trace) 55.90 49.83 23.83 41 27 7 55.77 43.89 25.27 37 22 7
LDB 56.78 49.39 19.67 39 27 7 54.40 40.68 24.65 35 20 7
MGDB 56.29 54.78 26.50 36 29 8 57.28 42.24 24.13 43 21 6
Reflexion 54.01 49.82 20.83 35 26 7 56.17 42.18 23.74 38 20 6
NL-DEBUGGING 62.23 59.23 27.60 40 32 12 63.65 50.92 32.80 48 27 12
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Figure 2: Pass rate (%) comparison of NL-DEBUGGING
and other code-level debugging methods with more de-
bugging iterations.

findings are organized into three key observations:

• NL-DEBUGGING shows significant improve-
ments on contest-level programming tasks across
all datasets, demonstrating its effectiveness in
complex problem-solving scenarios where tradi-
tional code-level debugging struggles.

• Self-Debugging generally outperforms other
baselines by reasoning directly at the code level.
While methods like LDB and MGDB focus on
detailed structural analysis of code components,
they lack natural language optimization. NL-
DEBUGGING advances beyond Self-Debugging

by leveraging backtranslated natural language
representations of buggy code, enabling a more
global reasoning strategy than code-level step-
wise refinements.

• At the APPS Introductory level, DeepSeek-
Coder-V2-Lite shows minimal improvement in
pass@1 compared to baseline methods. While
its pass rate surpasses some baselines, its de-
bugging gains are less significant than those of
GPT-4o-mini and Claude3.5-Sonnet. This likely
stems from DeepSeek-Coder-V2-Lite’s smaller
parameter size and coder-focused design, which
may limit its capacity for complex reasoning.

We further analyze how different debugging
methods scale with the number of iterations, as
shown in Figure 2. Compared to competitive base-
lines, NL-DEBUGGING consistently maintains a
performance advantage across iterations. Notably,
as the number of iterations increases to 10, its per-
formance improves steadily, demonstrating strong
scalability and robustness in iterative refinement.

4.3 What Format of Natural Language
Representation Works the Best? (RQ2)

To investigate which type of text is most effec-
tive for code debugging, we examine three natural
language formats: pseudocode, key points, and
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Table 2: Performance comparison of different types of natural language in NL-DEBUGGING.

Arch NL Type
APPS Codeforces

Pass Rate(%) Pass@1(%) Pass Rate(%) Pass@1(%)

Intro. Inter. Comp. Intro. Inter. Comp. 1200 1500 1800 1200 1500 1800

GPT-4o-mini
Pseudocode 65.32 65.28 40.50 46 42 18 70.22 60.32 43.32 52 32 23
Key points 68.97 68.85 40.67 48 44 21 75.27 61.04 43.98 59 37 21
Sketch 71.36 69.96 44.17 51 48 23 79.57 64.01 48.69 63 41 25

Claude3.5-Sonnet
Pseudocode 74.07 73.97 59.83 58 58 45 80.74 68.02 57.23 71 52 43
Key points 74.71 74.74 58.17 58 55 41 80.92 70.72 58.42 72 51 45
Sketch 77.98 76.72 59.67 62 62 44 85.82 74.16 61.28 79 58 47

DeepSeek-Coder-V2-Lite
Pseudocode 57.73 50.62 21.00 33 27 6 58.78 45.02 28.68 39 21 10
Key points 61.13 59.95 26.67 40 32 9 63.30 47.60 29.95 49 25 11
Sketch 62.23 59.23 27.60 40 32 12 63.65 50.92 32.80 48 27 12

sketches. We summarize the key features and char-
acteristics of each type below, and the prompting
details are presented in Appendix G:

• Pseudocode: Pseudocode retains most of the
structural elements of the code while incorpo-
rating natural language components to enhance
clarity (Wen et al., 2024). It provides a high-
level overview of the algorithm, making the logic
more comprehensible by blending code-like syn-
tax with descriptive elements.

• Key points: This format abstracts the code’s
main logic into concise key points, summarizing
the key thought steps and operations (Li et al.,
2024). Key points are iteratively added and re-
fined during debugging to provide a simplified,
high-level view of the algorithm.

• Sketch: The sketch format gives a more detailed
natural language description, outlining the struc-
ture and specific implementation details (Wang
et al., 2024). As debugging progresses, the de-
scription is refined for greater clarity and com-
pleteness, offering a flexible representation of
the logic of the code.

The results in Table 2 show that the Sketch for-
mat achieves the best overall performance. Com-
pared to Pseudocode, Sketch offers more detailed
natural language descriptions, making debugging
more intuitive. Compared to Key points, Sketch
provides a richer representation of code structure,
enabling greater flexibility and a larger modifica-
tion space, which supports more accurate natural
language reasoning.

Moreover, for the DeepSeek-Coder-V2-Lite
model, Key points and Sketch perform similarly,
likely due to the model’s limited natural language
reasoning ability. In this context, the simpler and
more abstract Key points format is better suited

for debugging. This suggests that when a model’s
reasoning capacity is constrained, abstract natural
language representations may be more effective as
debugging aids.

4.4 Why Natural Language Debugging
Works? (RQ3)

4.4.1 NL2NL vs. NL2C
NL-DEBUGGING pipeline could be decomposed
into two stages. The first stage, NL2NL, involves
refining the initial natural language representation
(i.e., the sketch) derived from the buggy code into
an improved and corrected natural language form.
The second stage, NL2C, refers to transforming
this refined natural language representation into ex-
ecutable code. To analyze the relative importance
of these stages, we employ multiple sampling at-
tempts at each step and compare the performance
gains they bring.

Our experiments reveal that sampling during the
NL2NL phase consistently results in greater im-
provements across all difficulty levels, as illustrated
in Figure 3. This indicates that the performance
gains are primarily driven by effective refinement in
the natural language space, rather than by generat-
ing multiple candidate programs during the NL2C
stage. In other words, the key to successful natural
language debugging mainly lies in enhancing the
quality of the underlying natural language abstrac-
tion.

4.4.2 NL-DEBUGGING Enhances Diversity to
Improve Debugging Performance

To investigate natural language representations’
benefits, we look into the specific change that NL-
DEBUGGING brings. Table 3 presents a compar-
ative analysis between code-level debugging and
NL-DEBUGGING across three key metrics to quan-
titatively evaluate the changes that debugging meth-
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Figure 3: Pass rate (%) comparison of NL2NL and NL2C sampling across different difficulty levels.

Table 3: Comparison of code-Level and NL-DEBUGGING in terms of structural and similarity metrics.

Dataset Method AST Edit Distance Control Flow Depth Difference BLEU Score

Intro./1200 Inter./1500 Comp./1800 Intro./1200 Inter./1500 Comp./1800 Intro./1200 Inter./1500 Comp./1800

APPS Code Level 3.03 4.68 2.86 0.27 0.23 0.12 0.8776 0.8496 0.9363
NL-DEBUGGING 5.57 7.31 4.94 0.33 0.37 0.25 0.7842 0.7318 0.8485

Codeforces Code Level 2.19 3.24 3.34 0.13 0.18 0.20 0.9021 0.8928 0.8965
NL-DEBUGGING 5.25 6.15 5.87 0.21 0.37 0.31 0.8109 0.7767 0.8051

Table 4: Statistical results comparing modification dis-
tances and BLEU score between samples with pass rate
growth greater than 0.5 and samples with no change.

Edit Distance CFG Distance BLEU Score
Pass Rate Growth >0.5 7.21 0.57 0.6779
No Change 0.53 0.05 0.9724

ods bring, following Pan et al. (2025); Gong et al.
(2024): AST Edit Distance, Control Flow Depth
Difference, and BLEU Score. Detailed explanations
of these metrics can be found in Appendix C. Ta-
ble 4 presents a statistical analysis comparing two
sets of samples processed with code-level debug-
ging: one with a significant pass rate improvement
(greater than 0.5) and another where the pass rate
did not change.

Our findings are organized into the following
observations:

• NL-DEBUGGING Brings More Diverse
Changes: Table 3 shows significantly larger
AST Edit Distance values, higher Control Flow
Depth Difference, and lower BLEU Score for
NL-DEBUGGING, indicating more extensive
and flexible modifications and more meaningful
structural adjustments compared to code-level
debugging.

• Greater Diversity in Modifications Corre-
lates with Better Debugging Performance: As
shown in Table 4, samples with significant pass

rate improvement exhibit notably higher Edit
Distance and Control Flow Depth Difference,
along with lower BLEU Score, compared to sam-
ples where the pass rate did not change. This
highlights the critical role of diversity in achiev-
ing effective debugging outcomes.

In summary, by introducing more diverse mod-
ifications, NL-DEBUGGING enhances debugging
performance. These diverse changes enable more
meaningful adjustments, especially for complex
bugs, improving overall debugging effectiveness in
addressing deeper logical or reasoning issues.

4.5 How does Natural Language Work Better
with Code Execution Feedback? (RQ4)
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Figure 4: Pass@1 (%) comparison across different natu-
ral language debugging approaches.

To investigate how natural language can work
better for debugging, we focus on the impact of exe-
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Table 5: Performance comparison of NL-DEBUGGING and long CoT Approaches on APPS and Codeforces datasets.

Method
APPS Codeforces

Pass Rate(%) Pass@1(%) Pass Rate(%) Pass@1(%)

Intro. Inter. Comp. Intro. Inter. Comp. 1200 1500 1800 1200 1500 1800

NL-DEBUGGING 71.36 69.96 44.17 51 48 23 79.57 64.00 48.69 65 41 25
Long CoT(Direct) 67.05 63.73 42.50 48 40 23 74.50 62.14 43.79 55 37 21
Long CoT(Sketch) 71.08 68.16 45.17 51 47 26 77.36 63.96 45.12 60 38 22

cution feedback within NL-DEBUGGING. Figure 4
compares pass@1 performance across different de-
bugging strategies on the APPS and Codeforces
benchmarks, with varying feedback mechanisms.

The results show that incorporating execution
feedback significantly improves debugging per-
formance, confirming its importance in natural
language-based debugging. Specifically, execu-
tion feedback information is crucial, providing the
foundation for effective reasoning.

Additionally, adding an analysis step to raw
execution feedback leads to further performance
improvements. This analysis step, akin to self-
debugging as opposed to self-editing, helps the
model reason more deeply about the code, under-
scoring the value of deeper reasoning for more
accurate debugging.

4.6 Is O1-like Long-CoT Beneficial for
NL-DEBUGGING? (RQ5)

Inspired by o1-like reasoning methods (Jaech et al.,
2024; Qin et al., 2024; Guo et al., 2025), which
incorporate reflection and iterative refinement of
thought chains, we investigated whether similar ap-
proaches could enhance debugging in natural lan-
guage. In the context of NL-DEBUGGING, where
execution feedback is available, we aimed to emu-
late this reflective reasoning process by incorporat-
ing feedback to allow the model to pause, analyze,
and refine its reasoning. To assess the effectiveness
of long chains of thought in debugging, we propose
two approaches:

• Lont CoT (Direct): This approach simulates
iterative reasoning by analyzing execution feed-
back and appending insights to an ongoing rea-
soning chain, incrementally refining the model’s
understanding.

• Lont CoT (Sketch): This method uses the it-
eratively grown chain of thought from the first
approach as a basis for generating structured nat-
ural language sketches. The goal is to stimulate
critical thinking in sketch refinement and develop

more comprehensive problem-solving strategies.

Based on the results in Table 5, we make the
following observations:

• Long CoT Approaches Underperform NL-
DEBUGGING: Simply appending iterative trial-
and-error reflections does not improve debugging
effectiveness. The longer reasoning chains fail
to consistently enhance performance, indicating
that added context alone is insufficient.

• Long CoT Structure is Less Effective than
Sketch as Intermediary for Code Regenera-
tion: Directly appending execution feedback to
Long CoT (Long CoT Direct) yields worse re-
sults than using these chains to produce a coher-
ent sketch (Long CoT Sketch). This suggests that
the natural language sketch format better sup-
ports code generation, while manually appended
Long CoT lacks the necessary coherence.

In summary, manual appending of reasoning
chains fails to stimulate LLMs’ critical self-
reflection reliably without parameter tuning. There-
fore, NL-DEBUGGING’s focus on direct refinement
of natural language sketches proves more effective
for debugging.

5 Conclusion

In this paper, we introduce NL-DEBUGGING,
which leverages natural language as an interme-
diate representation to enhance code debugging
efficiency and accuracy significantly. Experimental
results show that NL-DEBUGGING outperforms
traditional code-level debugging, especially in ad-
dressing deep algorithmic flaws. Our results sug-
gest that using natural language sketches is the
most effective format for code debugging. Further,
we demonstrate that NL-DEBUGGING facilitates a
broader modification space, enabling more diverse
corrections and more effective debugging perfor-
mance. Overall, NL-DEBUGGING demonstrates
the important potential of natural language reason-
ing in code debugging, offering a promising direc-
tion for future research in automated debugging.
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Limitations

Expanding Modification Space through Tree
Search While our approach utilizes iterative re-
finement for natural language representations, en-
hancing the modification space could be achieved
by integrating tree search mechanisms into the rea-
soning process. By implementing tree search strate-
gies, we could facilitate a more structured explo-
ration of potential modifications based on natural
language, allowing for a broader range of solutions.

Integrating Debugging Methods at Different
Granularities Integrating debugging methods at
different granularities presents an opportunity for
further enhancement. While code-level debugging
has its advantages, natural language reasoning of-
fers unique strengths. Combining analyses at vari-
ous levels may facilitate a more effective resolution
of unknown bugs by leveraging the strengths of
both approaches, potentially leading to improved
debugging outcomes.

Further Exploring Long Chains of Thought
Our experiments revealed that manually con-
structed trial-and-error reasoning processes did not
yield successful outcomes. However, this indi-
cates a limitation in our current approach rather
than a dismissal of long chains of thought. Meth-
ods like journey learning, as demonstrated in the
O1-Journey project (Qin et al., 2024), suggest that
LLMs can be trained with relatively few samples to
produce coherent long reasoning chains through ex-
ploration and reflection. Applying these insights to
the code domain could enhance our understanding
of effectively implementing long chains of thought
in debugging scenarios.

Generalizing to Software Reasoning Tasks Our
current exploration primarily focuses on debugging
algorithmic programming challenges with execu-
tion feedback. While this focus has allowed us
to address specific code generation practices, the
methodologies and insights derived from this work

could generalize to other software reasoning tasks.
For instance, applying our framework to debugging
software issues in development environments or ad-
dressing problems in legacy codebases (Jimenez
et al., 2023) could yield significant benefits, high-
lighting the broader applicability of natural lan-
guage reasoning in diverse programming contexts.
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Appendix

A Dataset Details

We evaluate our NL-DEBUGGING framework on
two widely used code datasets: APPS (Hendrycks
et al., 2021) and Codeforces (Team, 2024).
The APPS dataset includes three difficulty
levels—introductory, interview, and competi-
tion—with a total of 5000 programming problems
for training and 5000 for testing. The Codeforces
dataset contains problems from the Codeforces on-
line programming contest, with varying difficulty
levels categorized by "ratings", from which we
choose 1200, 1500, and 1800 for evaluation.

For both datasets, we select 100 problems from
each difficulty level for evaluation to ensure a bal-
anced assessment. Both datasets use the same set
of test cases for algorithm optimization (public
test cases) and performance evaluation (private test
cases). The public test cases are used during the
algorithm running, while the private test cases are
reserved for evaluating the generated codes.

B Baseline Details

To provide a comprehensive understanding of our
experimental setup, we present a detailed overview
of each baseline code debugging method used for
comparison with NL-DEBUGGING. All baselines
leverage code execution feedback to refine code
iteratively.

Self-Edit (Zhang et al., 2023a) This method uti-
lizes the execution results from test cases to re-
generate code, aiming to correct errors based on
observed failures. The model iteratively edits code
based on execution feedback but does not explicitly
reason beyond localized fixes.

Self-Debug(Explanation) (Chen et al., 2023)
This method augments the code-level analysis by
prompting the model to generate natural language
explanations of its code. While it introduces a rea-
soning step, the process still centers on interpreting
and modifying the code.

Self-Debug(Trace) (Chen et al., 2023) This vari-
ant performs execution tracing to follow the flow
of control and variable states. The reasoning it en-
ables is constrained to analyzing runtime behavior
within the original program structure.

LDB (Zhong et al., 2024) LDB decomposes
code into basic blocks and performs execution anal-

ysis on each block. Its reasoning is fine-grained
and structural, but strictly within the code block
domain.

MGDebugger (Shi et al., 2024) This method
builds a hierarchical tree of subfunctions and per-
forms bottom-up debugging. The reasoning is hi-
erarchical but still grounded in the syntactic and
structural composition of the buggy code.

Reflexion (Shinn et al., 2023) Reflexion lever-
ages past execution traces to guide future code mod-
ifications. Although it reflects on previous failures,
the reasoning process remains code-centric and op-
erates directly on the source program.

In contrast to baseline methods that perform rea-
soning directly on buggy code, NL-DEBUGGING

distinguishes itself by conducting reasoning on a
natural language abstraction of the code. This shift
allows NL-DEBUGGING to operate at a higher
level of semantic understanding, facilitating more
global and flexible reasoning about the algorithm’s
intent rather than being confined to localized code-
level analysis.

We note that NL-DEBUGGING adopts a multi-
round iterative refinement process, consistent with
baselines like Self-Debugging (Chen et al., 2023)
and LDB (Zhong et al., 2024) to ensure fairness. At
each iteration, NL-DEBUGGING refines the natural
language representation using execution feedback,
regenerates code, and continues this process until
a solution passes all visible test cases or reaches a
maximum iteration limit.

C Metric Details

To provide a clear understanding of how we as-
sessed the impact of NL-DEBUGGING, we provide
a description of each metric that is evaluated.

AST Edit Distance

AST Edit Distance measures the structural differ-
ence between the original code’s Abstract Syntax
Trees (ASTs) and the debugged code (Pan et al.,
2025). A higher AST Edit Distance indicates that
the debugging process has resulted in more signifi-
cant structural modifications to the code, suggest-
ing more extensive changes to the code’s imple-
mentation. It is calculated as the number of edits
(insertions, deletions, and substitutions) required
to transform one AST into another.
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Figure 5: Pass rate (%) comparison of NL-DEBUGGING and other code debugging methods with more debugging
iterations on both datasets.

Control Flow Depth Difference
Control Flow Depth Difference quantifies the
change in the depth of the control flow within the
code (Gong et al., 2024). It is calculated as the ab-
solute difference between the original code’s con-
trol flow graph (CFG) ’s maximum depth and the
CFG of the debugged code. A higher Control Flow
Depth Difference suggests that debugging leads to
more significant alterations in the code’s control
structure.

BLEU Score
BLEU (Bilingual Evaluation Understudy) Score is
a metric used to evaluate the similarity between the
original and debugged code (Papineni et al., 2002).
It measures the n-gram overlap between the two
code snippets, with higher scores indicating greater
similarity. In our analysis, a lower BLEU score
suggests that NL-DEBUGGING results in more sub-
stantial modifications, leading to more flexible and
impactful error corrections.

D More Experimental Results

In this section, we present the complete experi-
mental results comparing the performance of NL-
DEBUGGING with two code-level debugging ap-
proaches. Figure 5 provides a comprehensive anal-

ysis across three difficulty levels on two datasets,
illustrating the robustness and consistency of our
method.

The experimental findings yield the following
conclusions:

• NL-DEBUGGING consistently outperforms code-
level debugging approaches at various iteration
stages, demonstrating its robustness and scalabil-
ity.

• With increasing iterations, NL-DEBUGGING ex-
hibits a sustained improvement in performance,
maintaining a consistent lead over competing
approaches in both datasets. This highlights its
ability to adapt and enhance debugging outcomes
over iterative refinements.

E Case Study

This section presents a case study illustrating the ef-
fectiveness of NL-DEBUGGING in addressing logi-
cal errors. The case focuses on a buggy code snip-
pet (Figure 6) that fails to prioritize exams by their
deadlines, leading to potential scheduling conflicts.
Sorting exams according to their deadlines was
identified as a key solution. Self-Debugging (Chen
et al., 2023), a representative code-level debug-
ging approach, attempts to fix local issues such as
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def schedule_exams(n, m, exams):
    days = [0] * n  
    for i in range(m):
        s, d, c = exams[i]
        preparation_days_allocated = 0
        for j in range(s - 1, d - 1):
            if days[j] == 0 and preparation_days_allocated < c:
                days[j] = i + 1 
                preparation_days_allocated += 1
        if preparation_days_allocated < c:
            return -1  
        if days[d - 1] == 0:
            days[d - 1] = m + 1 
        else:
            return -1 
    return days

def schedule_exams(n, m, exams): 
    days = [0] * n
    for i in range(m):
        s, d, c = exams[i]
        if days[d - 1] == 0:
            days[d - 1] = m + 1  
        else:
            return -1 
        preparation_days_allocated = 0
        for j in range(s - 1, d - 1):
            if days[j] == 0 and preparation_days_allocated < c:
                days[j] = i + 1  
                preparation_days_allocated += 1
        if preparation_days_allocated < c:
            return -1 
    return days

1. Initialization:
   - The code begins by creating an
array called `days`, which
represents each of the available
days. This array is initialized with
zeros, indicating that all days are
initially free for use either for rest
or preparation. A value of `0`
denotes a free day, while a
positive integer (`i + 1`) will
denote preparation for the `i`-th
exam. A value of `m + 1` will
indicate the day of an exam.
2. Process Each Exam:
   - The code iterates over each
exam provided in the input. For
each exam, it extracts the start day
(`s`), the exam day (`d`), and the
required preparation days (`c`).
   ......

The root cause of the issue in the code is that it does not appropriately handle cases where
multiple exams require preparation that can only occur on overlapping days. Specifically,
when allocating preparation days, the implementation fails......

To restructure the algorithm for scheduling Petya's exam preparations and ensuring she can
pass all her exams within the designated days, we’ll take the following steps:
1. Initialize the Schedule:
   - Create a list `days` of size `n` initialized with zeros. This list will represent the schedule
for each day where:
     - `0` denotes a free day available for rest or preparation.
     - An integer from `1` to `m` will denote that a particular day is allocated for preparation
for the corresponding exam.
     - The integer `m + 1` will represent the day on which an exam is conducted.
2. Sort Exams by Deadlines:
   - Since exams can overlap, we will sort the exams based on their exam day (`d_i`). This
prioritization helps us to address exams that need to be taken sooner first, allowing better
management of overlapping preparation days while ensuring no exam day is missed.
   ......

def schedule_exams(n, m, exams): 
    days = [0] * n 
    exams.sort(key=lambda x: x[1])
    for i in range(m):
        s_i, d_i, c_i = exams[i]
        s_i -= 1  
        d_i -= 1  
        count = 0
        for j in range(s_i, d_i):
            if days[j] == 0 and count < c_i:
                days[j] = i + 1  
                count += 1
        if count < c_i:
            return -1
        if days[d_i] == 0:
            days[d_i] = m + 1
    return days

Buggy Code Code-level Debugging Output Program

NL-Debugging Process

Backtranslation NL2NL(Analysis&Refinement) NL2C(Code Regeneration)

Figure 6: A case study for NL-DEBUGGING.

marking exam days and allocating preparation time.
However, it fails to detect the root cause—the ab-
sence of a prioritization mechanism for handling
overlapping preparation days among multiple ex-
ams. This highlights the limitations of code-level
debugging in resolving complex logical errors.

In contrast, NL-DEBUGGING adopts a system-
atic approach. During the Sketch refinement phase,
natural language reasoning reveals the missing pri-
oritization logic responsible for scheduling con-
flicts. By regenerating code based on the corrected
sketch and successfully passing test cases, NL-
DEBUGGING demonstrates its ability to address
deeper logical flaws. This case exemplifies how
NL-DEBUGGING surpasses traditional code-level
debugging by identifying and resolving fundamen-
tal logical inconsistencies often overlooked by con-
ventional methods.

F More Details on Experimental Settings

To further clarify our experimental setting and
methodological scope, this section provides addi-
tional context regarding the relationship between
debugging and code generation and the distinction
between our work and traditional automated pro-

gram repair (APR).

F.1 Code Debugging vs. Code Generation:
Their Connection

Code debugging is a specific step within the
broader code generation process. The common
paradigm in code generation follows the sequence:
problem → seed program → debugged program.
Our approach focuses specifically on transform-
ing the seed program into the final program. Both
debugging and code generation use the same eval-
uation metrics: pass rate and pass@1. While the
settings for debugging and code generation differ,
the key distinction is that debugging starts from a
fixed seed program for all methods, where analysis
and reasoning are performed to correct the buggy
code. The pass rate improvement directly reflects
the debugging process’s effectiveness, demonstrat-
ing the ability to generate a fixed version of the
buggy code.

F.2 Code Debugging vs. Automatic Program
Repair: Their Difference

Automated Program Repair (APR) methods typi-
cally focus on repairing well-defined errors, such
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Table 6: Distribution of logical and runtime errors in LLM-generated code across different models.

Model APPS(Intro.) APPS(Inter.) APPS(Comp.) CodeForce-1200 CodeForce-1500 CodeForce-1800

GPT-4o-mini 100% Logical / 0% Runtime 100% Logical / 0% Runtime 100% Logical / 0% Runtime 100% Logical / 0% Runtime 99% Logical / 1% Runtime 100% Logical / 0% Runtime
GPT-3.5-turbo 100% Logical / 0% Runtime 100% Logical / 0% Runtime 98% Logical / 2% Runtime 100% Logical / 0% Runtime 100% Logical / 0% Runtime 100% Logical / 0% Runtime
DeepSeek-Coder-V2-Lite 100% Logical / 0% Runtime 100% Logical / 0% Runtime 99% Logical / 1% Runtime 100% Logical / 0% Runtime 99% Logical / 1% Runtime 100% Logical / 0% Runtime

as syntax or semantic issues, that prevent code
from executing correctly. These methods work
with curated bug benchmarks, generating patches
based on predefined error patterns. APR mainly
addresses execution-related faults, such as missing
return statements or incorrect variable initializa-
tion.

In contrast, our Code Debugging setting targets
LLM-generated code, which often contains logi-
cal rather than runtime errors. These errors occur
when the code logic fails to align with the intended
functionality, even if the code is syntactically cor-
rect and executes without crashing. As shown in
Table 6, LLM-generated code predominantly con-
tains logical errors, with very few runtime errors.
This emphasizes our approach’s focus on correcting
logical flaws at the natural language level, rather
than dealing with execution failures.

G Prompts

G.1 Prompts for NL-DEBUGGING

Tables 7, 8, 9, and 10 present prompts that represent
the entire framework’s operation process, including
steps for backtranslation, execution analysis, refine-
ment, and code regeneration. In this framework,
we adopt the Sketch format as the default natural
language representation of the program throughout
the pipeline.

G.2 Prompts for Different Types of Natural
Language

Tables 11, 12, 13, and 14 define the backtranslation
and refinement prompts for key points and pseu-
docode generation. The corresponding prompts
for the Sketch format, which serves as the default
representation in our framework, are provided in
Appendix G.1.
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Prompt for Backtranslation

You are an expert Python programmer. Below is an algorithmic question (problem specification) along with the
current implementation for solving the problem.
{Problem Description}
{Current Code Implementation}
Your task is to generate a **Natural Language Sketch** for this code.
This sketch should describe the logical reasoning or steps that the code is trying to follow in order to solve the
problem.
Do not focus on syntax or specific code lines, but explain the thought process or approach the code takes to solve the
problem at a high level.

Table 7: Prompt for Basktranslation.

Prompt for Execution Analysis

You are an expert Python programmer. You will be provided with an algorithmic problem description, the current
Python code implementation, and the execution feedback that indicates where the code went wrong.
{Problem Description}
{Current Code Implementation}
{Execution Feedback}
{Natural Language Sketch with Bugs}
Please analyze the feedback and provide an explanation of what went wrong in the code and why it failed in this
sketch.
Do not provide specific steps to fix the sketch. Focus solely on explaining the root cause of the issue in two or three
sentences.

Table 8: Prompt for Execution Analysis.

Prompt for Natural Language Refinement

You are an expert Python programmer. Below is an algorithmic problem description, the current natural language
sketch of the solution (which contains bugs), the current code implementation, and the feedback from running the
code, as well as a detailed expert analysis of the bug.
{Problem Description}
{Natural Language Sketch with Bugs}
{Current Code Implementation}
{Bug Analysis}
Based on the feedback and expert analysis of the current sketch, please provide a refined and corrected version of the
sketch. The corrected sketch should:
1. Identify and correct specific points in the current sketch where errors or incorrect assumptions have been made.
2. Expand and elaborate on problematic steps in greater detail to explain the correct reasoning, ensuring that you
address and fix the issues identified in the previous sketch.
3. Ensure that each step is logically connected and that any potential issues in the original approach are explicitly
avoided in the new version.
Do not include any specific code. The goal is to refine and improve the high-level natural language explanation of the
problem-solving approach.

Table 9: Prompt for Natural Language Refinement.

Prompt for Regeneration

You are an expert Python programmer. Below is a high-level natural language sketch for a correct solution to an
algorithmic problem, along with the problem description.
{Problem Description}
{Refined Natural Language Sketch}
Your task is to write Python code that implements this sketch and solves the problem.
Do not include unnecessary comments or explanations, only the code itself.

Table 10: Prompt for Regeneration.
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Prompt for Key Points Backtranslation

You are an expert Python programmer. Below is an algorithmic question (problem specification) along with the
current implementation for solving the problem.
{Problem Description}
{Current Code Implementation}
I need you to extract 3 key points (thoughts) that summarize the core algorithm or logic used in this code.
Please list each thought in a separate entry in the format:
The output should be a **list of dicts** with each key as ‘Thought-i‘. Do not include explanations or justifications,
just focus on capturing the key algorithmic points.
[
{"Thought-1": "We could use the print function to finish the task in one line: print(2 + 3)."},
{"Thought-2": "We should calculate the problem by setting a=2+3, and then print(a)."},
{"Thought-3": "The problem can’t be solved by Python."}
]

Table 11: Prompt for Key Points Refinement.

Prompt for Key Points Refinement

You are an expert Python programmer. Below is an algorithmic problem description, the current list of thoughts
(which contains bugs), the current code implementation, and the feedback from running the code.
{Problem Description}
{Key Points with Bugs}
{Current Code Implementation}
{Bug Analysis}
Please analyze and generate 1-2 new thoughts to correct the approach.
**Format Requirements:**
1. Output ONLY a JSON-parsable list of dictionaries
2. Each dictionary must use ’Thought-i’ as key (i continues from previous sequence)
3. Each value should concisely state one algorithmic insight.
3. New thoughts can correct the previous buggy thoughts.
[
{"Thought-4": "Using depth-first search for tree traversal"},
{"Thought-5": "Handling leaf nodes with null checks"},
]

Table 12: Prompt for Key Points Refinement.

Prompt for Pseudocode Backtranslation

You are an expert Python programmer. Below is an algorithmic question (problem specification) along with the
current implementation for solving the problem.
{Problem Description}
{Current Code Implementation}
Your task is to generate **pseudocode** for this code in LaTeX format using the algorithm2e package.
This pseudocode should provide the high-level logic of the code. Format it as LaTeX pseudocode that captures the
main steps and logic of the code.

Table 13: Prompt for Pseudocode Backtranslation.

Prompt for Pseudocode Refinement

You are an expert Python programmer. Below is an algorithmic problem description, the current pseudocode of
the solution (which contains bugs), the current code implementation, and the feedback from running the code.
{Problem Description}
{Pseudocode with Bugs}
{Current Code Implementation}
{Bug Analysis}
Please rethink the approach and generate a new, corrected pseudocode for solving the problem referring to the bug
explanation for this buggy pseudocode.
This new pseudocode should address the issues in the previous pseudocode, focus on outlining the corrected steps
needed to solve the problem, and avoid the errors found in the previous pseudocode."

Table 14: Prompt for Pseudocode Refinement.
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