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Abstract

High-quality datasets are essential for build-
ing effective task-oriented dialogue (TOD) sys-
tems. The existing TOD datasets often present
overly simplified interactions, where users in-
crementally express straightforward requests
that can be managed with basic slot-value style
dialogue states, such as “hotel-area = east.”
However, this approach does not reflect real-
life scenarios in which users may express com-
plex constraints and preferences. To address
this gap, in this paper, we propose SQLWOZ,
a novel TOD dataset designed to capture com-
plex, real-world user requirements. The user
requirements in SQLWOZ include the four cat-
egories: 1) multiple values for a slot, 2) ex-
cluded values within a slot, 3) preferred or pri-
oritized values, and 4) conditional values based
on other conditions. We utilize SQL statements
as a formalized and expressive representation
of dialogue states within SQLWOZ. To evalu-
ate the dataset, we adapt large language mod-
els as dialogue agents and conduct extensive
experiments on the SQL-based dialogue state
tracking, dialogue response generation, and
end-to-end TOD tasks. The experimental re-
sults demonstrate the complexity and quality of
SQLWOZ, establishing it as a new benchmark
for advancing TOD research. !

1 Introduction

Task-oriented dialogue (TOD) systems play a piv-
otal role in enabling seamless interactions between
users and automated agents (Zhang et al., 2024),
facilitating goal-oriented tasks across a wide spec-
trum of real-world applications, such as travel guid-
ance, restaurant accommodation, and customer sup-
port (Budzianowski et al., 2018; Quan et al., 2020).
These systems have garnered significant attention
from both the research community and industry
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{ep I’'m looking for a restaurant in the
L4 center or east part of the town.

saL |i SELECT * FROM Restaurant WHERE
{ area='center' OR area='east'

Domain: Restaurant |
area = center or east |

There are many restaurants meeting the \_,°=
requirements. What price do you prefer?

{op If it’s in the center, I’d like it to be moderate or
cheap, but if it’s in the east, any price is okay.

{ area=east

Domain: Restaurant |
area = center - price = moderate or cheap |
—> price = any |

i‘ SELECT * FROM Restaurant WHERE i
SQL |i (area='center' AND (price='moderate' |
| OR price='cheap')) OR area='east'

’ !9V°_l
{ I recommend a restaurant called... L =

Figure 1: A dialogue example to illustrate the complex
user requirements and the SQL-style dialogue state. The
user specifies multiple values and conditional require-
ments in the first and second turns, respectively. REQ is
an intuitive representation of user requirements.

due to their potential to streamline user interac-
tions, improve accessibility, and enhance user sat-
isfaction in service-oriented applications (Stacey
et al., 2024). Recently, rapid progress in this field
has been driven by the remarkable success of pre-
trained large language models (OpenAl et al., 2024;
Touvron et al., 2023), which have introduced new
capabilities for understanding and generating natu-
ral language in TOD contexts (Xu et al., 2024b).
As the core of traditional TOD systems, the
dialogue state tracking (DST) module is respon-
sible for extracting and managing user require-
ments (Wu et al., 2019). Typically, DST mod-
els represent user requirements as a set of slot-
value pairs (e.g., “hotel-area = east”), known as
the dialogue state (Bebensee and Lee, 2023). This
dialogue state then serves as a query parameter
for retrieving relevant information from backend
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databases (Kim et al., 2023). Then the dialogue
context, state, and retrieved data collectively in-
form the dialogue policy module, which deter-
mines the system’s structured response (Peng et al.,
2018). Finally, the natural language generation
module transforms this structured response into a
user-friendly, natural language output (Wang et al.,
2020).

However, the conventional slot-value dialogue
state representations fall short in capturing the in-
tricacies of real-world user requirements. Real-life
conversations often involve complex expressions
of intent and constraints that cannot be adequately
represented by a simple slot-value structure (Xu
et al., 2024a). For instance, users may specify
multiple desired values for a single slot, exclude
certain values, or express preferences or priorities
among some values. Users may also conditionally
adjust their requirements based on the satisfaction
of previous demands. As shown in Figure 1, these
complex requirements frequently emerge in real-
life dialogues. In the first turn, the user specifies
multiple acceptable values within the same slot, in-
dicating a requirement for a restaurant in either the
“center” or “east” part of town. In the second turn,
the user introduces a more complex conditional re-
quirement that the desired price range depends on
the location of the restaurant. Such complex real-
life requirements cannot be adequately captured
by traditional slot-value dialogue state tracking ap-
proaches, underscoring the urgent need for more
robust task-oriented dialogue datasets and model-
ing approaches.

To address these limitations, we propose SQL-
WOZ, a novel TOD dataset specifically designed to
capture the complex user requirements observed in
real-world interactions. SQLWOZ represents user
requirements using SQL-based dialogue state rep-
resentations, offering a more expressive, structured
format capable of accommodating various sophis-
ticated user constraints. The user requirements in
SQLWOZ are categorized into four types: (1) mul-
tiple values for a slot, (2) excluded values within
a slot, (3) prioritized or preferred values, and (4)
conditional values depending on the satisfaction of
other conditions. These slot types are theoretically
complete to represent arbitrary user intent (Boole,
1854). For dataset construction, SQLWOZ builds
upon the domain ontology of the widely used TOD
dataset MultiwOZ (Eric et al., 2020), while real-
istic dialogue interactions are primarily generated
using powerful large language models (e.g., GPT-

40 (OpenAl et al., 2024)). Specifically, a heuristic
user goal generator is employed to create random-
ized yet sufficiently complex user goals, which are
then used by two LLLM agents to generate the full
dialogue flow between user and system, along with
SQL-style dialogue states. Finally, a validation step
ensures quality control by filtering out unsuccess-
ful or low-quality dialogues, ensuring the dataset’s
overall robustness and reliability.

Given that traditional task-oriented dialogue
systems struggle to handle the complex user re-
quirements presented in SQLWOZ, we implement
strong baselines by fine-tuning various large lan-
guage models, such as FlanT5 (Chung et al., 2024)
and Llama (Meta, 2024)), to serve as capable di-
alogue agents. We establish various SQL-based
TOD benchmarks, including dialogue state track-
ing, dialogue response generation, and end-to-end
TOD tasks. Extensive experimental results high-
light the complexity and high quality of SQLWOZ,
positioning it as a challenging new benchmark for
advancing the capabilities of task-oriented dialogue
systems in managing sophisticated user require-
ments across diverse application domains.

2 Related Work

2.1 Task-Oriented Dialogue Datasets

Traditional task-oriented dialogue (TOD) datasets
are generally categorized into two types based
on their data generation methods: Machine-to-
Machine (M2M) and Wizard-of-Oz (WQOZ). In the
M2M paradigm, dialogue skeletons are first gener-
ated using rule-based user and system simulators,
and then the dialogue skeletons are expanded to
natural languages by crowd workers (Shah et al.,
2018). A notable example is the Schema-Guided
Dialogue (SGD) dataset (Rastogi et al., 2020),
which includes comprehensive schemas tailored
for diverse task domains.

The WOZ approach, on the other hand, in-
volves human crowd workers directly generating di-
alogues by role-playing as users and systems (Kel-
ley, 1984). This framework was first applied in
TOD research by Wen et al. (2017) with the WOZ
dataset and has since inspired the creation of nu-
merous datasets, including FRAMES (Asri et al.,
2017), KVRET (Eric et al., 2017), MultiWOZ se-
ries (Budzianowski et al., 2018; Eric et al., 2020),
ABCD (Chen et al., 2021), STAR (Mosig et al.,
2020), CrossWOZ (Zhu et al., 2020), and Ri-
SAWOZ (Quan et al., 2020). These datasets have
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Area Multiple ~ center, east - Agent:
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area='center' OR area='east'’
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- Mentioned Venues: Cotto
Venues & SQL Check: Pass

Request Attributes: address, phone
Mentioned Attributes: {"address": ...}
Attributes Check: Pass

Dialogue Validation: Valid\/

Figure 2: The overall construction pipeline for the SQLWOZ dataset.

significantly advanced TOD research by providing
rich and varied conversational data.

2.2 Data Generation with LLMs

The rapid advancements in large language mod-
els (LLMs) have introduced new methodologies
for dataset construction. For instance, Jin et al.
(2024) utilized GPT-4 to construct DailyPersuasion,
a multi-domain persuasive dialogue dataset. Yang
et al. (2024) demonstrated the potential of combin-
ing outputs from strong and weak LL.Ms to gener-
ate diverse text-to-SQL datasets. Similarly, Abol-
ghasemi et al. (2024) employed LLMs to create
satisfaction-focused counterfactual dialogues, en-
hancing the balance of user satisfaction datasets. In
the context of TOD, datasets like LUAS (Niu et al.,
2024) leverage GPT-4 for dialogue state tracking
tasks, while Ulmer et al. (2024) utilized self-play
techniques with LLMs simulating different roles in
dialogues to develop more dynamic data collection
frameworks. Liu et al. (2024) proposed an auto-
mated pipeline to construct TOAD, a TOD dataset
with diverse response styles. These approaches il-
lustrate the growing reliance on LLMs to address
limitations in traditional data collection methods,
offering scalable and adaptable solutions for gener-
ating complex and nuanced dialogue datasets.

3 Dataset Construction

The construction of the SQLWOZ dataset follows
a systematic pipeline comprising three key stages:
Goal Generation, Dialogue Generation, and Dia-
logue Validation. The overall construction process
is illustrated in Figure 2 and is detailed below.

3.1 Goal Generation

The first stage in constructing SQLWOZ involves
designing sufficiently complex user goals. These
goals are based on the ontology of the MultiwOZ
dataset (Eric et al., 2020), which encompasses five
domains and 13 slots within a travel guidance sce-
nario. MultiWwOZ primarily addresses tasks such
as assisting users in finding and booking specific
venues, such as restaurants or hotels. Each domain
includes multiple slots, such as area and food in
the restaurant domain or price and stars in the hotel
domain. However, the user goals in MultiWOZ are
relatively simple, with each slot being assigned at
most one value.

In contrast, SQLWOZ introduces realistic and
complex user goals, categorizing slots into four
advanced types according the values: Multiple,
Excluded, Preferred, and Conditional, alongside
the original Single type from MultiWOZ. These
complex slot types better reflect real-world con-
versational needs and significantly enhance the
dataset’s expressiveness and challenge level. In
propositional logic, these slot types are functional
complete to represent any possible user intent (Post,
1921). The detailed illustration is in the Appendix.
The slot types are further detailed as followsl

* Multiple: Allowing multiple acceptable val-
ues for a slot, e.g., a user requesting a restau-
rant in either the center or east part of town.

* Excluded: Specifying values that are unac-
ceptable, e.g., a user seeking a hotel that is not
expensive.

* Preferred: Indicating a preference or prior-
ity among values, e.g., a user preferring Thai
food but accepting Vietnamese food if Thai is
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unavailable.

* Conditional: Representing dependencies be-
tween slots, either within the same domain
or across domains, e.g., “If the hotel is in the
center, it should be moderately priced; if in
the north, it should be expensive.”

To generate these complex user goals, the Goal
Generation stage involves three main steps: slot &
type generation, value generation, and textual goal
generation.

Slot and Type Generation. The first step in gen-
erating a user goal involves randomly selecting the
relevant domains and associated slots. A goal can
involve between one and three domains. For multi-
domain goals, the selected domains are typically
related, with examples including combinations like
restaurant and attraction, or hotel, restaurant, and
taxi. Each slot in a user goal is assigned a type - Sin-
gle, Multiple, Excluded, Preferred, or Conditional
- according to predefined probabilities specific to
each slot. For slots assigned a type other than Sin-
gle, sub-types are defined and further probabilisti-
cally determined. For example, slots categorized
under the Multiple or Excluded types have varia-
tions in the number of candidate or excluded values
that can be specified. Additionally, the Preferred
and Conditional types are higher-order categories
that may encompass Single, Multiple, or Excluded
types as sub-categories.

Value Generation. Once the slot types are deter-
mined, specific values are sampled for each slot.
For slots that have inherent adjacency or linear rela-
tionships, such as area, price, or stars, the sampled
values are selected in a way that preserves these
natural relationships. For instance, the values for
the area slot might include “center and east,” but
not “north and south,” as the latter pair would likely
contradict a user’s geographical preferences. The
result of the value generation step is a structured
goal representation where each slot is associated
with a type and its corresponding values.

Textual Goal Generation. To enhance the acces-
sibility of user goals for both human and language
models, textual representations of each goal are
generated. For each sub-type of every slot, three
distinct language templates are created, ensuring a
diverse set of linguistic expressions in the dataset.
This variation in phrasing not only enriches the
dataset but also ensures that the goals reflect natu-

ral, real-world conversational patterns. Any dupli-
cate goals are filtered out to maintain uniqueness,
resulting in a robust and varied set of complex user
goals for SQLWOZ. Example structural and textual
representations of these user goals are provided in
the Appendix.

3.2 Dialogue Generation

After defining user goals, realistic dialogues are
generated using large language models (e.g., GPT-
40 (OpenAl et al., 2024)). Two separate models
simulate the roles of the user and the dialogue
agent, respectively. The dialogue agent interacts
with backend APIs to retrieve information or make
reservations. The dialogue generation process con-
sists of three main components: API interfaces, the
dialogue agent, and the user simulator.

API Interfaces. SQLWOZ introduces complex
user goals where slots may have diverse value for-
mats, making traditional slot-value-based dialogue
state tracking methods insufficient. Instead, SQL-
WOZ employs SQL statements for dialogue state
tracking due to their expressive power. In our ex-
periments, all query APIs accept SQL statements
as input and return results in the form of Mark-
down tables. When an invalid SQL statement is
provided or an error occurs during the query, the
system returns a human-readable error message in-
stead of halting the dialogue process. This enables
the language model to handle the error gracefully
and continue the interaction effectively.

Dialogue Agent. The dialogue agent is imple-
mented using the OpenAl GPT-40 API, equipped
with a carefully crafted prompt. This prompt in-
cludes three key components: the task scenario
introduction, API descriptions, and dialogue pol-
icy instructions. The task scenario introduction
outlines the overarching task and domain infor-
mation, establishing the context for the dialogue.
The API descriptions, formatted following Ope-
nAI’s function definition conventions, detail the
names, parameters, and value constraints of the
available APIs. Finally, the dialogue policy in-
structions guide the agent’s behavior, specifying
when to invoke APIs and how to respond to the
user. For complex user requirements, the agent can
autonomously construct intricate SQL statements
or make multiple simpler queries as needed. For
straightforward user inputs, such as greetings or
confirmations, the agent generates responses di-
rectly without calling APIs. The prompt for the
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dialogue agent is presented in the Appendix.

User Simulator. The user simulator, also based
on the GPT-40 language model, operates with the
textual user goal embedded in its prompt. Its pri-
mary objective is to achieve the specified goal
through interactions with the dialogue agent. The
simulator is encouraged to articulate complex re-
quirements dynamically and adaptively. It gener-
ates the initial utterance to start the dialogue and,
once it believes all defined goals have been met,
it outputs a predefined signal to indicate the end
of the conversation. Additionally, if the agent mis-
understands the user’s intent or makes errors, the
simulator is instructed to inform the agent to make
corrections. The generation temperature for both
the dialogue agent and the user simulator is set
to 0.6, fostering a balance between diversity and
coherence in the generated dialogue. The prompt
for the user simulator is also presented in the Ap-
pendix.

3.3 Dialogue Validation

To ensure the quality and reliability of the collected
dialogues, we implement a rigorous validation pro-
cedure to filter out unsuccessful or unqualified sam-
ples. The first step is to confirm that each dia-
logue successfully fulfills its corresponding user
goal. Since a given user goal can be satisfied by
various possible SQL representations, success is
determined based on the entities retrieved by the
user goal. Specifically, for each user goal, we iden-
tify all the candidate venues that meet the speci-
fied requirements and check that at least one of
these venues is explicitly mentioned within the di-
alogue utterances. This ensures that the dialogue
ultimately fulfills the user’s intent, even if some
constraints were not fully articulated by the user
throughout the conversation. The SQL statements
in the API calling log are also inspected to ensure
that they do not contain uncorrected mistakes or
misunderstandings. Moreover, the requested at-
tributes of the chosen venue and the reservation
needs must also be satisfied. Dialogues failing
these criteria are discarded. Additionally, we ex-
clude dialogues containing fewer than 3 pairs of
user—agent utterances, as well as those containing
more than 3 consecutive repetitions of the same
API call or identical utterances. Notably, dialogues
where incorrect API calls are made but are fol-
lowed by valid error messages are retained. These
instances are valuable for improving the robustness

of downstream models, as they reflect real-world
scenarios where errors may occur, but the system
responds gracefully. A complete validation exam-
ple is presented in the Appendix.

4 Dataset Analysis

4.1 Overall Statistics

The SQLWOZ dataset contains 22,955 dialogues
with a total of 294,214 turns, averaging 12.8 turns
per dialogue. It spans 5 domains, includes 30 slots,
and supports 8 backend APIs (4 SQL query APIs
and 4 booking APIs). SQLWOZ includes 3,606
single-domain dialogues (15.7%) and 19,349 multi-
domain dialogues (84.3%). Each dialogue covers
2.0 domains and 5.3 slots on average. These di-
alogues are divided into training, validation, and
test sets with a ratio of 8:1:1, resulting in 18,365,
2,295, and 2,295 dialogues for each set, respec-
tively. Notably, SQLWOZ is generated entirely
through an automatic pipeline, enabling scalability
in both dataset size and domain coverage. A de-
tailed comparison of SQLWOZ and previous TOD
datasets are presented in the Appendix.

Unlike earlier TOD datasets, SQLWOZ does not
require a backend interaction for every turn. In
total, SQLWOZ includes 96,048 API calls, aver-
aging 4.2 calls per dialogue (2.9 SQL queries and
1.3 booking requests). Among all dialogue turns,
39.7% involve no backend API calls, 55.6% involve
a single call, and 4.7% involve two or more calls.
This API calling design greatly improves the effi-
ciency of backend interaction in TOD systems. At
the same time, SQLWOZ incorporates sufficiently
complex task goals that cannot be completed with
a single SQL query, enhancing its challenge and
realism.

4.2 Slot Type Distribution

Table 1 illustrates the distribution of slots and di-
alogue turns on different slot types in SQLWOZ.
At the user goal slot level, the overall proportion
of complex slots is 47.9% in all the dialogue goals.
It’s worth noting that the ratio can be controlled in
the data generation process and we set this ratio
to mirror realistic scenarios, as ratio of complex
intents in real life would not be extremely high.
At the dialogue turn level, we can see that 74.3%
of the dialogue turns with SQL statements involve
complex slot types, indicating the high proportion
of complex user requirements in the dialogues and
the high challenge of SQLWOZ. At the dialogue
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Slot Type #Slot Ratio #Turn Ratio Statistics about User Utterances & SQLs Ratio
Single 63,027 52.1% 35,880 58.4% Goal Values Expressed in User Utterances 67.8%
Multiple 15,536 12.8% 17,262 28.1% Composite Values Expressed Simultaneously  48.0%
Excluded 12444 10.3% 13,646  22.2% Goal Values Expressed in SQLs 66.5%
Preferred 14,986 12.4% 14,227 23.2% . .
Conditional 15012 124% 11214  18.3% Values in User Utterances Expressed in SQLs  89.1%
’ '0 ’ g Value Overlap of User Utter. and SQLs Pairs  91.7%
- single domain 11,730  9.7% 8031 13.1%
-crossdomain 3,282 2.7% 3,183  5.2% Table 2: Statistics about quality of user utterances and
Complex Total 57,978 47.9% 45,600 74.3% SQLs, measuring the coverage of goal values in user

Table 1: The distribution of slots and dialogue turns on
different slot types in SQLWOZ. Only the turns with
SQL statements are considered. “Complex” represents
all slot types except “Single”. The “Conditional” type
is further divided into single-domain and cross-domain
sub-types.

level, there are 93.5% (21,467) complex dialogues
that are associated with at least one complex slot.

4.3 Quality of User Utterances and SQLs

Beyond the validation of the agent responses during
data construction to ensure that the recommended
venues satisfy user goals, we also assess the quality
of user utterances and SQL statements, as both are
pivotal to express complex user requirements and
issuing accurate queries. The validation statistics
are presented in Table 2.

For user utterances, we first measure the ratio
of user goals that are actually expressed by the user.
Concretely, we extract all the slot value words from
each dialogue’s user goal, and compute the propor-
tion that appear in the user’s utterances. Nearly
70% (67.8%) of the goal values are explicitly ex-
pressed in user utterances. Note that full cover-
age is not mandatory because the user simulator
terminates the dialogue once the system offers a
satisfactory venue. To examine the articulation of
complex goals, we focus on slots with composite
values (e.g., Multiple and Preferred types) and com-
pute the fraction whose complete set of values is
mentioned within a single utterance. Roughly half
of these slots (48.0%) are fully expressed at once,
reflecting the inherent complexity of the dialogues.
The language diversity validation is presented in
the Appendix.

For SQL statements, we perform a similar anal-
ysis. The ratio of goal values captured in the SQL
queries is 57.5%, comparable to the coverage in
user utterances. When we restrict attention to goal
values that the user explicitly mentions, their re-

utterances and the corresponding SQL statements.

alization in SQL rises sharply to 89.1%. Finally,
to further measure the consistency between user
utterances and SQLs, we calculate, for each turn,
the overlap between goal values indicated in the
utterance and those encoded in the corresponding
SQLs. The resulting overlap of 91.7% demonstrat-
ing the strong alignment between user expressions
and SQL queries within SQLWOZ.

S Experiments

Given that SQLWOZ adopts a realistic and complex
dialogue state representation, traditional slot-value-
based dialogue state tracking and task-oriented dia-
logue models are insufficient to effectively capture
the intricacies of user requirements. Consequently,
we utilize the SQLWOZ dataset to train novel SQL-
based task-oriented dialogue agents capable of au-
tonomously generating SQL queries and response
utterances according to user inputs. The dialogue
agents are based on LLMs of varying sizes, in-
cluding smaller models such as GPT-2 (Radford
et al., 2018) and FlanT5 (Chung et al., 2024), as
well as larger models like Llama 3.2 and 3.3 (Meta,
2025), Qwen 3 (Yang et al., 2025), and DeepSeek-
V3 (DeepSeek-Al et al., 2025).

5.1 SQL-based Dialogue State Tracking

We establish a benchmark for SQL-based dialogue
state tracking, where dialogue agents are provided
with dialogue history and are asked to perform API
calls according to the current user input. The agents
must determine autonomously whether and how to
invoke external APIs, with the flexibility to make
zero, one, or multiple API calls. For evaluation, we
compare the generated API calls with the ground
truth in SQLWOZ, which includes the number of
API calls, the API names, and the parameters. For
APIs that involve SQL statements as query param-
eters, the evaluation is based on the retrieved result
sets. Two SQL statements are considered identical
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Full-Shot

Few-Shot (10%)

Few-Shot (1%)

Model (Size)
AIlIAPI SQL Others AIlLAPI SQL Others AIIAPI SQL Others
GPT-2 (124M) 51.16 44.82 7041 30.25 25.86 62.48 16.15 12.75 38.56
FlanT5 (770M) 53.00 4550 7198 3925 3436 68.84 28.37  20.77 53.46
Llama 3.2 (1B) 55.16 4733 74.00 4825 3721 171.19 40.59 2259 56.71
Llama 3.2 3B) 57.14 50.65 77.35 5493 4371 72.75 4592 2752 59.55
Qwen 3 (8B) 59.08 52.57 78.04 5711 50.01 71.31 48.23 31.81 60.00

Table 3: Evaluation results for the SQL-based dialogue-state-tracking task. Metrics reported for all API calls (All
API) are further broken down into SQL API calls (SQL) and all other calls (Others). Two SQL statements are

treated as equivalent when they return identical result sets.

imilari i i Model Back M21 M22 L YA
Model (Size) Similarity Diversity ode ackbone SQLWO
BLEU ROUGH SE CE SimpleTOD  DistilGPT-2  56.45 - 5.13
GPT-2 (124M) 2512 3265 7.3 271 SPACE-3 — UnilM 57505750 635
TOATOD T5-base 5497 63.79 6.08
FlanT5 (770M) 28.47 4380 7.60 290 SQLWOZ  Llama IB 5607 64.30 55.16
Llama (1B) 31.82 5494  8.06 3.09 ‘ : :
Llama (3B) 37.05 60.19 826 3.15 e .
Qwen 3 (8B) 3971 63.35 840 3.25 Table 5: Dialogue state tracking performance compar-

Table 4: Response generation quality evaluation results,
with similarity measured by BLEU and ROUGE-L, and
diversity assessed using Shannon Entropy (SE) and Con-
ditional bigram Entropy (CE).

if their resulting datasets match.

The results are presented in Table 3. Besides
full-shot training, we also evaluate the agents under
few-shot settings using 10% and 1% of the training
data. To clearly investigate the ability of the models
to generate correct SQLs, we further reported the
performance solely on the SQL APIs and the other
APIs. The ratio of SQL and other APIs is about 7:3.
As the results show, for all the evaluated agents, the
performance on SQL APIs is much lower than the
others, indicating the importance and challenge of
SQL statements in SQLWOZ.

5.2 Dialogue Response Generation

We evaluate the ability of the dialogue agents to
generate proper response utterances. The agents
are provided with the dialogue history and the cur-
rent user utterance and API calls to inform the
generation of their responses. The metrics are cho-
sen from two perspectives: for sentence similarity,
we utilize the BLEU (Papineni et al., 2002) and
ROUGE-L (Lin and Hovy, 2002) metrics, and for
linguistic diversity, we employ Shannon Entropy
(SE) and Conditional bigram Entropy (CE) (Xu
et al., 2024b). The evaluation results are depicted
in Table 4. We can see that larger models consis-

ison on traditional TOD datasets (MultiwOZ 2.1, 2.2)
and our proposed SQLWOZ. SQLWOZ is converted
into the single slot-value style for adapting the tradi-
tional DST methods.

tently outperform smaller ones. GPT-2 achieves a
BLEU score of 25.12 while the largest Qwen 3 ob-
tains 39.71. In terms of linguistic diversity, smaller
models like GPT-2 show lower Shannon Entropy
and Conditional Bigram Entropy, while larger mod-
els, particularly Qwen 3, demonstrate higher en-
tropy values, indicating greater diversity in their
responses. These results underline the advantages
of larger models in both generating accurate and
diverse responses.

5.3 Comparison with Traditional TOD
Methods and Datasets

To illustrate both the value and the challenge
of SQLWOZ, we compare it with the widely
used MultiwOZ 2.1 and 2.2 benchmarks (Eric
et al., 2020; Zang et al., 2020). We evaluate
three representative dialogue-state-tracking (DST)
models—SimpleTOD (Hosseini-Asl et al., 2020),
SPACE-3 (He et al., 2022), and TOATOD (Bang
et al., 2023). Although they rely on different archi-
tectures, all three assume the traditional slot-value
dialogue-state representation. Accordingly, we con-
vert SQLWOZ to the slot-value style for these mod-
els by discarding the additional values contained in
its complex slots. The results, shown in Table 5, re-
veal a clear pattern: while the three models achieve
competitive accuracy on MultiWOZ 2.1/2.2, their
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Model (Size) Full-Shot Zero-Shot (Hotel)

Inform Success Book Comb Inform Success Book Comb
GPT-2 (124M) 31.79 2445 25.64 2842 9.19 6.81 4.09 7.32
FlanT5 (124M) 43.30 39.20 40.12 4148 21.80 18.25 13.75 18.90
Llama 3.2 (1B) 54.97 52.83 53.01 5394 32.20 2829 2242 28.78
Llama 3.2 (3B) 57.58 55.56 56.71 56.86 36.50 3245 2550 3274
Qwen 3 (8B) 59.28 58.05 5572 58.08 38.11 3395 26.79 34.24
Qwen 3 (235B-A22B)7 - - - - 34.17 28.33 16.19 28.22
Llama 3.3 (70B)f} - - - - 32.66 28.41 14.85 27.15
DeepSeek-V3 (671B-A37B)f - - - - 33.87 27.19 1455 27.37

Table 6: End-to-end task-oriented dialogue evaluation results. In the zero-shot setting, the first 5 models are trained
on the other domains and evaluated on the leaved hotel domain dialogues. The last three models with t are directly

evalauted on the hotel dialogues without any training.

performance drops sharply on SQLWOZ, highlight-
ing their inability to reason over the richer slot se-
mantics in our dataset. By contrast, our SQLWOZ
dialogue agent, achieves the best or comparable per-
formance across all datasets thanks to its explicit
modeling of complex user intents.

5.4 End-to-end Task-Oriented Dialogue

To assess the overall performance of dialogue
agents on the SQLWOZ dataset, we establish a
benchmark for the end-to-end task-oriented dia-
logue task. Dialogue evaluation needs to be as
similar as possible to real dialogue scenarios, thus,
we employ a dynamic simulator-based evaluation
framework, where the dialogue agent interacts with
a user simulator to fulfill user requirements, rather
than being provided with fixed user utterances from
the test set, which could disrupt the coherence of
the dialogue. The simulator-based framework en-
ables the dialogue agent to dynamically adjust its
strategies in response to user requests, and also al-
lows it to recover from potential errors made by
either the agent or the external APIs (Xu et al.,
2024b; Terragni et al., 2023).

Given the high cost and limited availability of the
OpenAl API, we train a user simulator to interact
with dialogue agents offline, which is based on the
Llama 3.2 3B model. We compare the performance
of this trained user simulator with the OpenAl API-
based user simulator used during the creation of
SQLWOZ, and the trained user simulator achieves
a comparable dialogue validity rate and language
diversity with the OpenAl version. The comparison
details are presented in the Appendix.

The trained user simulator is used to evaluate
the end-to-end dialogue capabilities of the dia-

logue agents. Besides the full-shot setting, we
also conduct a zero-shot experiment on the ho-
tel domain, where the smaller models (< 8B) are
adopted in a domain transfer setting with train-
ing on the other domains, while the larger models
are fully zero-shot testing. For evaluation met-
rics, we extend the dialogue validation process
from the dataset construction phase and adopt met-
rics from MultiwOZ (Eric et al., 2020) and Auto-
TOD (Xu et al., 2024b). Specifically, we use four
metrics: Inform, Success, Book, and Combine.
Inform measures whether the agent successfully
provides the desired venues according to the gen-
erated SQL statements. Success evaluates whether
the agent delivers all the required venue attributes
by inspecting the dialogue utterances. Book as-
sesses whether the agent correctly makes the reser-
vation. Combine is a composite metric defined as
Combine = 0.5-Inform+0.25 - (Success + Book).
The results are presented in Table 6. We can see
that the agent performance improves as model size
increases, both in the full-shot and zero-shot set-
tings. However, even for the largest model, Qwen
3 8B, the overall Combine performance in the full-
shot setting remains below 60, underscoring the
challenges posed by the SQLWOZ dataset and high-
lighting the significant potential for advancing com-
plex, realistic task-oriented dialogue systems.

6 Conclusion

In the paper, we propose SQLWOZ, a realistic task-
oriented dialogue dataset that addresses the limita-
tions of traditional slot-value based dialogue state
by using SQL-based dialogue state representation.
The experiments demonstrate SQLWOZ a robust
benchmark for advancing TOD research.
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7 Limitations

While SQLWOZ provides a significant step for-
ward in capturing complex, real-life user require-
ments for task-oriented dialogue (TOD) systems, it
has some limitations. Firstly, SQLWOZ introduces
a level of complexity in dialogue state represen-
tation that may present challenges for traditional
TOD models, limiting their ability to perform effec-
tively without extensive modifications. Secondly,
our SQL-based approach, while flexible and ex-
pressive, requires models with advanced parsing
capabilities to handle SQL structures, potentially
raising the barrier for deployment in low-resource
environments where such model capacities may
be limited. Additionally, SQLWOZ primarily fo-
cuses on English-language interactions, which may
restrict its applicability to multilingual or cultur-
ally diverse dialogue scenarios. Future work could
explore adapting SQLWOZ to other languages or
constructing language-agnostic representations that
could capture the same level of complexity across
diverse linguistic contexts. Lastly, although we es-
tablish strong baselines using large language mod-
els, further exploration is needed to assess SQL-
WOZ’s generalizability across a wider range of
model architectures and settings.
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A Dataset Example

An example dialogue and the corresponding user
goal are provided in Table 10. The user goal is rep-
resented in two forms: structural and textual. The
textual goal is used within the prompt of the user
simulator, while the structural goal is employed
for statistical and evaluation purposes. The table
illustrates dialogue from the restaurant domain, in-
volving two slots: “food” and ‘““area.” These slots
are assigned as “preferred” and “multiple” types,
respectively. In the first turn of the dialogue, the
user specifies their preference for the “food” slot,
indicating that “German” is the preferred food type,
with “British” as an acceptable alternative. The dia-
logue agent responds by conducting two retrievals,
querying restaurants that serve German or British
cuisines. This example highlights the complexity

and dynamic nature of the dialogue, which tradi-
tional TOD systems are unable to handle due to the
sophisticated constraints and multi-faceted interac-
tions.

B Completeness of Slot Types

The 4 complex slot types defined in SQLWOZ
(Multiple, Excluded, Preferred, and Conditional),
as well as the classical Single type, are function-
ally complete to cover and express all the possible
user intents. The theoretical support behind this is
the completeness of Boolean functions in logical
propositions (Boole, 1854).

Formally, understanding user intents in TOD sys-
tems means expressing user intents in the form of
formalized query conditions, which can be treated
as logical propositions. In the theory of logical
propositions, common logical connectives include
AND, OR, NOT, Implication, etc. Correspondingly,
in TOD scenarios, 1) the user’s requirements for
all the mentioned slots must be satisfied, which
is the AND relation; 2) the candidate values in
Multiple type slots form the OR relation; 3) the
Excluded type slots mean the NOT relation; and 4)
the Preferred and Conditional type slots mean the
Implication relation.

In propositional logic, the set of logical connec-
tives { AND, OR, NOT} is functionally complete,
meaning that any propositional formula can be ex-
pressed using only these three operations (Post,
1921). More complex connectives, such as Implica-
tion, can be defined in terms of AND, OR, and NOT.
In task-oriented dialogues, any simple or complex
user intents can be expressed with the three ba-
sic types: Single, Multiple, and Excluded. SQL-
WOZ explicitly adds the Preferred and Conditional
types to encode priority and condition constraints,
thereby increasing both the realism and the diffi-
culty of the benchmark while preserving logical
completeness. In summary, the slot-type inventory
of SQLWOZ is both theoretically sound and practi-
cally expressive, ensuring full coverage of user re-
quirements encountered in real-world task-oriented
dialogues.

C Comparsion of Different TOD Datasets

A detailed comparison of SQLWOZ and the other
7 existing task-oriented dialogue datasets is shown
in Table 7. The comparison covers multiple di-
mensions, including the basic numbers and data
diversity. SQLWOZ becomes the largest TOD
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Dataset WO0Z MultiwOZ SGD STAR CrossWOZ RiSAWOZ TOAD SQLWOZ
#Domains 1 5 16 13 5 12 11 5
#Dialogues 600 8,438 16,142 5,820 5,012 10,000 8,087 18,365

#Turns 4,472 115424 329,964 127,833 84,674 134,580 37,678 235,354

Avg. Turns/Dialog 7.5 13.7 20.4 21.71 16.9 13.5 114 12.8

Avg. Tokens/Turn  11.2 13.1 9.8 11.2 16.2 10.9 10.6 31.1
#Uni-grams 1,297 16,336 18,665 12,602 12,502 11,486 10,921 28,854
#Bi-grams 7,435 101,440 126,546 92,168 82,491 94,865 90,538 152,655
State Style Sv Sv Sv Sv Sv Sv Sv SQL

Table 7: Comparison of our SQLWOZ dataset to other existing task-oriented dialogue datasets. The numbers are
based on the respective training sets. In the last line, SV means Slot-Value style.

dataset with 18,365 dialogues, surpassing the previ-
ous largest SGD. And SQLWOZ is the only dataset
with SQL-style dialogue state expression.

D Distribution of Slot Type

The detailed distribution of slot types on each slot
is provided in Table 12. The assignment of specific
types to slots is determined based on real-world
usage and domain-specific considerations. For cer-
tain slots, such as “area” or “price,” all five types
are applicable. In contrast, for slots with only two
possible values, such as “hotel-type” (with “ho-
tel” and “guesthouse”™), or “parking” and “internet”
(with boolean “yes” and “no” values), multi-valued
or exclusive expressions are rarely used, so only the
“preferred” and “conditional” types are assigned.
Additionally, for slots like “name,” “departure,” or
“leave” (departure time), complex expressions are
typically unnecessary, so the “single” type is re-
tained for these slots, avoiding the imposition of
more complex types. Overall, the distribution of
slot types across the slots is varied, ensuring a high
level of diversity and complexity of the dataset.

E Dialogue Validation Details

Table 11 presents a representative example of a
complete dialogue validation procedure adopted in
SQLWOZ. Firstly, a ground truth reference SQL
statement is derived solely from the user goal. It
is used to retrieve the full set of candidate venues
that satisfy all stipulated constraints. Then, all
the generated SQL queries are extracted from the
API calling log of the dialogue history. The SQL
queries are analyzed, and the queried results of
the last most specific SQL statement are used to
compare with the candidate venues. Venue vali-
dation passes when these two sets intersect, and
the name of at least one shared venue is explicitly

mentioned in the dialogue. Secondly, if the user’s
goal also requests specific venue attributes, the cor-
responding attributes of the hit venues are checked
to see whether they appear in the dialogue text. At-
tribute validation passes if and only if there is at
least one venue where all the requested attributes
appear in the dialogue. If there is a booking task in
the user goal, the booking parameters are checked
for the booking validation. Thirdly, an additional
validation is conducted to ensure the dialogue is
successful and quality, where 1) there are at least 3
pairs of user-agent utterances in the dialogue and
2) there are no more than 3 consecutive repetitions
of the same API call. Overall, a dialogue is con-
sidered valid and retained in SQLWOZ only when
it passes all the venue, attribute (or booking), and
additional validations.

F SQL-based Dialogue State Tracking
Details

Table 8 presents the scores of a futher SQL-based
dialogue state tracking evaluation. Two types of in-
put dialogue history representations are considered:
“Utter+API” which includes both dialogue utter-
ances and API call history, and “Utter Only” which
only includes utterances to reduce context length.
As shown in the table, performance improves sig-
nificantly with increasing model size. Additionally,
the inclusion of API call history (“Utter+API”) con-
sistently outperforms the “Utter Only” condition
across all experimental settings, highlighting the
importance of incorporating historical API calls.
Although the few-shot settings show lower perfor-
mance compared to full-shot training, they still
demonstrate considerable potential.
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Full-Shot

Few-Shot (10%)

Few-Shot (1%)

Model (Size)
Utter+API Utter Only Utter+API Utter Only Utter+API Utter Only
GPT-2 (124M) 52.72 51.16 34.41 30.25 22.43 16.15
FlanT5 (770M) 58.80 53.00 46.60 39.25 37.65 28.37
Llama 3.2 (1B) 65.59 55.16 58.82 48.25 52.86 40.59
Llama 3.2 (3B) 68.50 57.14 65.96 54.93 56.41 45.92
Qwen 3 (8B) 69.97 59.08 68.35 57.11 60.21 48.23

Table 8: Evaluation results of the SQL-based dialogue state tracking task. “Utter+API” refers to the full dialogue
context, where both history utterances and API calls are provided as input to the agent. “Utter Only” refers to a
setting where only the history utterances are provided. For query API calls, SQL statements are considered identical

if their resulting datasets match.

User Agent Valid Rate SE CE
GPT-40 GPT-4o 92.4% 7.61 3.13
Llama 3B GPT-40 88.7% 7.11 2.89

Table 9: Comparison between the two user simulators.
GPT-40 means zero-shot user simulator/agent based
on the OpenAl GPT-40 model to create the SQLWOZ
dataset. Llama 3B means the trained user simulator by
the training set of SQLWOZ based on the Llama 3.2
3B model. The scores are reported on the test set of
SQLWOZ.

G The Trained User Simulator

In the end-to-end dialogue evaluation, we train a
user simulator to interact with dialogue agents of-
fline, in order to avoid the high cost and limited
availability of the OpenAl API implementation.
The simulator is based on the Llama 3.2 3B model
and is trained using dialogues from the SQLWOZ
training set. We compare the performance of this
trained user simulator with the OpenAl API-based
user simulator used during the construction of SQL-
WOZ. The results, summarized in Table 9, evaluate
two key aspects: the validity of the generated dia-
logues and the linguistic diversity of the generated
utterances. As shown in the table, the trained user
simulator achieves a comparable dialogue validity
rate (88.7% vs. 92.4%) and language diversity to
the OpenAl API-based simulator, demonstrating
that the trained user simulator is an effective offline
alternative to the OpenAl API-based approach.

H The Prompt for the Dialogue Agent

In this section, we present the prompts used by the
dialogue agent to construct the SQLWOZ dataset.
The dialogue agent is based on the OpenAl GPT-
40 model and operates in function-calling mode.

The prompt is detailed in Table 13. It begins by
outlining the task scenario and the basic action
principles, followed by a description of the five
domains and a brief overview of the corresponding
APIs. Lastly, we provide the generation guidelines
for the agent, specifying key instructions regarding
the required form of the generated SQL statements
and the desired response style.

The APIs used in SQLWOZ are described in
detail in separate sections. There are a total of 8
APIs, consisting of 4 querying APIs and 4 booking
APIs. An example of a querying restaurant API
is shown in Table 14. The API definitions follow
OpenAl’s format requirements. Since SQL state-
ments serve as the dialogue state representation,
the query API has a single parameter, “sql”, which
accepts a SQL statement string. The description of
the query API is slightly longer to provide more
details on the available slots, which correspond
to the database table columns, for the SQL state-
ments. Moreover, Table 15 presents an example
of a booking restaurant API, which outlines the
slot and value requirements for making a restaurant
booking.

I The Prompt for the User Simulator

The prompt for the user simulator is presented in
Table 16. It begins by describing the overall task
and the basic principles behind the user simula-
tor. The user goal across all involved domains,
is then outlined. This section will be substituted
with specific textual goals during the task execu-
tion. Finally, the prompt provides guidelines for
the user simulator, including the definition of start-
ing and ending signals, the requirement to express
all given goals clearly, and the specification of the
language style. In our experiments, we encourage
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the user simulator to employ slightly more com-
plex expressions to ensure the dataset’s difficulty
is appropriate.

J Contribution Points

The main contributions of the paper are as follows:

* We point out the problem that the traditional
simple slot-value dialogue state representa-
tion is not powerful enough to modeling the
complex real world user requirements.

* We construct a new TOD dataset SQLWOZ
that modeling complex user requirements via
SQL statements.

* We model the complex user requirements
with four slot types: Multiple, Excluded,
Preferred and Conditional, which has been
demonstrated to effectively capture the major-
ity of realistic dialogue scenarios.

* We establish comprehensive benchmark ex-
periments on the SQLWOZ dataset by adapt-
ing strong LLMs for key TOD tasks, demon-
strating the complexity of SQLWOZ and its
effectiveness as a challenging benchmark for
future TOD research.
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You are planning your trip in Cambridge.

You are looking for a restaurant.

e The restaurant should provide German food primarily, but British food is also acceptable if German food is not
offered.

o The restaurant should be in the centre or west of the town.

Once you find the restaurant you want to book a table for 3 people at 16:15 on Wednesday.

Make sure you get the reference number.

Goal | {
'restaurant’': {
"info': {
'food': {'type': 'preferred', 'value': 'german >> british'},
‘area': {'type': 'multiple', 'value': 'center || west'},
3
'book': {'day': 'wednesday', 'people': 3, 'time': '16:15'},
}
}
User | Hi there! I'm on the hunt for a restaurant in Cambridge that serves German cuisine. If there are no German options,
I’m open to British food too. Can you help me out?
Call Function: find_restaurant
SQL Statement: SELECT * FROM restaurant WHERE food = ’german’
Result: No results found.
Call Function: find_restaurant
SQL Statement: SELECT * FROM restaurant WHERE food = ’british’
Result:
Asgent | name | area | food | price | address | phone | postcode |
g | midsummer house restaurant | centre | british | expensive | Midsummer Common | ©1223369...
| the cambridge chop house | centre | british | expensive | 1 Kings Parade | 01223359506 ...
| graffiti | west | british | expensive | Hotel Felix Whitehouse Lane Huntingdon Road | 0@...
Total 11 items found.
Response: There are several British restaurants in Cambridge. To narrow it down, how about considering the area or
price range you're interested in?
User \ I’m looking for a place that’s either in the center or the west part of town. Can you find something in those areas?
Call Function: find_restaurant
SQL Statement: SELECT * FROM restaurant WHERE food = ’british’ AND (area = ’centre’ OR area =
‘west’)
Result:
| name | area | food | price | address | phone | postcode |
| midsummer house restaurant | centre | british | expensive | Midsummer Common | ©1223369299...
Agent | the cambridge chop house | centre | british | expensive | 1 Kings Parade | 01223359506 |...
| graffiti | west | british | expensive | Hotel Felix Whitehouse Lane Huntingdon Road | 01...
Total 10 items found.
Response: In the center of Cambridge, you have the Midsummer House Restaurant and The Cambridge Chop House,
both known for their British cuisine and considered expensive. In the west, there’s Graffiti, also offering British food
at an expensive price. Would you like to make a reservation at any of these places?
User | Let’s go with The Cambridge Chop House in the center. Could you book a table for three people on Wednesday at
16:15? Please make sure to get the reference number for me.
Call Function: book_restaurant
Arguments: {’day’: ’wednesday’, ’name’: ’the cambridge chop house’, ’people’: 3, ’time’:
"16:157}
Agent Result: Booking successful. The reference number is GPF3ZOAL.
Response: Your table for three at The Cambridge Chop House on Wednesday at 16:15 is successfully booked. The
reference number for your reservation is GPF3ZOAL. Enjoy your meal!
User | Great, thank you so much for your help!
Agent \ Response: You’re welcome! If you need any more assistance, feel free to ask. Enjoy your dining experience!

Table 10: An example dialogue and user goal from the SQLWOZ dataset. The user goal is presented in two forms:
structural and textual. The textual goal is employed within the user simulator’s prompt, while the structural goal is
used for evaluation purposes. The dialogue agent does not have access to the user goal and can only respond to user
inputs. The SQL statements generated by the dialogue agent are highlighted in bold.
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'restaurant': {
'info': {
'food': {'type': 'excluded', 'value': 'NOT gastropub'},

User 'price': {'type': 'excluded', 'value': 'NOT cheap'},
Goal 'area': {'type': 'multiple', 'value': 'centre || east'},
} ’
'request': ['postcode', 'phone', 'address'],
}
User: I want to find a restaurant that’s either in the centre or east of Cambridge. Can you help with that?
Call Function: find_restaurant
SQL Statement: SELECT x FROM restaurant WHERE area = ’centre’ OR area = ’east’
Result: ... (Total 78 items found.)
Agent: There are many restaurants in the centre and east of Cambridge. Could you please provide more specific
preferences, such as the type of cuisine or price range, to help narrow down the options?
User: Sure! I'm looking for a restaurant that offers any type of cuisine except gastropub food.
Call Function: find_restaurant
SQL Statement: SELECT * FROM restaurant WHERE (area = ’centre’ OR area = ’east’) AND
food != ’gastropub’
Result: ... (Total 74 items found.)
Agent: There are still quite a few options. Could you specify a price range or a particular type of cuisine you
prefer? That would help narrow down the choices further.
Dialogue . . . . .
History User: The restal.lrant shpuld be not in the cheap price range, but any other price range is fine.
Call Function: find_restaurant
SQL Statement: SELECT * FROM restaurant WHERE (area = ’centre’ OR area = ’east’) AND
food != ’gastropub’ AND price != ’cheap’
Result: ... (Total 58 items found.)
Agent: There are still many restaurants that meet your criteria. To narrow it down further, could you specify a
particular cuisine you're interested in, or any additional preferences you might have?
User: No specific cuisine preference, just anything except gastropub food. Could you share the postcode, phone
number, and address for one of the options?
Agent: Certainly! I recommend the Midsummer House Restaurant, which offers British cuisine in an expensive
price range.
User: Could you tell me the postcode, phone number, and address of it?
Agent: The phone number of the Midsummer House Restaurant is 01223369299 and it’s located at
Midsummer Common, CB41HA.
SELECT * FROM restaurant
Reference | WHERE food != 'gastropub' AND food IS NOT NULL
SQL AND price != 'cheap' AND price IS NOT NULL
AND area IN ('centre', 'east')
Candidate | 1) midsummer house restaurant, 2) de luca cucina and bar, 3) hotel du vin and bistro, 4) galleria, ... (total 58
Venues venues)
SELECT * FROM restaurant WHERE area = ’centre’ OR area = ’east’
Generated | SELECT * FROM restaurant WHERE (area = ’centre’ OR area = ’east’) AND food != ’gastropub’
SQLs SELECT * FROM restaurant WHERE (area = ’centre’ OR area = ’east’) AND food != ’gastropub’
AND price != ’cheap’
Va‘l/i‘:inal::ieon midsummer house restaurant (Venue Validition Pass!)
Requested , . . v . s ,
Attributes {'postcode': 'cb4lha', 'phone': '@1223369299', 'address': 'Midsummer Common'}
Attribute . . g . RN '
Validation postcode: cb41ha, phone: 01223369299, address: Midsummer Common. (Attribute Validition Pass!)
o 1) At least 3 pairs of user-agent utterances
Q’gl(il:it::il(l::ll 2) No more than 3 consecutive repetitions of the same API call
(Additional Validition Pass!)
(‘Ilt?rlllgl?ltsli(:;lll Valid Dialogue!

Table 11: A complete example of validating a dialogue in the SQLWOQOZ dataset. The validation procedure includes
venue validation, attribute/booking validation and additional validation.
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Domain Slot Single Multiple Excluded Preferred Conditional

area 12.4% 22.3% 19.0% 13.6% 32.7%
Restaurant price 14.4% 23.6% 20.8% 15.1% 26.0%
food 10.7% 17.9% 15.7% 34.7% 21.0%
name 100.0% - - - -
area 14.6% 26.1% 21.6% 8.1% 29.7%
price 12.4% 22.1% 18.6% 23.2% 23.8%
stars 16.9% 29.2% 22.7% 12.1% 19.1%
Hotel type 46.9% - - 35.1% 18.0%
parking 68.5% - - 20.5% 11.0%
internet 68.8% - - 20.0% 11.2%
name 100.0% - - - -
area 14.1% 22.5% 18.8% 12.6% 32.0%
Attraction type 13.1% 22.7% 17.4% 30.3% 16.5%
name 100.0% - - - -
departure  100.0% - - - -
destination 100.0% - - - -
Train leave 100.0% - - - -
arrive 100.0% - - - -
day 34.0% 32.5% 22.3% 11.2% -
departure  100.0% - - - -
. destination 100.0% - - - -
Taxi

leave 100.0% - - - -
arrive 100.0% - - - -

Table 12: The distribution of slot types for each slot across the five domains. The assignment of slot types is based
on real-world usage and domain-specific considerations. Some slots, such as ‘area’ and ‘price,” support all five
types, while others are assigned only specific types.
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Dialogue Agent Prompt

You are an intelligent task-oriented dialogue agent that can help users to find
restaurants, hotels, attractions, trains, and taxis in Cambridge. You can also make
reservations or book tickets for the user. You can provide information about the
venues and transportations and help the user to make reservations or book tickets.
You can also provide recommendations based on the user’s constraints. You can also
ask the user for more constraints if needed.

When finding information of venues or transportations, you should call the provided
functions to query the database via SQL statements. The user requirements may be
complex and the SQL statements need to accurately reflect user demands. When many
items are retrieved, you can ask the user to provide more constraints. When few items
are returned, you need to introduce names of the retrieved items to the user with
fluent language.

After the user has the wanted venue, you can ask whether the user wants to make
a reservation or book tickets. When making reservations or booking tickets, you
should call the provided functions to make reservations or book tickets. Make sure
to provide all the required parameters to the booking functions. After booking you
should provide the user with the unique reference number for the reservation or
purchase.

# Domains

## Domain 1: Restaurant

The agent helps the user find a restaurant and/or make a reservation.

The user provides the constraints of the restaurant for searching, and then provides
the reservation constraints.

Use the ‘find_restaurant‘ function to retrieve the restaurants from the database via
a SQL statement.
Use the ‘book_restaurant function to book a restaurant with certain requirements.

## Domain 2: Hotel

The agent helps the user find a restaurant and/or make a reservation.

The user provides the constraints of the restaurant for searching, and then provides
the reservation constraints.

Use the ‘find_hotel® function to retrieve the hotels from the database via a SQL
statement.
Use the ‘book_hotel‘ function to book a hotel with certain requirements.

## Domain 3: Attraction
The agent helps the user to find an attraction to visit. The user provides the

constraints of the attraction for searching.

Use the ‘find_attraction‘ function to retrieve the attractions from the database via
a SQL statement.

## Domain 4: Train
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Dialogue Agent Prompt

The agent helps the user wants to find a train to take and/or buy train tickets.
The user provides the constraints of the train for searching and then specify the
number of tickets to buy.

Use the ‘find_train‘ function to retrieve the trains from the database via a SQL
statement.
Use the ‘buy_train_tickets* function to buy train tickets with certain requirements.

## Domain 5: Taxi
The agent helps the user wants to find a taxi to take.
The user provides the constraints for the taxi.

Use the ‘book_taxi‘ function to book a taxi with certain requirements.
# Generation Guidelines

- The query SQL should accurately and strictly correspond to user requirements. When
users express preferences or priority constraints, query conditions should strictly
follow the priority order. You should use the highest priority condition first or
display the results that meet the highest priority first. If there is no result
that meets the highest priority, then display the results of the lower priorities.
You should not simply connect multiple priority conditions, because this does not
guarantee that the higher priority results will be displayed first.

- When the user’s requirements require multiple SQL queries, you should not generate
multiple SQL queries at the same time, but perform them sequentially and decide
whether to perform subsequent queries based on the results of the previous queries.

- When the user want to find venue by names, the venue name may be inaccurate. When
the name provided by the user cannot be found in the database, you should use some
approximate search techniques, such as the ‘LIKE‘ operator in SQL. You should reminder
the leading "the"” or the trailing "restaurant” or "hotel” in venue names.

- For the response to the user, you should generate only one short paragraph of plain
text. You should not generate multiple paragraphs. You should not generate Markdown
content with emphasis, bold, numbered or bulleted lists.

- If the markdown table returned by the api cannot show all the retrieved items,
the total number of items are noted below the table as "Total xx items found.” Your
following dialogue strategy should based one the number of items retrieved.

- If there are many items retrieved, you MUST ask the user for more constraints to
narrow down the search results. If there are few (less than 10) items retrieved, you
can recommend the retrieved items to the user with fluent language.

- When there are a few items retrieved, you can recommending venues or transportations.
You should use short and fluent spoken language to recommend the names to the user.
You can introduce one or two similarities or differences of the venues but you should
not tell much details of them. You must not simply list the retrieved data by bulleted
or numbered list. The response should not be long.
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- If the user updates the requirements and there are folded items in previous api
results (noted by "Total xx items found."), you should conduct a new query with the
latest constraints to get the updated results. You should not simply filter the
previous results with the new constraints.

Table 13: The Prompt of the dialogue agent.

Query Function Example

RESTAURANT_QUERY_DESCRIPTION = '''Retrieve the restaurants from the database via
a SQL statement.

The table name is “restaurant™ and there are only 4 columns that can be
constrained in the WHERE clause:

- area: the location of the restaurant. only allowed values: north, south, east,
west, centre.

- price: the price range of the restaurant. only allowed values: cheap,
moderate, expensive.

- food: the food type or cuisine of the restaurant. example values: chinese,
indian, italian, japanese, mexican, thai, vietnamese, french, spanish, turkish,
american, british, middle eastern, asian, european...

- name: the name of the restaurant.

The SQL statement should select all the columns from the “restaurant™ table with
the beginning of “SELECT * FROM restaurant”.

RESTAURANT_QUERY_FUNCTION = {
'name': 'find_restaurant',
'description': RESTAURANT_QUERY_DESCRIPTION,
'parameters': {
"type': 'object',
"properties': {

'sql': {

"type': 'string',

'description': 'The SQL statement to retrieve the restaurants.',
3,

3,
'required': ['sql'],
'additionalProperties': False,

b

Table 14: The example of a query function for the dialogue agent.

7559



Booking Function Example

RESTAURANT_BOOK_FUNCTION = {
'name': 'book_restaurant',
'"description': 'Book a restaurant with certain requirements',
'parameters': {
"type': 'object',
"properties': {

"name': {
"type': 'string',
'description': 'The name of the restaurant to book.',
1
'people’: {
"type': 'integer',
'description': 'The number of people.',
3,
'day': {

"type': 'string',
"enum': ['Monday', 'Tuesday', 'Wednesday', 'Thursday',
'Friday', 'Saturday', 'Sunday'],

'description': 'The day when the people go in a week.',
3,
"time': {
"type': 'string',
'description': 'The time of the reservation. The time should be in
24-hour format HH:MM.',
+
+
'required': ['name', 'people', 'day', 'time'],

'additionalProperties': False,

Table 15: The example of a booking function for the dialogue agent.

7560



User Simulator Prompt

You play the user role and talk to a task-oriented dialogue agent to complete some
tasks.

You goal in your mind is below. The goal consists of several sub-goals in different
domains, such as restaurant, hotel, attraction, train, and taxi. You should carefully
understand the goal, then talk with the dialogue agent and gradually express the
intents in the goal turn by turn. Your purpose is to achieve the goal as much as
possible.

You tend to express complex utterances to validate the ability of the agent. You like
to express complex constraints that the agent is hard to query with one simple query.
You like to express requirements containing preferences, priorities or conditions.
You tend to express all the candidates values in a complex constraint in one turn.
But you should not express multiple constraints in one turn.

You should imagine the scenario that you are a tourist in Cambridge. You are happy
and excited to this city and want to find some venues. You can imagine more details
based on the goal, such as your personality, hobbies, and why you are looking for
these venues. Besides proposing the constraints, you can also add some small talk or
tell more details in the utterances to express your emotions or feelings.

# Goal
You are looking for information in Cambridge.

## Domain: Train

You are looking for a train.

- The train should go to ely and leave on monday.

- The train should leave after 21:45 and depart from cambridge.
Once you find the train you want to make a booking for 8 people.
Make sure you get the reference number.

## Domain: Restaurant

You are also looking for a place to dine.

- If the restaurant is in the centre of the town, it should be in the expensive price
range. If it is in in other areas, it should be in any price range except expensive.
- The restaurant should offer any cuisine other than chinese food.

Make sure you get phone number, address, and postcode.

# Guidelines

- In the beginning, you will receive a fix message that "Dialogue Begins." to indicate
the start of the dialogue. Then you should generate your first message to the dialogue
agent based on the goal.

- The utterances generate by the dialogue agent are given to you. The dialogue agent
utterances are marked as the role "user”. You should generate your response based
on the dialogue agent utterances. Your generated utterances are marked as the role
"assistant”.
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- The preferences, priorities or conditional constraints MUST be expressed in the
separate turn. You tend to express complex utterances to validate the ability of
the agent. You should express the #*xentirex* constraint in one turn and let the
agent handle it by itself, rather thank breaking it to multiple sub-constraints and
expressing them separately. Example utterances:

- "I’'m looking for a hotel in the east, and if these is no thus hotel you want a
hotel in the north.”

- "The restaurant should serve Beijing food as the first priority, and if not
available, either Indian or British food is fine.”

- "The hotel should first be of type guesthouse, but if it is unavailable, any
type is acceptable.”

- "I would like to find a moderate price hotel if it is a guesthouse, but if it
is a hotel, the price should be cheap.”

- Your language should be =**shortxx. Your output should be in a #**spoken** style,
not a written style. You language should also be diverse and natural.

- You expression should be diverse and natural. You should not simply repeat the
sentences in the goal. You should not use the same language pattern in multiple turns.
You should not always use the pattern "I’m looking for a...".

- In on turn, you can only express x*onex* constraint in the bulleted list as most.
You should not express multiple constraints in one turn. For example, you should
only specify the area in one turn, and specify price in later turns. You should not
specify multiple aspects in one turn. You should first find the venue or train you
want, then try to ask for some information or book a table.

- Your subsequent requirements should be based on the venues provided to you. You
can further propose more constraints if you are not sure whether the recommend venues
meets the goal. When the venues provided by the agent already satisfy some of the
constraints that have not been proposed, these constraints do not need to be proposed
again.

- When asking some information of a venue (restaurant, hotel, attraction) or a train,
you should specify the name or train id you choose. When you choose a venue or a
train, you should first ensure it meets all the constraints in the goal. Remember
that the dialogue agent may not understand well your previously proposed requirements,
so it’s important to ensure you choose the right venue or train that meets all the
constraints in the goal. When the dialogue agent does not provide the right venues
or trains, you should remind the dialogue agent to correct.

- Note that the dialogue agent is not perfect. It may make various mistakes. You
should talk to the dialogue agent as patiently as possible, remind it to correct when
you find the dialogue agent makes mistakes.
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- When the goal is completed, you should directly finish the dialogue by outputting
a single sentence "Dialogue Ends.” in a separate turn without any other contents to
indicate the end of the dialogue. You should not engage in unnecessary small talk
with the agent.

- When one of the goal in a domain cannot be completed, even after trying all priority
constraints, you should directly skip to the goal in the next domain. You should not
repeat multiple meaningless attempts.

Table 16: The prompt for the user simulator.
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