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Abstract

Instruction tuning is vital for aligning large
language models (LLMs) with human intent,
but current methods typically rely on costly
human-annotated seed data or powerful exter-
nal teacher models. While instruction back-
translation techniques reduce this dependency,
they remain fundamentally tethered to an ini-
tial seed set, which limits full automation, in-
troduces biases, and can lead to inefficient use
of unlabeled corpora. In this paper, we pro-
pose CYCLE-INSTRUCT, a novel framework
that achieves fully seed-free instruction tun-
ing. Inspired by cycle consistency, CYCLE-
INSTRUCT employs a dual self-training loop
where two models—an answer generator and
a question generator—are bootstrapped solely
from raw, unlabeled text. These models mu-
tually supervise each other by reconstructing
original text segments from their counterpart’s
generated pseudo-labels, effectively learning
from the intrinsic structure of the data without
any human-provided seeds. We demonstrate
CYCLE-INSTRUCT’s efficacy across four di-
verse data tracks, including general instruction-
following, domain-specific tasks, dialogue
logs, and plain text. Our extensive experiments
show that CYCLE-INSTRUCT not only outper-
forms seed-driven back-translation baselines
but also achieves performance comparable to
strongly supervised methods.

1 Introduction

Instruction tuning (Ouyang et al., 2022) has
emerged as a crucial technique for aligning large
language models (LLMs) with human intent,
enabling effective generalization across diverse
instruction-based tasks (Ouyang et al., 2022; Wei
et al., 2021; Touvron et al., 2023; Zhu et al., 2024a).
However, conventional instruction tuning typically
requires extensive human-annotated data (Kopf
et al.; Conover et al., 2023) or relies on powerful ex-
ternal teacher models (Taori et al., 2023; Yin et al.,
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Figure 1: Seed-dependency bottleneck: (1) Costly
seed curation; (2) Data wastage & mis-paired; (3) Bias
transfer & low diversity.

2023). These dependencies are not only costly and
limit scalability (Wang et al., 2022) but are also
often inapplicable in certain settings—for example,
privacy-preserving scenarios (Zhang et al., 2024).

Recent advances in instruction back-translation
(Lietal., 2023a; Koksal et al., 2023) have sought to
mitigate above issues by leveraging unlabeled text.
These methods typically train a model on a small
seed set of (instruction, answer) pairs to generate
candidate instructions for unlabeled documents,
which are then filtered to create additional training
examples (Chen et al., 2024, 2023). While reduc-
ing reliance on extensive human labeling, these
back-translation pipelines still critically hinge on
an initial, manually-curated seed set.

This seed-dependency causes a core challenge:
the reliance on seed data inherently limits the
full automation, diversity, and data efficiency
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of instruction tuning. Specifically, as illustrated
in Figure 1, (i) assembling a diverse, high-quality
seed set remains labour-intensive and costly; (ii)
conditioning generation on a small seed corpus can
transfer its stylistic and topical biases to the syn-
thetic pairs, curbing diversity and generalisation;
and (iii) the common practice of treating all unla-
beled passages as answers can lead to data wastage,
as question-formatted segments in raw corpora are
often discarded or receive low-quality synthetic
instructions. This raises a critical question: How
can we unlock the full potential of abundant raw
text for instruction tuning, without the bottleneck of
seed data, while ensuring high-quality and diverse
instruction-following capabilities ?

To address this challenge, we propose CYCLE-
INSTRUCT, a novel and fully seed-free framework
for instruction tuning that requires no manually
written seeds or external teacher models. Inspired
by cycle consistency in unsupervised machine
translation (He et al., 2016; Lample et al., 2018),
CYCLE-INSTRUCT employs a dual self-training
loop. We begin by automatically partitioning a
large unlabeled corpus into potential question pas-
sages and potential answer passages, reformatted
into instruction-tuning compliant <instruction>
and <response> slots. An answer generator pro-
duces pseudo-responses for question passages,
while a question generator back-translates pseudo-
instructions for answer passages. These two mod-
els then act as mutual teachers: each learns to re-
construct the original passage by conditioning on
the pseudo-label from its counterpart, using the
reconstruction error as the training objective. Cru-
cially, because every sample is supervised by its
own ground-truth content, the learning signal
closely approximates fully supervised training, al-
lowing the models to internalise the true data dis-
tribution from the entire unlabeled corpus.

We thoroughly evaluate CYCLE-INSTRUCT
across four diverse tracks. Our results consistently
demonstrate that CYCLE-INSTRUCT generates co-
herent and relevant instruction-following data, es-
tablishing its potential as a scalable, especially
when human-labeled resources are scarce or un-
available. Our main contributions are as follows:

* We propose CYCLE-INSTRUCT, a fully seed-free
instruction-tuning framework that entirely elimi-
nates reliance on human-written seeds and exter-
nal teacher models, directly addressing the core
bottleneck of current back-translation methods.

¢ We introduce a dual self-training loop with cy-
cle consistency as the core mechanism, enabling
two models to mutually supervise each other
by reconstructing raw passages, yielding a high-
quality learning signal akin to fully supervised
training from unlabeled text alone.

* Through extensive experiments on four di-
verse data tracks, we demonstrate that CYCLE-
INSTRUCT achieves performance comparable to
strong supervised methods and significantly out-
performs seed-driven back-translation baselines,
all while requiring zero human annotations.

2 Background

2.1 Back-Translation for Instruction Tuning

Back-translation (BT) was introduced in NMT to
exploit monolingual target data by “translating it
back” into the source language (Sennrich et al.,
2016). Recent work (Li et al., 2023a; Koksal et al.,
2023) adapts this idea to instruction tuning.

Let S = {(q,a)} be a small seed set of ques-
tion—answer pairs and D 4 an unlabeled corpus of
free-form answers.

1. Seed training. Train an inverse model Fa
to predict a question from an answer:

- Z logpw(q‘a). (D)

(g,0)eS

»Cinv =

2. Pseudo-pair generation. For each a € Da,
create a pseudo-question § = F4,g(a) and
form a synthetic pair (¢, a).

3. BT fine-tuning. Fine-tune the forward model
G -4 on all synthetic pairs via

Lyt = E(g0)[—logpe(a | §)]. ()

The resulting model G4 benefits from a
much larger, automatically generated corpus, while
all notation remains consistent with the cycle-
consistency formulation that follows.

2.2 Cycle Consistency

Cycle consistency traces its roots to unsupervised
machine translation and dual learning, where two
models—one translating from language X to Y
and the other from Y to X—are trained jointly by
enforcing that translating “there and back” recovers
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Figure 2: The Overall Framework of our Fully Seed-Free Instruction Tuning Method.

the original sentence (He et al., 2016). Concretely,
given mappings

G:X—-Y, F:Y-X, 3)

one adds the reconstruction loss

Ecycle = ExNDX[E(ma F(G(x)))] (4)
+ EwayV(ya G(F(y)))]a
where £(-,-) is typically the negative log-

likelihood of reconstructing the original sequence.
CycleGAN (Chu et al., 2017) applied a similar cy-
cle constraint in image translation by using ¢; pixel
losses, illustrating the concept across modalities.
In Cycle-Instruct, we reinterpret this mechanism
for instruction tuning by viewing questions and
answers as two analogous “languages.” Let

GQ—>A3Q—>-/47 FA—>Q:A—>Q 5)

be the question-to-answer and answer-to-question
models, respectively. We then minimize

£cycle = EqNQV(% FA_>Q(GQ—>A(Q>))]

+ EaNA[f(a, GQHA(FAAQ(CL)))} -

(6)
By enforcing Fso(Gg-alq)) ~ ¢ and
Go-a(Fasg(a)) = a on unlabeled text, the
two models effectively teach one another. This
self-supervised reconstruction signal enables the
generation of high-quality question—answer pairs
directly from raw corpora, without any seed exam-
ples or external teachers.

3 Methodology

3.1 Overview

We propose CYCLE-INSTRUCT, a seed-free in-
struction tuning framework that leverages cycle-

consistent dual-model training. Unlike previ-
ous instruction tuning methods requiring human-
written seeds or external teacher models, CYCLE-
INSTRUCT uses raw unlabeled text to iteratively
bootstrap two LLMs: a forward model M¢_, 4
and a backward model M 4_,. The forward
model generates pseudo-responses from extracted
question passages, and the backward model back-
translates pseudo-instructions from answer pas-
sages. Both models mutually reinforce each other’s
predictions, with training losses computed based
on reconstruction of original data segments. Figure
2 illustrates the overall framework of our method.

3.2 Data Segmentation

We adopt an ultra-light, seed-free rule: a passage is
a question iff it contains at least one question mark
“?”. otherwise it is treated as an answer.

Concretely, each raw document Dy, is split into
paragraphs by blank lines, and we obtain the raw
paragraph sets

raw __ ra ra _ ra
DQW_{ W}z 1’ " {JW}] 1’)
where ¢;* (resp. a;*") is a paragraph with (resp.
without) a “?”.

3.3 Data Reformat

To turn the split raw passages D¢y™ and Df™ into
INSTRUCTION—RESPONSE style data we apply two
fixed rewriting prompts:

* Prompter (questions). For each ¢;*V € DrQaW
we ask the model to rewrite the paragraph into
one self-contained, natural-sounding question ¢;
(See template in Appendix C.1).
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 Assistant (answers). For each agffl‘” € D™ we
ask the model to polish the text into a coherent
answer paragraph a; without introducing new
information (See template in Appendix C.2).

The rewritten segments constitute the standard-
ized datasets

Ny

N,
=1’ j=1’

Do = {4}, ° (8)
providing paired forms (g;, _) and (_, a;) that
feed the four-step cycle training loop described
latter.

Da={a;}

3.4 Cycle Training Procedure

We instantiate two transformer models from the
same base model (e.g., LLaMA3):

* Forward model: M¢_, 4(q; 0o 4) generates
responses given instructions.

* Backward model: M 4_,g(a;604-¢g) gener-
ates instructions given responses.

Here, 0 4 and 04_,¢ represent the parame-
ters used by each model during generation, which
are trained separately. However, under our self-
training assumption, both models share the same
base architecture.

Training proceeds iteratively in four cyclical
steps:

Step 1: Pseudo-Answer Generation (using

Mgpa) © Given Dy, we generate pseudo-
responses a; (See template in Appendix C.3.):
a; = Mg-a(qi;09g—4), Vg €Dg (9)
Ng

resulting in pseudo-labeled pairs {(g;, a;)};_5-

Step 2: Backward Model Training (updating
Maq): Using pairs (g;, a;), we minimize the
negative log-likelihood of reconstructing the origi-
nal instructions:

No
1 .
Lase = > 108 Plai | i:04mq) (10)
=1

Step 3: Pseudo-Instruction Generation (us-
ing M4_,0): Given Dy, we generate pseudo-
instructions ¢; (See template in Appendix C.4.):

4j = Masqlaj;0a-¢q), Vaj €Da (1D
producing pseudo-labeled pairs {(¢;, aj)}évz“l.
Step 4: Forward Model Training (updating

M- 4): Using pairs (;,a;), we minimize the

negative log-likelihood of reconstructing the origi-
nal responses:

Na

1 .
Losa= -7, > log P(a; | 4j;00-4) (12)
j=1

Iterative Refinement: We repeat Steps 1-4 it-
eratively, with each cycle progressively improving
pseudo-label quality and better approximating the
true underlying distribution of the unlabeled cor-
pus.

Final Dataset Construction: After completing
a fixed number of cycles T', we construct the final
synthetic instruction-following dataset:

Dfinal = {(Qi,&i)}i]\in U {(g,ay) ;V:Al (13)

This merged dataset combines pseudo-responses
generated by M_, 4 and pseudo-instructions gen-
erated by M 4_,q.

3.5 Cycle-Consistency Filtering (Optional)

Although Dgyy is already seed-free, we can further
audit and prune its pseudo labels by checking cycle

consistency under the final checkpoints Hg_)) 4 and
ey
A=Q*

(1) One-step reconstruction. For every pair in
Deinal We pass the pseudo side through the opposite
model to obtain a reconstructed label:

G = Masq(as 0, 5, 4 = Moa(d;04,, ).

(14)
(2) Embedding distance. We encode the origi-
nal label and its reconstruction with the same sen-
tence encoder ¢(-) (we use the LLaMA3 inference
encoder without fine-tuning):

di = |6(ai) = (@i)ll2, dj = l#(a;) — ¢(aj) |-
(15)

(3) Semantic clustering. To avoid domain or
format bias in later pruning, we cluster the gold
sides—{q;} and {a; }—in the embedding space via
k-means (k=200 by default, tuned on a held-out
slice). Each cluster thus represents a local region
of the original data distribution.

(4) k-center greedy pruning. Within every clus-
ter C we apply the k-center greedy selection rule to
rank samples by distance score (d; or d;). We drop
the top 5% farthest points:

Creep = C \ TopPercent(C, dist, 5%).  (16)
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| | Alpaca-GPT4 | Dolly-15k
Method ‘ Annot. (%) ‘ MMLU BBH CRASS DROP Avg ‘ MMLU BBH CRASS DROP Avg
Vanilla ‘ 0 ‘ 55.85 37.16 59.48 36.01 47.13 ‘ 55.85 37.16 5948 36.01 47.13
5 5792 3838 6898 38.06 50.84 | 5542 37.14 62.41 33.79 47.19
Random 10 5741 37.68 6642 36.72 49.56 | 5546 36.18 62.77 33.09 46.88
20 57.63 3723 67.88 37.39 50.03| 5591 36.51 63.50 33.06 47.25
5 5726 38.00 67.88 3695 50.02| 5531 3473 59.12 33.37 45.63
Cluster 10 57.57 37.68 68.61 36.75 50.15| 5548 3583 61.68 33.57 46.64
20 57.78 38.34 68.61 37.61 50.59| 56.87 3566 65.69 33.89 48.03
Cycle-Inst (Ours) 0 59.01 3928 74.82 39.86 5324 | 5896 37.44 70.07 37.79 51.07
Cycle-Filt (Ours) 0 59.39 3946 77.37 4046 54.17| 5826 37.51 7044 37.80 51.00

Table 1: Results on Alpaca—GPT4 and Dolly-15k for Llama-3.1-8B. Our methods surpass all back-translation
baselines and approach the fully supervised AIl-SFT scores.

Because k-center greedy iteratively adds points
that maximise the minimum pairwise distance, the
retained set still covers the semantic support of C
while discarding outliers that even the well-trained
opposite model fails to reconstruct faithfully.

Resulting corpus.
ters yields

Concatenating pruned clus-

Dcycle - Dﬁnala ‘,Dcycle’ ~ 0.95 ‘Dﬁnal‘-
(17)
We use Deycle for all downstream supervised fine-

tuning experiments.

4 Experimental Setup
4.1 Dataset Tracks and Baselines

We first test the proposed method on general in-
struction datasets. Next, we apply it to domain-
specific datasets with limited labeled data. Finally
and most importantly, following existing backtrans-
lation works (Li et al., 2023a; Koksal et al., 2023;
Chen et al., 2023), we conduct experiments on di-
alogue and plain text documents to showcase the
effectiveness of our approach in generating coher-
ent instruction-following data from raw text. For
data in documents track, we leverage GPT-40 Mini
to generate golden labels for the data, using the
prompts provided in the Appendix C.3& C.4.

Track 1 — General instructions. Curated cor-
pora such as Alpaca—GPT4 (Peng et al., 2023)
and Dolly-15k! provide human or GPT-4-authored
instruction datasets, yet one side of the pair is fre-
quently missing or unreliable.

"https://huggingface.co/datasets/databricks/
databricks-dolly-15k

Track 2 — Domain-specific instructions. In
specialist domains (e.g. medicine) aligned Q—-A
pairs are scarce. Using Medical-Alpaca®. we
randomly remove one side of the pair, retaining 20
k unpaired questions and answers—emulating the
common situation where only FAQ-style queries
and unlabeled clinical notes exist.

Track 3 — Dialogue logs. Conversational logs
preserve turn order but not explicit Q—A alignment.
From OASST-1° we identify questions via a “?”
heuristic (English + Chinese) and treat residual
turns as answer candidates, yielding 15,126 Q and
24,874 A fragments.

Track 4 — Plain text. Narrative corpora em-
bed latent questions within paragraphs. From 40 k
WikiHow" articles we extract 5,178 interrogatives
as potential instructions and label the remaining
34,822 sentences as answers, requiring both seg-
mentation and synthetic alignment.

Baselines. We benchmark six settings—Vanilla
(zero-shot), AlI-SFT (100 % gold pairs), 80%-
SFT, three seed-based back-translation vari-
ants(Rand-%k %, which samples k € {5, 10,20} %
of the gold pairs uniformly at random, and Clust-k
% , which chooses the same proportion from K-
means clusters), and our seed-free Cycle-Inst/Filt.
Full implementation details are provided in Ap-
pendix B.

2https://huggingface.co/datasets/medalpaca/
medical_meadow_medical_flashcards

3https://huggingface.co/datasets/
OpenAssistant/oasstl

*https://huggingface.co/datasets/
wangwilliamyang/wikihow
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Method | Annot.(%) | CK  CB CC CM HB HC MG PM Avg
Vanilla | 0 | 0.630 0.701 0.390 0.555 0.706 0.448 0.670 0.614 0.589
5 0.657 0.715 0.410 0.595 0.719 0.453 0.720 0.665 0.617
Random 10 0.679 0.729 0.440 0.584 0.739 0.458 0.750 0.640 0.627
20 0.679 0.708 0.440 0.584 0.748 0.478 0.760 0.662 0.632
5 0.679 0.729 0.440 0.584 0.732 0.458 0.730 0.658 0.626
Cluster 10 0.657 0.736 0.430 0.566 0.745 0.468 0.750 0.629 0.623
20 0.660 0.701 0.440 0.584 0.752 0.488 0.730 0.654 0.626
Cycle-Inst (Ours) 0 0.668 0.715 0.460 0.578 0.742 0.473 0.760 0.643 0.630
Cycle-Filt (Ours) 0 0.687 0.757 0.460 0.566 0.748 0.483 0.730 0.658 0.636

Table 2: MedAlpaca results on the nine medical sub-domains of MMLU for Llama-3.1-8B. Our seed-free methods
outperform every back-translation baseline and even surpass the fully supervised AIlI-SFT.

Dataset Pairs Used Unlab.(Q Unlab. A
Alpaca-GPT4 20,000 10,000 10,000
Dolly-15k 15,000 7,500 7,500
Medical-Alpaca 20,000 10,000 10,000
OASST-1 (logs) 40,000 15,126 24,874
WikiHow-4w (text) 40,000 5,178 34,822

Table 3: Statistics after subsampling. “Unlab.” counts
denote fragments lacking the opposite side of the pair
and hence requiring synthesis.

4.2 Evaluation Protocol

Standard instruction metrics. For models
trained on general instruction datasets, we follow
InstructEval (Chia et al., 2023) and report ac-
curacy (%) on MMLU (Hendrycks et al., 2020),
BBH (Suzgun et al., 2022), CRASS (Frohberg
and Binder, 2021), DROP (Dua et al., 2019).
For the medical track we now follow the eight
specialised sub-domains of the MMLU bench-
mark—CK (Clinical Knowledge), CB (College
Biology), CC (College Chemistry), CM (College
Medicine), HB (High-School Biology), HC (High-
School Chemistry), MG (Medical Genetics), and
PM (Professional Medicine).

Open-ended quality. We further report
AlpacaEval (Li et al.,, 2023b) win-rate, the
fraction of pairwise comparisons a system wins
against the ALL-SFT baseline, providing a
human-preference proxy for factual quality.

4.3 Implementation Details

All experiments fine-tune the Llama-3.1-8B-Base
(Grattafiori et al., 2024) checkpoint with low-rank
adaptation (LoRA) (Hu et al., 2022). For LoRA,
we set the rank to 8, the scaling factor « to 16,

and apply a dropout rate of 0.05. The learning-rate
schedule is cosine decay from an initial value of
1 x 10~%. Training employs a micro-batch size of
4, an effective batch size of 32, a sequence cutoff
length of 1024 tokens, and runs for three epochs.
All generation and evaluation are performed with
vLLM (Kwon et al., 2023), using a maximum
model length of 2048 tokens, top-k sampling with
k =10, a temperature of 0.2, and a generation limit
of 500 tokens. Instruction-corpus experiments are
trained on 8 x NVIDIA RTX 3090 (24 GB each),
whereas raw-document experiments are trained on
8 x RTX 4090 (24 GB each).

S Results
5.1 Summary of Key Findings

1. Superior performance across all datasets.
Our primary focus is on raw-document-to-
instruction-tuning data synthesis, where our
method establishes a new SOTA. On the nine med-
ical MMLU sub-domains (Table 2), OASST-1 and
WikiHow-4w (Table 4), CYCLE-FILT achieves the
highest scores among all methods. In each case
it not only outperforms every seed-based back-
translation baseline but also surpasses the fully
supervised ALL-SFT model trained on 100% of
the data, demonstrating clear advantages when
labels are scarce or absent. On Dolly-15k, Al-
paca—GPT4 (Table 1), although our methods ini-
tially trail ALL-SFT (Table 1, Table 4), successive
rounds of cycle-consistent pseudo-labeling allow
CYCLE-FILT to match—or in some metrics even
marginally exceed—the performance of the model
trained on 100% of the data (for better models
trained on Dolly-15k , see section 5.3). In ev-
ery evaluation, our methods (CYCLE-INST and es-
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| | OASST-1 (Dialogue Logs) | WikiHow-4w (Plain Text)
Method ‘ Annot. (%) ‘ MMLU BBH CRASS DROP Avg ‘ MMLU BBH CRASS DROP Avg
Vanilla ‘ 0 ‘ 5585 37.16 5948 36.01 47.13 ‘ 5585 37.16 5948 36.01 47.13
5 5699 3748 65.69 3699 4929 | 57.64 36.59 68.61 34,72 49.39
Rand 10 57.10 37.85 63.87 38.14 4924 | 5790 37.25 6496 3534 48.86
20 5738 3632 7044 3887 50.75| 57.86 37.29 68.25 35.13 49.63
5 5724 3776 68.61 38.27 50.47 | 57.02 3629 63.05 35.67 48.01
Clust 10 5740 3839 66.79 37.44 5001 | 57.82 36.44 63.05 35.18 48.12
20 57.69 3840 67.15 38.09 50.33| 5749 36.72 65.69 3491 48.70
Cycle-Inst (Ours) 0 58.77 3875 7017 39.19 5172 | 58.49 37.54 67.88 38.57 50.62
Cycle-Filt (Ours) 0 59.07 3898 70.07 39.52 5198 | 58.70 38.50 67.52 39.54 51.07

Table 4: Results on OASST-1 and WikiHow for Llama-3.1-8B. Our methods beat all back-translation baselines

and even achieve scores that exceed those of AIl-SFT.

I Cycle-Inst wins
Tie
mmm All-SFT wins

(] 100 200 300 400

Count

(a) Cycle-Inst vs. ALL-SFT.

500

I Cycle-Filt wins
Tie
B All-SFT wins

(] 100
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(b) Cycle-Filt vs. ALL-SFT.

500

Figure 3: Results on Alpaca Eval

pecially CYCLE-FILT) outperform the supervised
model trained on 80% of the data. This holds true
even when partial supervision is strong, underscor-
ing the robustness of our synthetic-data approach.

2. Stability and benefits of clustered seed se-
lection. Across seed budgets from 5 % to 20 %,
CLUST-k variants deliver stable, monotonic gains
on both general and raw-text tasks, whereas RAND-
k variants show erratic performance—occasionally
plateauing or degrading. This emphasizes both
the importance and challenges of a diversity-based
seed data selection mechanism while also high-
lighting the limitations of back-translation ap-

proaches that generate data based on seed-data
training.

3. Effectiveness of cycle-consistency filter-
ing. Filtering via cycle consistency (CYCLE-FILT)
yields systematic improvements over the unfiltered
CYCLE-INST across every benchmark, validating
our hypothesis that noisy pseudo-pairs can be effec-
tively removed through reconstruction verification.

4. Addressing back-translation shortcomings
on multi-task instruction augmentation. All
back-translation methods, initially underperform
on the context-heavy Dolly-15k dataset (Table 1),
trailing the fully supervised ALL-SFT model. We
believe this stems from Dolly’s multi-task instruc-
tion design: unlike purely declarative texts, its
prompts specify explicit, diverse tasks that de-
mand task-specific phrasing. Traditional back-
translation focuses on matching answers to gen-
erated questions, yielding high QA alignment (see
Table 5), but produces generic, one-size-fits-all in-
structions that lack the original task nuances (see
Appendix D.1). In contrast, our iterative pseudo-
labeling framework gradually infuses task speci-
ficity: each cycle generates instructions increas-
ingly tailored to the correct task category, mitigat-
ing the generic drift inherent to back-translation
(see Appendix D.2). By the second iteration, our
synthetic instructions recover the complexity of
Dolly’s original prompts, significantly narrowing
the performance gap and demonstrating robust
adaptation even on complex, context-rich multi-
task datasets (see Figure 4).

Alpaca Evaluation. Figure 3 presents the
Alpaca-based evaluation results on four datasets,
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Random Cluster Cycle-Inst
Annot. (%) 5 10 20 5 10 20 0
Alpaca 9.21 899 9.09 9.17 9.14 9.31 9.46
Dolly 9.54 9.48 9.15 9.19 9.50 9.27 9.90

MedAlpaca 9.80 9.88 9.89 9.88 9.89 9.80 9.96
OASST-1 845 839 853 8.64 839 854 8.75
WikiHow  9.14 9.04 9.17 891 9.15 9.09 9.43

Table 5: GPT-40 mini evaluation of synthetic QA pair
alignment.

comparing our two methods (CYCLE-INST,
CYCLE-FILT) against the fully supervised ALL-
SFT baseline. In the open-ended evaluation, we
see the same pattern as before: our methods outper-
form the fully supervised ALL-SFT when con-
verting raw documents into instructions. How-
ever, when it comes to augmenting a general
instruction-tuning pool, we fall slightly behind
ALL-SFT. Moreover, CYCLE-FILT consistently
outperforms CYCLE-INST when pitted against
ALL-SFT, further highlighting the superiority of
our data-filtering strategy.

5.2 Synthetic Data Quality via GPT-40 MINI

GPT-40 Mini QA Pair Quality. To quantify
how well each generated question matches its an-
swer, we randomly sample 500 synthetic QA pairs
per method and ask GPT-40 MINI to assign a
single relevance score on a 0-10 scale (See Ap-
pendix C.5). Table 5 reports the average scores
across four datasets. The results show that our
methods yield substantially higher QA alignment
than other back-translation baselines.

Correlation with Performance. Table 6 shows
the Pearson correlation coefficients between GPT-
40 mini QA pair quality scores and downstream
performance for each method and dataset. We ob-
serve consistently high correlation values across all
methods and corpora, indicating a strong positive
relationship between QA alignment quality and
task performance. This result further validates our
core hypothesis: by leveraging unlabeled text to
learn a broader, more diverse data distribution, we
can synthesize tightly paired instruction—text exam-
ples that substantially improve the overall quality
of the generated training data.

5.3 Understanding of the Cycle-Instruct’s
Iterative Refinement

Performance over Iterations. Figure 4 illus-
trates the change in performance for our methods
over three rounds of iteration on each dataset (see

Dataset Pearson »  p-value
Alpaca 0.904 0.0052
Dolly 0.743 0.0559
MedAlpaca 0.646 0.117

OASST-1 0.872 0.0105
WikiHow 0.853 0.0146

Table 6: Pearson Correlation Coefficients and p-values
between QA pair quality scores and downstream perfor-
mance Across Datasets
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Figure 4: Cycle-Instruct’s Performance over Iterations
across different datasets.

Appendix E for more details). We observe that
Dolly continues to improve steadily, Alpaca shows
a modest uplift, whereas the other datasets plateau:
MedAlpaca, OASST-1 and WikiHow remain es-
sentially flat. As discussed in Section 5.1, this hap-
pens because on the simpler instruction datasets
the model already generates sufficiently realistic
pseudo-labels in the first training cycle, making
further iterations unnecessary. Indeed, the strong
performance gains seen after just one round in our
main experiments further confirm that a single iter-
ation is enough to capture the essential signal when
task formats are straightforward.

6 Conclusion

We presented CYCLE-INSTRUCT, a fully seed-
free instruction-tuning framework that relies on
neither human-written seeds nor external teacher
models. Through a dual self-training loop—an
answer generator and a question generator linked
by cycle consistency—the method extracts high-
quality instruction-response pairs straight from
raw text. Extensive experiments show that CYCLE-
INSTRUCT consistently outperforms seed-driven
back-translation baselines and delivers perfor-
mance competitive with models trained on strong
supervised data, underscoring its ability to tap vast
unlabeled corpora for scalable, automated align-
ment of LLMs with human intent.
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Limitations

First, due to resource constraints we only fine-tune
model with LoRA, so the approach’s behaviour at
full-parameter or larger scales remains untested;
second, the cycle-consistency objective could be
exploited to reconstruct user prompts, posing po-
tential privacy risks that call for defences such as
differential privacy or rigorous red-teaming before
deployment; finally, our seed-free segmentation
relies on the presence of a question mark, which
can fail on narrative or expository texts without
explicit interrogatives, suggesting that richer dis-
course cues or retrieval-based heuristics should be
explored.
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A Related Work

A.1 Supervised Instruction Tuning

Supervised Instruction Tuning refers to fine-tuning
large language models on explicit, human-written
(or high-quality synthetic) instruction—response
pairs that span a wide spectrum of tasks. Ini-
tial research focused on established NLP bench-
marks and demonstrated that models fine-tuned on
these task collections could generalize zero-shot
to novel text-based problems (Wei et al., 2021;
Sanh et al., 2021; Mishra et al., 2021; Tang et al.,
2024). With the advent of ChatGPT and other con-
versational systems, the community shifted toward
general-purpose instruction corpora that cover rea-
soning, coding, multimodal description, and dia-
logue, laying the groundwork for assistant-style
LLMs (Ouyang et al., 2022; Chiang et al., 2023;
Taori et al., 2023; Zhu et al., 2024b; Dong et al.,
2025). In this supervised paradigm, the model first
learns to map diverse prompts to high-quality an-
swers, after which additional alignment steps such
as RLHF or DPO can further refine helpfulness
and safety (Ouyang et al., 2022; Rafailov et al.,
2023). Crowd-sourced efforts such as OPENASSIS-
TANT (Ko6pf et al.) and OPENHERMES (Conover
et al., 2023) further democratise instruction data
by collecting large human-annotated corpora. De-
spite strong performance, these approaches incur
substantial annotation cost and remain constrained
by the scope and biases of biases of available hu-
man prompts, motivating work on less supervised
alternatives.

A.2 Backtranslation-Based Instruction
Tuning

Instruction backtranslation generates synthetic in-
struction-response pairs for unlabeled text using
a small seed set. Humpback (Li et al., 2023a)
repeatedly augments web documents with seed-
conditioned prompts and self-curates the best can-
didates. REINSTRUCT (Chen et al., 2024) adds
lightweight passage filtering and answer rewrit-
ing. LONGFORM-C (Koksal et al., 2023) grounds
answers in real documents before asking GPT-3
to author the corresponding instructions. DOG-
INSTRUCT (Chen et al., 2023) wraps human-
written documents into instruction form to curb
hallucination while shrinking data size.

Although their pipelines and filtering strategies
differ, all of these approaches ultimately derive
data quality from the same backtranslation mecha-

nism and thus inherit its common drawbacks: they
still (i) depend on seed prompts or an external
teacher model, (ii) suffer from data inefficiency
because many synthetic pairs are low quality and
must be filtered, and (iii) inherit distributional bi-
ases from the limited seed set, restricting instruc-
tion diversity. In contrast, CYCLE-INSTRUCT re-
moves the seed bottleneck altogether: its dual
self-training loop learns directly from raw corpora,
needs no carefully selected seed data, and creates
pseudo-pairs whose quality is enforced by cycle
consistency rather than heavy post hoc filtering.
Our experiments therefore focus on comparing
the generation paradigm itself—seed-driven back-
translation versus fully seed-free cycle training.
The results show that CYCLE-INSTRUCT consis-
tently delivers higher downstream accuracy and
human preference, confirming the advantages of
seed-free, cycle-consistent data synthesis over tra-
ditional backtranslation pipelines.

A.3 Large-Model Validation

To further validate the effectiveness of our ap-
proach at scale, we fine-tune the LLLaMA 3.3 70B
Instruct model. The results are shown in Ta-
ble 7. Interestingly, we observed that fine-tuning
the model with the original dataset occasionally
led to a drop in model performance. However, our
approach—Cycle-Filt and Cycle-Inst—was able
to maintain or even improve model performance,
even when faced with a gap in data quality. This
aligns with our previous observation that, as base
models improve, certain instruction data might
not be sufficient to fine-tune these models ef-
fectively. Our iterative self-distillation approach
allows the model to continuously regenerate data
and correct low-quality examples, thereby preserv-
ing and enhancing performance, which was not
observed with traditional fine-tuning methods like
All-SFT.

A4 Comparisons with Seed-Data-Free
Alternatives

Clarification on seed-free. In our setting, seed-
free denotes generating instruction-following data
without manually curated seed examples and with-
out external teacher models. For context:

* LongForm (Koksal et al., 2023) introduces
reverse instruction generation but relies on an
external teacher to produce reverse instruc-
tions.
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OASST-1 (Dialogue Logs)

| WikiHow-4w (Plain Text)

Method

MMLU BBH DROP CRASS Avg \ MMLU BBH DROP CRASS Avg
Vanilla 80.86 45.75 68.53 90.51 7141 80.86 45775 68.53 90.51 71.41
All-SFT 80.53  45.50 68.15 9343 7190 | 80.53 4493 67.99 92.70  71.54
Cycle-Inst 81.03 46.06 68.70 93.80 7240 | 81.07 4590 68.78 94.16 7248

Table 7: Large-model validation with LLaMA 3.3 70B Instruct. While ALL-SFT can regress relative to Vanilla,
CYCLE-INST improves both OASST-1 and WIKIHOW-4W averages.

* CRAFT (Ziegler et al., 2024) uses user-
written examples as demonstrations to model
the target distribution; this depends on manu-
ally curated seeds.

* Bonito (Nayak et al., 2023) learns from a
large pre-trained corpus; while partially seed-
free, it may not faithfully match the target data
distribution, yielding suboptimal averages in
our replication.

We reproduce these methods under matched condi-
tions (same base models and training parameters;
LongForm updated to GPT-40-mini for teacher-
based steps) for a fair comparison. Table 8 reports
the final results. CYCLE-FILT is competitive across
both corpora and strongest on averages.

A.5 Additional Domain-Specific Results:
CodeAlpaca & HumanEval

To broaden domain coverage, we additionally in-
clude Code-Alpaca’ as a code-oriented instruction
dataset and evaluate downstream code generation
with HumanEval (Chen et al., 2021). This track
assesses whether our seed-free synthetic instruc-
tion generation transfers to program synthesis tasks.
Table 9 reports the final results. Results indicate
that our method also carries over to code synthesis.

B Baseline Details

* Vanilla. Zero-shot performance of the base
model (0 % labels).

* All-SFT. Supervised fine-tuning on 100 % gold
instruction—response pairs.

* 80%-SFT. Supervised fine-tuning on 80 % of
the gold pairs.

* Rand-k % / Clust-k %. To model the
scarcity of seed examples, we sample only
ke {5,10,20} % of the gold pairs—uniformly

Shttps://huggingface.co/datasets/sahil2801/
CodeAlpaca-20k

at random (Rand) or via K-means clustering in
embedding space (Clust). The observed side
of each seed pair is back-translated to create
its missing counterpart, and the model is fine-
tuned on the resulting synthetic corpus. Vary-
ing k explores the trade-off between seed size
and performance.

* Cycle-Inst / Cycle-Filt. Our one-round, seed-
free framework with 0 % labels. Cycle-Inst
trains directly on all synthetic pairs produced
by the dual self-training loop, whereas Cycle-
Filt further prunes pairs whose reconstruc-
tions violate a 5 % k-center-greedy cycle-
consistency threshold (see Section 3.5 for more
details).

C Prompt Templates

C.1 Prompt template for REFORMAR_PROMPTER

Figure 5 presents the template used by the
REFORMAR_PROMPTER. Given a web passage that al-
ready contains question-like sentences, it prompts
the model to craft one well-formed, natural ques-
tion that could plausibly be asked about (part of)
that passage, without collapsing the entire text into
a summary. This question generation step seeds
the subsequent answer-rewriting stage.

C.2 Prompt template for
REFORMAR_ASSISTANT

Figure 6 presents the template used by the
REFORMAR_ASSISTANT. Here, the “assistant” is in-
structed to rewrite that passage into a direct answer
that is fluent, coherent, and preserves the origi-
nal structure—laying the groundwork for a clean
(question, answer) pair.

C.3 Prompt template for Pseudo-Answer
Generation

Figure 7 depicts the template used when we al-
ready have an instruction (or question) but need a
synthetic answer. The model is cast as an assistant
asked to provide a helpful, high-quality response,
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OASST-1 | WikiHow-4w
Method
MMLU BBH DROP CRASS Avg ‘ MMLU BBH DROP CRASS Avg

Bonito 58.02 3847 39.38 67.52 50.85 | 5649 3796 39.76 6131 48.88
CRAFT 58.84 3890 3862 70.07 51.61 | 58.31 3860 3812 67.15 50.55
LongForm  57.75 3730 38.54 5876 48.09 | 57.81 3629 3644 62.04 48.15
Cycle-Inst  58.77 38.75 39.19 70.17 51.72 58.49 37.54 38.57 67.88 50.62
Cycle-Filt 59.07 38.98 39.52 70.07 5191 | 5870 3850 39.54 67.52 51.07

Table 8: Reproduced comparisons with seed-data-free alternatives. CYCLE-FILT is competitive across both corpora

and strongest on averages.

7

REFORMAR_PROMPTER

interrogative tone.
Web text: {instruction}

Below is a block of Web text containing several paragraphs with question marks. Based on the content provided (or
a portion of it), generate one plausible and clear question without summarizing the entire text. Maintain a natural,

Answer:
\ J
Figure 5: Prompt template for REFORMAR_PROMPTER

Method HumanEval from 0 — 10, enabling large-scale filtering of low-
Cluster 5% 24.39 quality pairs without manual review.
Cluster 10% 25.00
Cluster 20% 26.83 D Cases
Random 5% 21.95
Random 10% 21.34 D.1 Dolly Failure Cases
Random 20% 23.17
Normal 80% 26.22 Figure 10 highlights how traditional back-
EOZI;;ainlsotO% iggg translation succeeds on declarative web texts but
Cgl,cle_Filt 28.66 fails on Dolly’s context-rich, multi-task prompts,

Table 9: HumanEval results with CodeAlpaca as the
domain-specific dataset. CYCLE-FILT reaches the best
performance among compared settings.

allowing us to bootstrap an answer in the absence
of human annotations.

C.4 Prompt template for
Pseudo-Instruction Generation

Figure 8 inverts the previous step: starting from a
model-generated answer, it prompts the system to
reconstruct a plausible instruction that would elicit
that answer. This back-translation closes the loop,
enabling us to create balanced instruction—answer
pairs even when only one side was originally avail-
able.

C.5 Prompt template for
GPT40MINI_QA_Evaluator

Finally, Figure 9 illustrates the automated evalua-
tion prompt. Given a synthetic (Q, A) pair, GPT-
4o-mini is asked to return a single relevance score

producing generic instructions that lose task speci-
ficity.

D.2 Iterative Instruction Refinement Cases
for Dolly-15k

Figure 11 illustrates a classification example from
the Dolly-15k dataset, contrasting the generic in-
struction produced by traditional back-translation
with the progressively refined instructions gener-
ated by our Cycle-Filt framework over two iter-
ations. This visualization demonstrates how it-
erative pseudo-labeling restores the original task-
specific phrasing.

E Iteration-wise Performance for
Cycle-Inst

Below we report Table 10 and Table 11, for each
of five datasets, the Cycle-Inst method’s metrics
over three self-training iterations.
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[ REFORMAR_ASSISTANT

A single-turn chat between a curious user and an artificial intelligence assistant. The assistant gives helpful answers to
the user’s questions.

User: Below is a block of Web text without any question marks. Please rewrite it into a fluent and coherent response
that clearly conveys its intended meaning. The overall structure should remain similar, but ensure the language flows
smoothly and the purpose is unmistakable.

Web text: {output}

Assistant:

Figure 6: Prompt template for REFORMAR_ASSISTANT.

)
-

Pseudo-Answer Generation

A single-turn chat between a curious user and an artificial intelligence assistant. The assistant gives helpful answers to
the user’s questions.

User: {instruction}

Assistant:

Figure 7: Prompt template for Pseudo-Answer Generation.

Pseudo-Instruction Generation

Below is a reponse from an Al Assistant and its user instruction. The instruction is used as prompt for the response.
Assistant: {output}
User:

Figure 8: Prompt template for Pseudo-Instruction Generation.

GPT40MINI_QA_Evaluator

You are an Al evaluator. For a given Answer (A) and Generated Question (Q), score the relevance of the question to the
answer on a scale from 0 to 10, where 0 means completely irrelevant and 10 means perfectly relevant. Respond ONLY
with a single numeric score.

A: {answer}

Q: {question}

Relevance score (0-10):

Figure 9: Prompt template for GPT40MINI_QA_Evaluator.

ﬁther datasets: \

"golden_answer": "Cans or tins can be repurposed to protect young seedlings from snails and
other pests. This is a simple and effective solution."

“golden_instruction": "How can | protect my seedlings from snails and other pests?"
“generated_instruction": "How can | protect my seedlings from snails and other pests?"

Dolly datasets:

“task_category": "classification"

"golden_answer: "Human: Two Legs\nHorse: Four Legs\nDog: Four Legs\nCat: Four
Legs\nMonkey: Two Legs\nKangaroo: Two Legs\nBoar: Four Legs"

"golden_instruction": "Classify each of the following as having two or four legs: human, horse, dog,

cat, monkey, kangaroo, boar"
"generated_instruction": "Write a program that prints the number of legs of a given animal."

Figure 10: Unlike declarative texts in other datasets, Dolly’s multitask-based prompts embed explicit tasks, so the
heightened variability and compatibility issues between prompts make accurate inversion particularly difficult and
often lead to the generation of low-quality instructions.
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Ktask_category“: "classification" \

"golden_answer": "Human: Two Legs\nHorse: Four Legs\nDog: Four Legs\nCat: Four
Legs\nMonkey: Two Legs\nKangaroo: Two Legs\nBoar: Four Legs"

"golden_instruction": "Classify each of the following as having two or four legs: human, horse,
dog, cat, monkey, kangaroo, boar"

"backtranslation_generated_instruction": "Write a program that prints the number of legs of a
given animal."

"Cycle in iter1_generated_instruction": "Extract the nouns and verbs from the following
sentence. Separate them with a comma. The dog ran, the cat swam, John ate, Adam flew."
"Cycle in iter2_generated_instruction": "Classify the following words as either nouns or

@bs: dog, run, cat, eat, swim, John, Adam, Fly." /

Figure 11: Iterative pseudo-instruction refinement for a classification example from Dolly-15k, showing the
back-translation output, Cycle-Instruct iteration 1, and Cycle-Instruct iteration 2, progressively recovering the
multi-instance classification task wording.

Dataset Iteration MMLU BBH CRASS DROP Avg
Alpaca-GPT4  Iter 1 59.01 39.28 74.82 39.86 53.24
Iter 2 59.39 39.23 77.37 40.05 54.01
Iter 3 59.01 40.14 77.37 40.02 54.13
Dolly-15k Iter 1 58.96 37.44 70.07 3779  51.07
Iter 2 59.11 38.06 74.82 3841 52.60
Iter 3 59.13 38.41 76.64 38.36  53.13
OASST-1 Iter 1 58.77 38.75 70.17 39.19 51.72
Iter 2 59.15 37.87 69.50 38.28  51.20
Iter 3 58.65 38.09 70.17 39.28 51.55
WikiHow Iter 1 58.49 37.54 67.88 38.57 50.62
Iter 2 58.29 38.37 70.07 3772  51.11
Iter 3 58.33 37.19 70.80 38.27 51.15

Table 10: Iteration-wise performance on four general datasets using Cycle-Inst.

Iteration CK CB CC CM HB HC MG PM Avg

Iter 1 0.668 0.715 0460 0.578 0.742 0473 0.760 0.643 0.630
Iter 2 0.657 0.722 0440 0.578 0.755 0478 0.750 0.673  0.632
Iter 3 0.638 0.729 0.440 0.566 0.758 0.483 0.760 0.676 0.631

Table 11: Iteration-wise performance on Medical-Alpaca using Cycle-Inst.
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