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Abstract
Fine-tuning large language models (LLMs)
with backpropagation—even for a subset of pa-
rameters such as LoRA (Hu et al., 2022)—can
be much more memory-consuming than in-
ference and is often deemed impractical for
resource-constrained mobile devices. Alterna-
tive methods, such as zeroth-order optimization
(ZO), can greatly reduce the memory footprint
but come at the cost of significantly slower
model convergence (10× to 100× more steps
than backpropagation). We propose a memory-
efficient implementation of backpropagation
(MeBP) on mobile devices that provides better
trade-off between memory usage and compute
time, while converging faster and achieving bet-
ter performance than the ZO baseline. We ver-
ify the effectiveness of MeBP on an iPhone 15
Pro Max and show that various LLMs, ranging
from 0.5B to 4B parameters, can be fine-tuned
using less than 1GB of memory. We release
an example of the MeBP implementation at
https://github.com/apple/ml-mebp.

1 Introduction

Large language models (LLMs) have been success-
fully integrated into mobile devices to run inference
on users’ private data locally (Gunter et al., 2024;
Gemini-Team et al., 2025). For applications such
as personalization or federated learning (McMahan
et al., 2017), it is also desirable to fine-tune models
on local private data on device to further improve
utility (Kairouz et al., 2021). However, fine-tuning
LLMs with backpropagation on mobile devices
remains extremely challenging due to the signifi-
cantly higher memory footprint compared to infer-
ence. These on-device training processes typically
run in the background, which further limits memory
usage due to operating system constraints (devel-
oper.apple.com; source.android.com). In addition,
total training compute time must be short to pre-
vent the OS from interrupting or rescheduling the
training process.

Existing works on memory-efficient on-device
fine-tuning of LLMs have focused on approxi-
mating gradients with zeroth-order optimization
(ZO) (Spall, 1992), such as MeZO (Malladi et al.,
2023), where the memory footprint is similar to
vanilla inference, as no backpropagation is required.
While ZO reduces memory usage in theory, ZO of-
ten suffers from slower and poorer convergence,
leading to longer compute times and degraded
model performance (Section 4). Even with ZO, ex-
isting implementations require multiple gigabytes
of memory to train a billion-scale LLM (e.g., OPT-
1.3B (Zhang et al., 2022)), that is impractical for
any production deployment (Peng et al., 2024).

In this work, we present a memory-efficient im-
plementation of backpropagation (MeBP) for fine-
tuning LLMs on mobile devices. The implemen-
tation is based on gradient checkpointing (Chen
et al., 2016), with various optimizations including
lazy weight loading and decompression, as well
as memory-mapped activation checkpoints. Our
implementation ensures that no extra intermediate
activations or uncompressed base model weights
are kept in memory—they are only loaded when
computation is needed. The total training memory
footprint is thus reduced to that of backpropagation
on a single checkpoint, which is feasible within the
DRAM constraints of mobile devices.

We implement MeBP in iOS using Swift and
evaluate its performance on an iPhone 15 Pro Max.
We focus on the language modeling task and func-
tion calling task to compare MeBP with MeZO on
a set of LLMs suitable for deployment on mobile
devices, including Gemma3 (Gemma-Team et al.,
2025) and Qwen2.5 (Qwen-Team et al., 2025). We
demonstrate that MeBP converges faster and bet-
ter than MeZO in terms of both the number of
optimization steps and total compute wall-clock
time. In addition, MeBP incurs only a slightly
higher memory footprint than MeZO, making it
more practical for on-device training.
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2 Related Works

Memory efficient training. Training machine
learning models incurs memory costs from model
parameters, gradients, optimizer states, and inter-
mediate values like activations. Each of these com-
ponents offers opportunities for optimization to
reduce memory usage during training. Prior works
have proposed base model quantization (Dettmers
et al., 2023) and CPU offloading (Rajbhandari et al.,
2020) to reduce the memory cost of model param-
eters. To reduce the memory cost of computing
gradients, parameter-efficient fine-tuning (PEFT)
methods such as LoRA (Hu et al., 2022) reduce
trainable parameters to less than 1% of the to-
tal model parameters. These PEFT methods sig-
nificantly lower gradient-related memory usage
and achieve competitive performance compared to
full model training for fine-tuning tasks. In-place
weight updates with gradients during backpropaga-
tion—instead of updating model parameters after
completing all backpropagation steps—can also re-
duce gradient memory cost (Lv et al., 2024). Prior
works (Dettmers et al., 2022; Zhao et al., 2024)
have also studied how to reduce the GPU memory
cost for optimizer states such as AdamW (Kingma
and Ba, 2014) under full-model training.

Reducing the memory cost of gradients, opti-
mizer states, and intermediate activations can help
narrow the memory usage gap between model
training and vanilla model inference. Gradient
checkpointing (Chen et al., 2016) significantly
reduces the memory cost of intermediate activa-
tions by trading off memory usage for increased
computation time through recomputation during
backpropagation. Malladi et al. (2023) propose
a memory-efficient version of zeroth-order opti-
mization, MeZO, which estimates gradients via
seeded random perturbations and therefore incurs
only negligible additional memory cost compared
to standard vanilla inference. However, zeroth-
order fine-tuning typically requires significantly
more (10× to 100×) optimization steps than first-
order methods. Several follow-up works (Qin et al.,
2024; Zhao et al., 2025; Dang et al., 2025) have
been proposed to improve the convergence rate of
MeZO.

On-device training. On-device training enables
machine learning models to adapt to on-device data
while preserving data privacy. Lin et al. (2022)
fine-tuned a small convolutional neural network on
tiny IoT devices with limited SRAM (e.g., 256KB)

using quantization, PEFT methods, and system-
algorithm co-design. For language models with bil-
lions of parameters, PocketLLM (Peng et al., 2024)
uses MeZO for on-device fine-tuning of LLMs, but
it still incurs significant memory costs (6.5GB for
OPT-1.3B (Zhang et al., 2022)), which is impracti-
cal for mobile devices.

3 Memory-Efficient Backpropagation

We focus on fine-tuning LLMs with LoRA (Hu
et al., 2022) in this paper. Therefore, the main
memory bottlenecks lie in the model parameters
and intermediate activations. Our goal is to keep
the memory usage of fine-tuning within a reason-
able range for a modern mobile device (e.g., less
than 10% of the DRAM (Malladi et al., 2012) or
less than 1GB, as suggested by PocketLLM (Peng
et al., 2024)).

There are three steps for fine-tuning LLMs with
memory-efficient backpropagation (MeBP) on de-
vice: 1) compressing the model base weights
(frozen parameters) to reduce disk space; 2) com-
piling the training graph with backpropagation and
gradient checkpointing for memory optimization;
and 3) implementing a memory-efficient runtime
for executing the compiled training graph. We de-
scribe each step in detail below.

Base model weights compression. It is common
practice to compress base model weights to reduce
disk space usage when deploying LLMs on device.
In our implementation, we use 4-bit symmetric
mode INT4 quantization on non-LoRA parameters
including the embeddings. We leave the investi-
gation of more aggressive compression methods,
such as 2-bit quantization-aware training (Liu et al.,
2025b), to future work.

Gradient checkpointing compilation. To imple-
ment gradient checkpointing in MeBP, we begin
by splitting the LLM into blocks where the mem-
ory of backpropagation on a single block (e.g. a
transformer layer) is within the device memory
constraints. For each block F producing activa-
tions to be checkpointed, we generate the backward
graph by applying automatic differentiation (Bay-
din et al., 2018) on the output of F . For example,
let y = Fi(x,w) be the forward graph for block Fi,
for scalar s,

s =
∑

(
∂E

∂y
⊙ y)
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Algorithm 1 Memory-Efficient Backpropagation
Inputs: input data x, number of checkpoints n, forward checkpoint subgraphs [forwardi], backward checkpoint subgraphs
[backwardi], LoRA trainable weights [lora_weightsi] for each checkpoints, compressed base model weights for each check-
points [compressed_base_weightsi]

procedure InitializeModel
Memory map (mmap) all weights in [compressed_base_weightsi]

end procedure

procedure LazyLoadAndDecompressWeights(i)
Load mmaped compressed_base_weightsi for checkpoint index i
return decompress(compressed_base_model_weightsi)

end procedure

procedure Backpropagation(x)
Initialize ckpts_storage← {x}
Load current LoRA trainable weights [lora_weightsi]
for each checkpoint index i ∈ [1, . . . , n] do ▷ Forward pass to store all checkpoints

Load base_weightsi ←LazyLoadAndDecompressWeights(i)
Load mmaped ckptsi−1 from ckpts_storage
Compute ckptsi ← forwardi(lora_weightsi, base_weightsi, ckptsi−1)
Mmap ckptsi and add to ckpts_storage

end for
Initialize lora_grads← ∅, ckpts_gradsn+1 ←nil
for each checkpoint index i ∈ [n, . . . , 1] do ▷ Backward pass in reverse order to compute gradients

Load base_weightsi ←LazyLoadAndDecompressWeights(i)
Load mmaped ckptsi−1 from ckpts_storage
Compute (lora_gradsi, ckpts_gradsi)← backwardi(lora_weightsi, base_weightsi, ckptsi−1, ckpts_gradsi+1)
Remove ckptsi from ckpts_storage
Update lora_grads← lora_grads ∪ {lora_gradsi}

end for
return lora_grads

end procedure

where E denotes the final loss to be optimized and
⊙ denotes Hardmard product, we perform auto-
matic differentiation on s:

∂s

∂x
=

∂E

∂y
· ∂y
∂x

=
∂E

∂x

We can then produce a backward graph
(∂E∂x ,

∂E
∂w ) = Bi(x,

∂E
∂y , w) where ∂E

∂y is out-
putted by the backward graph Bi+1. In other
words, the inputs to the backward graphs are the
checkpointed activations, gradients for the previ-
ous checkpoint and the corresponding trainable
weights, and the outputs are the gradients of those
inputs. The forward and backward graphs for all
blocks are then serialized into a device runtime
compatible format, e.g. Model Intermediate
Language (MIL) representation1 or MLX exported
function.2 During runtime, the serialized graphs
will be deserialized and compiled for computation.

Runtime implementation. Algorithm 1 outlines
the runtime implementation of MeBP. The model is

1https://apple.github.io/coremltools/docs-
guides/source/model-intermediate-language.html

2https://ml-explore.github.io/mlx/build/html/
python/export.html

first initialized using the InitializeModel func-
tion, after which the Backpropagation function
is invoked for each data point in the training loop.
During InitializeModel, the compressed base
model weights are memory-mapped. To mini-
mize memory footprint, the base model weights
are not decompressed before the training loop be-
gins. Instead, they are lazily decompressed and
loaded on demand whenever required for compu-
tation. Note that for device runtime frameworks
supporting computation with quantized weights,3

the decompression step can be skipped and only
the compressed weights will be loaded on demand.

In the Backpropagation function, the forward
compiled subgraphs are executed to store all neces-
sary checkpoints, followed by the backward com-
piled subgraphs, which are executed in reverse
order to compute the gradients using the stored
checkpoints. The checkpoints are memory-mapped
during the forward pass rather than kept in memory.
Before each forward and backward pass, only the
necessary base model weights are decompressed

3https://ml-explore.github.io/mlx/build/html/
python/_autosummary/mlx.core.quantized_matmul.
html
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Figure 1: Convergence of Qwen2.5 (0.5B, 1.5B and 3B) and Gemma-3 (1B and 4B) fine-tuned with ZO and FO.

and loaded. As a result, the total memory usage
is limited to the size of the required base model
weights plus the peak memory usage for operations
in each subgraph which is significantly less than
the full size of the base model weights. The func-
tion describes gradient computation for a single
data point. For batched inputs, gradient accumula-
tion can be used to compute the gradient without
increasing the memory footprint.

In MeBP, only a copy of the LoRA weights and
their gradients is kept in memory for the optimizer.
For LLMs ranging from 0.5B to 4B parameters,
the size of the LoRA weights is typically in the
range of dozens of megabytes, which is reasonable
to store in memory. Optimizer states, such as mo-
mentum, can be memory-mapped and lazily loaded
in a manner similar to the base model weights.

4 Experiments

We consider MeZO as the baseline for demonstrat-
ing the performance of MeBP, as it is the only
known optimization approach applied to LLM fine-
tuning on mobile devices (Peng et al., 2024). We
evaluate the utility of MeZO and MeBP through
simulation on the server side and compare their
performance on a mobile device, as detailed in the
sections below.

4.1 Utility Comparison

Setup. We compare the utility of first-order (FO)
optimization (i.e., gradients via backpropagation)
and zeroth-order (ZO) optimization on models in
Gemma-3 and Qwen-2.5 with no more than 4B
parameters, as mobile devices have constrained
computing resources. For language modeling task,
we use WikiText-2 dataset (Merity et al., 2017) and
use loss and next token accuracy on the evaluation
set for evaluation. For function calling task, we
use ToolACE (Liu et al., 2025a) as the training
set and Berkeley Function Calling (BFCL) (Patil
et al., 2025) for evaluation. For simplicity, we
consider single-turn task and we only use one user-
assistant turn from each sample in ToolACE. We
use the single-turn live split in BFCL v4 because
this live set is a user-contributed function documen-
tation and queries and therefore more aligned with
real-world scenarios. We use models before the
instruction tuning for language model task and the
instruction tuned model for function calling task.
The sequence length is 256 for WikiText-2 and 512
for ToolACE. We ues 2, 048 samples as training set
for WikiText-2 and 2, 672 samples as training set
for ToolACE. LoRA fine-tuning is applied to all
linear layers in all transformer blocks, with a rank
of 8. The total number of training steps is 1,000 for
FO experiments and 100,000 for ZO experiments.
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These experiments are run on the server side as a
simulation to compare utility only.

Results. Figure 1 presents the results for
WikiText-2. While the loss and next token accuracy
for ZO exhibit a convergence trend, ZO converges
significantly more slowly than FO. The FO method
improves both metrics substantially within the first
100 steps, whereas ZO shows only a slight improve-
ment after 1,000 steps. Even after 100,000 steps
(i.e. 100× more optimization steps than FO), ZO
still yields higher test loss and lower test accuracy
than FO for the same model.

Model FO ZO baseline

Gemma3 1B 33.01% 15.10% 11.92%

Table 1: Evaluation results on BFCLv4 live split for
gemma-3-1b-it fine-tuned on ToolACE.

Table 1 shows that fine-tuning on function call-
ing data could improve the model function calling
capability as both ZO and FO fine-tuned model
achieve better performance than the no fine-tuned
baseline (11.92%). However, similar to results
in WikiText-2, even we use 100k steps for ZO
and only 1k steps for FO, the improvements by
FO is 7× compared to the improvement by ZO
(21% vs 3%). We also run full parameter fine-
tuning (FFT) on gemma-3-1b-it for the function
calling and evaluate the fine-tuned model using the
same evaluation setup. The FFT performance is
31.31%, that is not better than the LoRA fine-tuned
result. This justifies our design choice with a fo-
cus on on-device fine-tuning LLMs with LoRA, as
LoRA can achieve comparable performance as FFT
on several tasks with less memory cost, that has
been observed in previous works (Hu et al., 2022).

Several methods have been proposed to improve
the convergence rate of ZO (Qin et al., 2024; Zhao
et al., 2025; Dang et al., 2025). We also ran ex-
periments using these improved ZO methods on
WikiText-2 using Qwen2.5-0.5B and summarize
the results in Figure 3 in Appendix A. While these
methods achieve faster convergence than vanilla
ZO, the loss and next token accuracy remain worse
than those of FO fine-tuned models. Moreover,
these methods typically require more computation
time per iteration due to additional forward passes
needed for more accurate gradient estimation.

The utility results demonstrate that backpropaga-
tion converges significantly faster than ZO methods

for fine-tuning LLMs on language modeling tasks
and function calling tasks, on a per-step basis. This
makes it more suitable for mobile deployment in
terms of compute time, provided that each FO opti-
mization step is implemented efficiently.

4.2 Performance Comparison
Setup. We implement MeBP in iOS using Swift
and evaluate its performance on an iPhone 15 Pro
Max, which has 8GB of DRAM. For the MeZO
baseline implementation, the forward graph is split
into multiple subgraphs, and lazy decompression
is applied to reduce the total memory usage of the
base model weights. Each MeZO optimization step
involves two forward passes. We set the batch size
to 1 and the sequence length to 256. We check-
point the model at every transformer layer, the fi-
nal linear layer, and the cross-entropy loss layer.
Memory usage is recorded using the iOS native
function task_vm_info_data_t, which provides
the peak memory footprint of the running process
via phys_footprint. We repeat the training pro-
cess 10 times and report the average runtime and
peak memory usage.

Results. Table 2 summarizes the performance re-
sults. Overall, MeBP incurs 43% to 94% more
computation time per gradient step compared to
MeZO. However, given that MeZO requires more
than 10× to 100× the number of steps compared
to first-order optimization as shown in the previous
utility comparison, MeBP converges much faster
in terms of wall-clock time. MeBP uses up to
20% more memory than MeZO in the worst case,
while the total memory usage for training is ap-
proximately 10× smaller than in previous mobile
device implementations (Peng et al., 2024). All
tested LLMs can be efficiently fine-tuned within
1GB of memory, making them suitable for back-
ground training on a mobile phone.

Decompression overhead. Table 3 shows the de-
compression overhead for the forward and back-
ward passes across different LLMs. Decompres-
sion accounts for 32% to 42% of the time in the
forward pass, and 13% to 24% in the backward
pass, as the backward pass involves additional oper-
ations for gradient computation. Although the over-
all compute time increases due to decompression in
each pass, the memory savings are more significant
as there is no need to store the uncompressed base
model weights in memory, which range from 1 to
8GB for the LLMs evaluated.
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Time (s) Memory (MB)
Model # of trainable params MeZO MeBP MeZO MeBP

Qwen2.5 0.5B 4.39M 2.68 3.85 318.93 320.17
Qwen2.5 1.5B 9.23M 5.47 9.09 451.57 460.24
Qwen2.5 3B 14.97M 10.28 17.96 554.10 661.78

Gemma3 1B 6.52M 4.88 9.48 563.64 569.00
Gemma3 4B 14.90M 16.86 28.58 961.54 1029.49

Table 2: Per-gradient-step compute time and peak memory of MeZO and MeBP.

Model Forward Backward

Qwen2.5 0.5B 34.91% 15.80%
Qwen2.5 1.5B 32.77% 17.86%
Qwen2.5 3B 36.15% 21.15%
Gemma3 1B 32.37% 13.27%
Gemma3 4B 42.87% 24.18%

Table 3: Ratio of decompression time during each for-
ward and backward pass.

Impact of sequence lengths. Sequence length
can also impact performance metrics. We experi-
ment with Qwen2.5 1.5B using sequence lengths
of 128, 256, 512, and 1024, and summarize the re-
sults in Table 4. As sequence length increases, both
compute time and memory footprint also increase
due to the heavier computation workload. This
suggests that data sources with shorter sequences,
such as messages, brief emails, and user instruction
prompts, are more suitable for fine-tuning on mo-
bile devices. We leave the investigation of efficient
fine-tuning on longer sequences on mobile devices
to future work.

Sequence Time (s) Memory (MB)
length MeZO MeBP MeZO MeBP

128 4.81 6.92 367.49 405.14
256 5.47 9.09 451.57 460.24
512 9.61 17.14 617.82 624.62
1024 18.18 34.40 986.00 994.09

Table 4: Impact of sequence length.

Per layer performance. Figure 2 reports the
per-layer(-checkpoint) performance metrics on
Qwen2.5-1.5B. For the transformer layers, the
backward pass uses approximately 50% more mem-
ory and is 30% slower than the corresponding
forward pass. The memory bottleneck occurs at

the final linear layer and the loss layer, consistent
with observations in previous work (Wijmans et al.,
2025). The compute time bottleneck is also at the
final linear layer, where computing the logits and
their gradients involves matrix multiplication be-
tween two very large matrices (the embeddings
and the sequence logits). Both the compute time
and memory footprint of the loss function and fi-
nal linear layer can potentially be optimized using
fused kernels (Wijmans et al., 2025) or techniques
such as sampled softmax (Jean et al., 2015). An-
other promising direction is hardware-specific im-
plementation, such as the 1.58-bit LLM (Ma et al.,
2024), which replaces floating-point addition and
multiplication with integer addition. We leave the
exploration of these techniques to future work.

For fine-tuning non-generative tasks, where the
final layer does not involve heavy matrix multipli-
cation, both compute time and memory footprint
can be further reduced, shifting the bottleneck to
the transformer layers instead.

5 Conclusion

We propose MeBP, a memory-efficient backprop-
agation method for fine-tuning LoRA adapters of
LLMs on device. Built on gradient checkpoint-
ing, MeBP incorporates memory optimizations
such as lazy weight decompression and memory-
mapped activations to enable exact gradient com-
putation with better memory–compute trade-offs.
Compared to ZO methods, MeBP achieves signifi-
cantly faster convergence and better model utility,
while maintaining a memory footprint comparable
to MeZO on mobile devices. We validate MeBP on
LLMs suitable for on-device deployment, demon-
strating the feasibility of practical first-order fine-
tuning of LLMs under tight memory constraints.
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Figure 2: Per-layer memory footprint and wall-clock time. On the x-axis, emb stands for the embedding layer; layer
name starts with f stands for forward and b for backward.

Limitations

Due to limited device availability, MeBP has only
been verified on iOS using an iPhone 15 Pro Max.
It requires the capabilities of the A17 Pro chip or
newer. Performance metrics may vary on other mo-
bile operating systems or hardware configurations.

For language modeling tasks, MeBP encounters
a bottleneck at the final layer due to a large matrix
multiplication, resulting in increased training time.
Additionally, the current implementation does not
scale well with sequence length, limiting its appli-
cability to data types that inherently involve shorter
inputs.
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Figure 3: The performance of improved ZO meth-
ods (ZO (Malladi et al., 2023), KZOO (Qin et al., 2024),
HiZOO (Zhao et al., 2025), FZOO (Dang et al., 2025)).

A Improved ZO Methods

For improved ZO methods, Qin et al. (2024) use
more than one seed per iteration to provide better
gradient estimation (KZOO). Zhao et al. (2025)
leverage second-order information via the Hessian
matrix (HiZOO), while Dang et al. (2025) use more
gradient estimations per iteration, with each esti-
mation requiring only one forward pass rather than
two (FZOO). For fair comparison, we consider 4
gradient estimations per iteration for KZOO and 8
for FZOO. Both of them use 8 forward passes per
iteration. For HiZOO, we follow the same setting
as Malladi et al. (2023), using 1 gradient estimation
(i.e., two forward passes). All other experimental
settings are the same as those described in Sec-
tion 4.1. We present the results in Figure 3. While
these methods improve the convergence rate com-
pared to vanilla ZO, they still exhibit a much slower
convergence trend than the first-order (FO) method
shown in Figure 1.
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