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Abstract

Large Language Models (LLMs) fine-tuned via
Reinforcement Learning from Human Feed-
back (RLHF) and Reinforcement Learning with
Verifiable Rewards (RLVR) significantly im-
prove the alignment of human-AI values and
further raise the upper bound of AI capabili-
ties, particularly in reasoning-intensive, long-
context Chain-of-Thought (long-CoT) tasks.
However, existing RLHF (or RLVR) frame-
works commonly face challenges such as in-
ference bottlenecks and complexity barriers,
restricting their accessibility for newcomers.
To bridge this gap, we introduce OpenRLHF,
a user-friendly, scalable, and easy-to-learn
open-source RLHF framework built upon Ray,
vLLM, DeepSpeed, and HuggingFace Trans-
formers, featuring a simplified design, clear
code structure, and comprehensive documenta-
tion to facilitate entry for researchers and prac-
titioners. Experimental results show that Open-
RLHF achieves superior training efficiency
with speedups ranging from 1.22× to 1.68×
across different model sizes compared to state-
of-the-art frameworks, while requiring signif-
icantly fewer lines of code for implementa-
tion. OpenRLHF is publicly available at https:
//github.com/OpenRLHF/OpenRLHF, and has
already been adopted by leading institutions to
accelerate RLHF research and learning.

1 Introduction

Large Language Models (LLMs) fine-tuned via Re-
inforcement Learning from Human Feedback
(RLHF) and Reinforcement Learning with Veri-
fiable Rewards (RLVR) have markedly advanced
human-AI alignment and elevated the upper bound
of AI capabilities (Christiano et al., 2017; Stiennon
et al., 2020; Guo et al., 2025; Shen et al., 2025).
These approaches enable models to better conform
to human intentions and values while achieving

*Full contributor list available in Appendix C.
†Ubiquant

superior reasoning performance. Notably, models
such as GPT-4 (Achiam et al., 2023), DeepSeek-
R1 (Guo et al., 2025), and Claude (Askell et al.,
2021) excel at complex reasoning tasks by gener-
ating detailed step-by-step rationales, commonly
referred to as Chain-of-Thought (CoT) outputs.

However, RLHF and RLVR training methodolo-
gies—especially those employing Proximal Pol-
icy Optimization (PPO)—face significant computa-
tional challenges. In particular, the inference phase
often accounts for over 90% of the total RLHF
(or RLVR) runtime, as models need to generate
thousands of tokens during each inference step.
Consequently, there is an increasing demand for
efficient and scalable frameworks that reduce infer-
ence overhead and simplify distributed RLHF and
RLVR training workflows.

Existing RLHF and RLVR systems such as
DeepSpeed-Chat (Yao et al., 2023), TRL (von
Werra et al., 2020), and ColossalChat (Li et al.,
2023) have made noteworthy progress in dis-
tributed computation and memory efficiency. Con-
versely, industrial-grade solutions like Nemo-
aligner (Shen et al., 2024a) and ChatLearn (alibaba,
2017) offer advanced optimizations at the mod-
eling and framework levels. While Verl (Sheng
et al., 2024), a framework proposed after our ini-
tial development, also provides sophisticated op-
timizations (e.g., its 3D-Hybrid engine), these in-
dustrial solutions generally feature tightly coupled
and specialized designs that introduce considerable
complexity, steep learning curves, and accessibility
barriers for newcomers and academic researchers.
Yet, their tightly coupled and specialized designs
introduce considerable complexity, steep learning
curves, and accessibility barriers for newcomers
and academic researchers. Therefore, there remains
a pressing need for an RLHF and RLVR framework
that balances high performance, scalability, and
ease of use—one that is straightforward enough
for researchers new to the field, yet adaptable to
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diverse and evolving workloads.
In this paper, we present OpenRLHF, a sim-

ple, high-performance, fully open-source frame-
work supporting both RLHF and RLVR, built upon
Ray (Liang et al., 2018), vLLM, DeepSpeed (Yao
et al., 2023), and HuggingFace Transformers (Wolf
et al., 2020). OpenRLHF offers three key contribu-
tions:

• First Ray-Based Open-Source RLHF and
RLVR Architecture: Leveraging Ray’s flexi-
ble distributed computing primitives, OpenRLHF
enables streamlined orchestration and resource
management for RLHF and RLVR workflows,
significantly simplifying distributed operations
and deployments while enhancing usability and
flexibility.

• 3D Parallelism with DeepSpeed-ZeRO and
Ring Attention: To enable seamless and effi-
cient scalability for large models, OpenRLHF
integrates automatic tensor parallelism (AutoTP)
provided by DeepSpeed-ZeRO and implements
sequence parallelism via ring attention. This
streamlined integration realizes an efficient "3D"
parallel strategy—combining tensor, data, and se-
quence parallelism—without requiring complex
engineering or extensive user configuration.

• First Accelerated CoT Inference with vLLM:
Addressing the critical inference bottleneck in
long-chain-of-thought RLHF and RLVR work-
loads, OpenRLHF incorporates the state-of-the-
art vLLM inference engine. This integration ac-
celerates inference through token-level parallel
decoding, advanced caching, and optimized dy-
namic batching, thereby substantially improving
overall training runtime efficiency.

• Asynchronous Dataflow and Remote En-
gine Interactions: OpenRLHF supports asyn-
chronous dataflow and remote engine commu-
nication to maximize system throughput and re-
source utilization during distributed RLHF train-
ing. In this architecture, rollout engines, actor
engines, and remote engines operate indepen-
dently and communicate via message passing,
enabling immediate processing as soon as data
becomes available. This design reduces idle time,
improves pipeline efficiency, and enhances scala-
bility and flexibility across large distributed GPU
clusters. By leveraging asynchronous remote
engine interactions, OpenRLHF can be easily
extended to support scalable agent RL training.

Together, these innovations position OpenRLHF
as an accessible yet powerful framework suitable
for both efficient experimentation in academic
environments and practical deployment scenar-
ios. Already adopted by leading institutions and
companies—including CMU, MIT, Microsoft, and
HKUST—OpenRLHF demonstrates broad appli-
cability and impact across the research commu-
nity (see Appendix A for details on the frame-
work’s broad impact and adoption). We publicly
release OpenRLHF to foster openness, accelerate
research, and promote innovation within the RLHF
and RLVR ecosystem.

2 Related Work

Reinforcement Learning from Human Feed-
back and Reinforcement Learning with Veri-
fiable Rewards. Reinforcement Learning from
Human Feedback (RLHF) has emerged as a pivotal
paradigm for aligning large language models with
human preferences (Christiano et al., 2017; Stien-
non et al., 2020). The foundational RLHF frame-
work trains a reward model from human preference
data and optimizes the language model using rein-
forcement learning algorithms such as PPO (Schul-
man et al., 2017). This approach has been suc-
cessfully deployed in prominent models including
InstructGPT (Ouyang et al., 2022), ChatGPT, and
GPT-4 (Achiam et al., 2023). Building upon RLHF,
Reinforcement Learning with Verifiable Rewards
(RLVR) leverages automatically verifiable signals
from mathematical verification, code execution, or
other automated evaluation mechanisms (Guo et al.,
2025; Shen et al., 2025; Cobbe et al., 2021). While
PPO remains dominant for its stability (Schulman
et al., 2017; Ziegler et al., 2019), alternative ap-
proaches such as Direct Preference Optimization
(DPO) (Rafailov et al., 2023) have gained atten-
tion for computational efficiency. However, both
RLHF and RLVR methods require substantial com-
putational resources and sophisticated distributed
training strategies. The computational challenges
have motivated various optimization techniques,
including efficient inference engines (Kwon et al.,
2023), memory-efficient training strategies (Rajb-
handari et al., 2020), and distributed orchestration
frameworks (Yao et al., 2023). Nevertheless, exist-
ing solutions often sacrifice either performance for
simplicity or accessibility for optimization, creat-
ing a gap that OpenRLHF aims to address.
RLHF (RLVR) Frameworks. The computational
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complexity of RLHF and RLVR training has driven
specialized framework development. General-
purpose RL frameworks (Liang et al., 2018; Dhari-
wal et al., 2017; Shen et al., 2020) designed for
small-scale networks fail to address LLM-specific
challenges and typically employ multi-controller
architectures with complex inter-process commu-
nication, creating steep learning curves. RLHF-
specific frameworks face significant performance-
accessibility trade-offs. Open-source solutions
like TRL (von Werra et al., 2020), DeepSpeed-
Chat (Yao et al., 2023), and ColossalChat (Li et al.,
2023) provide accessible implementations but of-
ten lack sophisticated orchestration capabilities and
struggle with inference optimization. Industrial
frameworks like Nemo-aligner (Shen et al., 2024a),
ChatLearn (alibaba, 2017), and Verl (Sheng et al.,
2024) offer advanced optimizations including 3D
parallelism and memory management. However,
they feature tightly coupled architectures requir-
ing substantial engineering expertise and exten-
sive infrastructure setup, creating accessibility bar-
riers for academic researchers. These systems
adopt static resource allocation paradigms, lead-
ing to suboptimal utilization and limited adaptabil-
ity. Most frameworks inadequately address both
inference bottlenecks and usability challenges si-
multaneously, forcing users to choose between high
performance and ease of use.

3 Design of OpenRLHF

3.1 Overview: Ray-based RLHF architecture

OpenRLHF is the first open-source, Ray-based
RLHF architecture that assigns a batch of GPUs
to distinct roles and manages both data flow and
workflow among these roles using Ray’s schedul-
ing capabilities. As illustrated in Figure 1, it defines
two primary roles: the rollout engine, responsible
for response generation to given prompts, and the
ZeRO engine, which computes logprobs, reference
policy logprobs, and handles model training (For
a detailed design of the PPO workflow, refer to
Appendix B, and for in-depth implementation tips,
consult Blog (Shen et al., 2024b).)

Additionally, we leverage VLLM as the rollout
engine, enabling efficient response generation with
minimal GPU memory usage. For model training,
we adopt DeepSpeed, which implements 3D par-
allelism, including automatic tensor parallelism,
ZeRO/data parallelism, and sequence parallelism,
to train both the actor and value models efficiently.

Figure 1: Overall architecture of OpenRLHF. The sys-
tem assigns GPUs to two primary roles: rollout engines
dedicated to response generation and actor engines re-
sponsible for computing log-probabilities and model
training. OpenRLHF leverages Ray for distributed
scheduling, integrates VLLM to achieve efficient re-
sponse rollout with low GPU memory usage, and em-
ploys DeepSpeed-Zero for 3D parallelism (including
tensor, data, and sequence parallelism) to enable effi-
cient training. The underlying models are instantiated
with flexible Transformer architectures, making the sys-
tem easy to extend and adapt for diverse scenarios.

Core reason for ease of use: simplified
model slicing, seamless integration, and flexi-
ble scheduling. The exchange of model weights
between the rollout engine and the training engine
is enabled by a flexible slicing and partitioning
pipeline. Hugging Face Transformer (Jain, 2022)
models are instantiated and trained using Deep-
Speed ZeRO, AutoTP, and Ring-Attention (Liu
et al., 2023) model parallelism. These model slices
are then efficiently transferred to VLLM through
AutoTP and AutoPP, which dynamically parti-
tion the models into sub-modules. The Ray-based
scheduling mechanism enables seamless switch-
ing between different model parallelism modes,
such as hybrid engine and asynchronous training.
This streamlined workflow significantly reduces
complexity, making the system highly user-
friendly and easy to extend. Compared with archi-
tectures such as DeepSpeed-Chat, Transformer Re-
inforcement Learning (TRL), or other mainstream
frameworks, OpenRLHF supports asynchronous
dataflow and remote engine interactions, signifi-
cantly improving the overall efficiency of the train-
ing process and the agent workflow.

3.2 Distributed and Efficient System Design

3D Parallelism with DeepSpeed-ZeRO and Ring
Attention. To enable seamless and efficient scala-
bility for large models, OpenRLHF integrates the
latest automatic tensor parallelism (AutoTP) fea-
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ture from DeepSpeed-ZeRO. In many industrial-
grade RLHF architectures, users previously needed
to manually specify an injection policy for each
transformer model, identifying the linear layers and
attention outputs that required communication be-
tween data-parallel ranks. In contrast, OpenRLHF
leverages DeepSpeed-ZeRO’s new capability to
support automatic tensor parallelism for Hugging-
Face models by default: when kernel injection is
not enabled and an injection policy is not provided,
DeepSpeed automatically determines and applies
the necessary policy at runtime. This greatly sim-
plifies the user experience and extends robust
tensor parallelism support to a wider range of
models, removing the need for complex engi-
neering or manual configuration.

In addition, OpenRLHF implements sequence
parallelism through ring attention. Ring attention
employs a ring-based communication topology,
efficiently distributing attention computation for
long sequences across multiple GPUs while min-
imizing both memory usage and communication
overhead. This is especially critical for modern
RLHF and RLVR workloads involving long chain-
of-thought (CoT) reasoning, where conventional
attention computation can become a major scala-
bility bottleneck. By combining AutoTP, data par-
allelism, and ring attention-based sequence paral-
lelism, OpenRLHF empowers large-scale, efficient,
and highly usable RLHF model training on flexible
GPU clusters.

Accelerated CoT Inference with vLLM. As
LLMs advance in reasoning, RLHF and RLVR
pipelines increasingly face inference bottlenecks,
especially with long chain-of-thought (CoT) out-
puts. For models like OpenAI-o1 and DeepSeek-
R1, CoT generation can dominate training time,
making efficient long-form inference crucial for
scalability. To address this challenge, OpenRLHF
integrates the vLLM inference framework, which
is specifically designed for high-throughput and
memory-efficient LLM serving. vLLM provides a
streamlined interface for generating RLHF samples
and supporting frequent model weight updates.

The core innovation in vLLM is efficient man-
agement of attention key and value memory with
PagedAttention (Kwon et al., 2023). This tech-
nique significantly reduces memory waste to less
than 4%, enabling the batching of more sequences
and enhancing GPU utilization and throughput.
PagedAttention also supports efficient memory
sharing for advanced sampling methods, such as

parallel sampling and beam search, reducing mem-
ory usage by up to 55% and further boosting infer-
ence efficiency. Besides PagedAttention, vLLM
has several other advantages, including continuous
batching of incoming requests, fast model execu-
tion with CUDA Graph, and CUDA kernels op-
timized with FlashAttention and FlashInference,
which enable rapid and memory-efficient attention
computations. It also features speculative decoding
for faster inference and chunked prefill to reduce
latency on long sequences. Collectively, these en-
hancements make vLLM highly effective for large-
scale, long-sequence inference, especially suitable
for RLHF and RLVR pipelines, where efficiency
and scalability are crucial.

Asynchronous Dataflow and Remote Engine
Interactions. OpenRLHF supports asynchronous
dataflow and remote engine communication to max-
imize system throughput and resource utilization
during distributed RLHF training. In this archi-
tecture, rollout engines, actor engines, and remote
engines operate independently and communicate
via message passing, enabling immediate process-
ing as soon as data becomes available. Fully asyn-
chronous execution is especially important in the
chain-of-thought (CoT) era, where inference in-
volves generating multi-step reasoning that can
vary greatly in length and computational cost. In
synchronous frameworks, the slowest CoT gener-
ation can bottleneck the whole pipeline and waste
resources. In contrast, OpenRLHF’s asynchronous
design allows each engine to operate at its own
pace, ensuring hardware is utilized even for long
or variable CoT tasks. This not only accelerates
training and evaluation, but also enables efficient
scaling and supports dynamic agent RL workflows.
Leveraging asynchronous remote engine interac-
tions, OpenRLHF is readily extensible for scalable
agent RL training in modern, CoT-centric environ-
ments.

4 Experiments

4.1 Performance Comparison

Long CoT Experiment Setup To ensure the ap-
plicability of the compared methods in current
RLHF workflows, we conduct our experimental
evaluation under a long-chain-of-thought (CoT)
generation scenario. Given computational resource
constraints, we focus our comparison on the long
CoT RLVR setting, benchmarking OpenRLHF
against Verl, currently the state-of-the-art frame-
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Model Size
1K 2K 4K 8K

Avg. SpeedupOpenRLHF Verl OpenRLHF Verl OpenRLHF Verl OpenRLHF Verl
(sec) (sec) (sec) (sec) (sec) (sec) (sec) (sec)

1.5B 14.9 16.2 26.5 33.1 61.6 65.5 113.0 134.8 1.22×
7B 16.0 17.3 30.3 47.3 90.3 101.3 226.4 232.4 1.42×
14B 25.5 28.5 51.0 74.3 136.3 202.8 328.6 511.1 1.68×

Table 1: The average training time (seconds) per step for different model sizes and context window lengths compared
between OpenRLHF and Verl. The speedup is calculated as the geometric mean of Verl time / OpenRLHF time
across all sequence lengths.

work for RLHF training. We evaluate the training
efficiency of OpenRLHF (v0.8.5) and Verl (v0.4.0)
by measuring the average per-step training time (in
seconds) across various model sizes (1.5B, 7B, and
14B parameters) and maximum generation lengths
(1K, 2K, 4K, and 8K tokens). To ensure the base
models can produce sufficiently long contextual
outputs for stress testing, we adopt the DeepSeek
open-source distilled Qwen series. All models are
fine-tuned using the Decoupled Clip and Dynamic
Sampling Policy Optimization (DAPO) algorithm
(Yu et al., 2025) under identical hyperparameter
settings. Experiments are conducted on 8 NVIDIA
H200 140GB GPUs using PyTorch 2.7 (Imambi
et al., 2021) and the ZeRO Stage 3 optimizer or
Fully Sharded Data Parallel (FSDP) (Zhao et al.,
2023). For each configuration, the local batch size
is set to 1 to mitigate the risk of out-of-memory er-
rors, with a maximum input context length of 1024
tokens. The reported values represent the average
training time per step, excluding the first 10 steps.

Long CoT Performance Analysis The experi-
mental results in Table 1 show that OpenRLHF
consistently achieves superior training speed com-
pared to Verl across all configurations. OpenRLHF
delivers speedups ranging from 1.22× for the 1.5B
model to 1.68× for the 14B model, with perfor-
mance advantages becoming more pronounced as
model size and context length increase. For in-
stance, in the 14B-8K setting, OpenRLHF achieves
a 1.56× speedup (328.6 seconds vs. 511.1 sec-
onds), while the 7B-2K configuration shows a
1.56× speedup (30.3 seconds vs. 47.3 seconds).
These speedup improvements can be attributed
to OpenRLHF’s algorithmic design, including the
DAPO optimization strategy, which effectively mit-
igates memory overhead and computational bot-
tlenecks under long-context scenarios. The con-
sistent speedup across different scales underscores
OpenRLHF’s efficiency advantages in contempo-
rary RLHF pipelines.

General RLVR Experiment To ensure a fair
and controlled evaluation of training efficiency in
reinforcement learning fine-tuning, we compare
OpenRLHF with the optimized TRL framework
on the GSM8K dataset (Cobbe et al., 2021) using
the GRPO algorithm over a single training epoch.
Both systems are configured with identical hyper-
parameters and run on the same hardware setup to
isolate the effect of framework design on perfor-
mance. The GRPO algorithm is selected due to
its relevance in reward-based fine-tuning scenarios,
and GSM8K serves as a representative benchmark
for arithmetic reasoning tasks. In terms of training
efficiency, OpenRLHF demonstrates a substantial
advantage, completing one epoch in 1,657 seconds,
compared to the 5,189 seconds required by TRL,
representing approximately a 3.1× speedup. The
result highlights the superior efficiency and main-
tainability of OpenRLHF’s implementation, which
benefits from a streamlined design and targeted
system-level optimizations.

General RLHF Experiment To evaluate the
training efficiency of modern RLHF frameworks,
we compare OpenRLHF with the optimized
DeepSpeed-Chat (DSChat) implementation. The
experiment involves fine-tuning 1,024 prompts us-
ing the PPO algorithm for one epoch under iden-
tical hardware and hyperparameter configurations.
This setup ensures that observed differences in per-
formance are attributable solely to differences in
system design and optimization strategies between
the two frameworks. In terms of training time,
OpenRLHF completes the task in 236.8 seconds,
significantly outperforming DSChat, which re-
quires 855.09 seconds, resulting in a 3.6× speedup.
This performance gain is primarily driven by two
system-level innovations in OpenRLHF: the use of
vLLM for accelerated token generation and Ray for
efficient distributed execution. Collectively, these
design choices result in a more scalable and excel-
lent RLHF framework.
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Figure 2: Core code complexity comparison across
RLHF frameworks (lines of code). Lower values indi-
cate simpler implementation and better maintainability.

4.2 Usability Comparison
As illustrated in Figure 2, OpenRLHF achieves
a compelling balance between implementation
conciseness and training performance. Despite
being the second most concise framework with
only 8,523 lines of code—significantly fewer
than TRL (19,071) and Verl (32,325)—Open-
RLHF demonstrates a clear performance advan-
tage across standard RLHF benchmarks. This
streamlined codebase not only facilitates easier
comprehension and modification for developers but
also reduces the engineering overhead associated
with integration into custom pipelines. In addi-
tion to its lightweight design, OpenRLHF offers
comprehensive support for various reinforcement
learning fine-tuning paradigms, including Super-
vised Fine-Tuning (SFT), Direct Preference Opti-
mization (DPO) (Rafailov et al., 2023), Reward
Model (RM), and Process Reward Model (PRM)
(Lightman et al., 2023). This broad functionality,
combined with its modular and well-documented
architecture, significantly lowers the barrier to en-
try for both research and production use. Overall,
OpenRLHF’s design exemplifies high usability by
combining minimal code complexity with exten-
sive functionality and competitive performance.

5 Limitations

While OpenRLHF demonstrates significant advan-
tages in balancing performance and accessibility,
several limitations should be acknowledged. De-
spite our optimization efforts, OpenRLHF may
not match the peak performance of highly spe-
cialized industrial frameworks that benefit from
dedicated engineering teams and extensive re-
sources. As a community-driven open-source

project without dedicated economic support, Open-
RLHF faces resource constraints in rapidly integrat-
ing cutting-edge features, potentially resulting in
delays compared to well-funded commercial frame-
works. Currently, the framework focuses primarily
on language models and does not support Vision-
Language Models or other multimodal architec-
tures, limiting its applicability to multimodal AI
alignment research. Additionally, OpenRLHF’s
modular design introduces dependencies on exter-
nal systems such as Ray, vLLM, and DeepSpeed,
where updates in these upstream systems may re-
quire maintenance work or introduce compatibility
issues. Despite these limitations, we believe Open-
RLHF’s contributions to accessibility and democra-
tization of RLHF research provide significant value
to the community.

6 Conclusion

We presented OpenRLHF, a simple yet high-
performance open-source framework that bridges
the gap between performance and usability in
RLHF and RLVR training. By integrating Ray’s
distributed computing, vLLM’s inference optimiza-
tion, DeepSpeed ZeRO’s memory efficiency, and
ring attention’s sequence parallelism, OpenRLHF
delivers four key innovations: Ray-based architec-
ture for streamlined orchestration, 3D parallelism
for efficient scaling, accelerated CoT inference ad-
dressing the critical bottleneck, and asynchronous
dataflow for maximum throughput. The frame-
work’s broad adoption across leading institutions
and companies—from academic courses at CMU
to production deployments at major tech compa-
nies—validates its real-world effectiveness. Open-
RLHF’s influence on subsequent frameworks and
its role in democratizing RLHF research demon-
strate its significant contribution to the field. By
open-sourcing this framework, we aim to foster in-
novation, accelerate research progress, and enable
broader participation in aligned AI development.
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A Broad Impact and Adoption

OpenRLHF has achieved significant adoption and
impact across both academic and industrial commu-
nities since its release. The framework’s balance
of high performance and accessibility has made
it a preferred choice for diverse applications rang-
ing from research experimentation to production
deployment.

OpenRLHF has been formally integrated into
academic curricula, notably being adopted by The
CMU Advanced Natural Language Processing
Spring 2025 course as a core teaching framework.
This integration demonstrates the framework’s edu-
cational value and accessibility for students new to
RLHF. The framework has also received recogni-
tion from major technology communities, includ-
ing an invitation to present at the PyTorch Expert
Exchange 2025, highlighting its technical contribu-
tions to the broader deep learning ecosystem.

The framework has been widely adopted by
leading technology companies and research in-
stitutions, including Google, ByteDance, Baidu,
NVIDIA, Tencent, China Telecom, Vivo, Nexus-
Flow, JSC, UC Berkeley’s Starling Team, Meituan,
and HKUST. This diverse adoption across ma-
jor tech companies, telecommunications providers,
and academic institutions demonstrates Open-
RLHF’s versatility and robustness in handling vari-
ous scales of RLHF workloads, from research pro-
totyping to production-scale deployments.

OpenRLHF’s modular design and extensible ar-
chitecture have enabled it to serve as a founda-
tion for specialized frameworks. Notable examples
include LMM-R1 for multimodal reinforcement
learning, MARTI for advanced reasoning tasks,
and MM-EUREKA for multi-modal applications.
These derivative frameworks demonstrate Open-
RLHF’s flexibility in supporting diverse research
directions and its role as a platform for innovation
in the RLHF ecosystem.

The design principles and technical innovations
introduced in OpenRLHF have influenced subse-
quent framework development in the field. Sev-
eral prominent frameworks including Verl, Al-
ibaba ROLL, SLIME, and Open-Reasoner-Zero
have acknowledged OpenRLHF’s contributions in
their documentation and publications, citing its dis-
tributed architecture design, Ray-based orchestra-
tion approach, and integration strategies as influ-
ential to their own development. This acknowl-
edgment reflects OpenRLHF’s role in advancing

the state-of-the-art in RLHF system design and
establishing best practices for distributed RLHF
training.

Beyond direct usage and citations, OpenRLHF
has contributed to democratizing RLHF research
by lowering the barrier to entry for academic re-
searchers and smaller organizations. The frame-
work’s emphasis on ease of use without sacrificing
performance has enabled broader participation in
RLHF research, fostering innovation across diverse
research communities that might otherwise lack the
resources for complex distributed training setups.

B PPO Workflow Design

This section presents OpenRLHF’s comprehensive
PPO-based RLHF training workflow, which orches-
trates multiple specialized engines to efficiently
handle the complex multi-stage training process (as
shown in Figure 3). The OpenRLHF PPO workflow
consists of four main stages executed iteratively:
(1) Rollout Generation, where the current policy
generates responses to prompts; (2) Reward Com-
putation, where responses are evaluated using a
trained reward model; (3) Advantage Estimation,
where advantages and returns are calculated using
GAE (Generalized Advantage Estimation); and (4)
Policy Optimization, where the policy is updated
using PPO loss. This pipeline repeats for multiple
iterations until convergence.

The training begins with the Rollout Engine
generating responses for a batch of prompts us-
ing the current policy πθ. A batch of prompts
{x1, x2, ..., xB} is sampled from the training
dataset, and the Rollout Engine, equipped with
vLLM for efficient inference, generates responses
{y1, y2, ..., yB} using the current policy. Dur-
ing generation, the engine records action log-
probabilities log πθ(yi|xi) and attention masks.
The generated sequences (xi, yi) along with their
metadata are collected for subsequent processing.
The Rollout Engine leverages vLLM’s optimiza-
tions including continuous batching, KV-cache
management, and PagedAttention to maximize
throughput during this inference-heavy stage.

Once rollouts are generated, the system
computes rewards and reference policy log-
probabilities. The trained reward model Rφ evalu-
ates each prompt-response pair to produce scalar re-
wards ri = Rφ(xi, yi). Simultaneously, the frozen
reference policy πref computes log-probabilities
log πref(yi|xi) for KL regularization, and the critic
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Figure 3: Overall PPO workflow of OpenRLHF.

network Vψ estimates state values Vψ(xi, yi,:t) for
advantage computation. These computations can
be parallelized across multiple GPUs and are often
batched together for efficiency.

The system then computes advantages using
Generalized Advantage Estimation (GAE). First,
temporal difference residuals are calculated: δt =
rt + γVψ(st+1) − Vψ(st). Then, advantages are
computed using GAE: At =

∑∞
l=0(γλ)

lδt+l, and
discounted returns are calculated as Rt = At +
Vψ(st). The advantage computation incorporates
KL penalty terms to prevent the policy from de-
viating too far from the reference policy: r′t =
rt − βKL[πθ||πref].

The final stage updates the policy using
PPO’s clipped objective function. The ZeRO
Engine computes the policy loss using the
clipped surrogate objective: LCLIP(θ) =
E[min(rt(θ)At, clip(rt(θ), 1−ϵ, 1+ϵ)At)], where
rt(θ) = πθ(at|st)

πθold (at|st)
is the probability ratio. The

critic loss is computed as LV (ψ) = E[(Vψ(st) −
Rt)

2]. The critic loss is computed as LV (ψ) =
E[(Vψ(st) − Rt)

2]. The total loss combines pol-
icy and value losses: Ltotal = LCLIP + c1L

V +
c2S[πθ](st), where c1 and c2 are coefficients for
value loss and entropy bonus respectively, and
S[πθ](st) is the entropy of the policy distribution
to encourage exploration. The ZeRO Engine per-
forms gradient computation and model parameter

updates using DeepSpeed ZeRO optimizations for
memory efficiency and scalability.

Throughout this workflow, OpenRLHF’s Ray-
based architecture enables seamless coordina-
tion between different engines while maintain-
ing computational efficiency. The Rollout En-
gine and ZeRO Engine can operate on differ-
ent GPU clusters optimized for their respective
workloads—inference-optimized hardware for roll-
out generation and training-optimized hardware for
policy updates. Ray’s distributed scheduling au-
tomatically handles data transfer, synchronization,
and fault tolerance across the distributed system.
This asynchronous execution model allows the sys-
tem to overlap computation stages where possible,
significantly improving overall training throughput
compared to traditional synchronous RLHF imple-
mentations.

The entire PPO training loop continues for mul-
tiple epochs, with each epoch processing multi-
ple batches of rollout data. Early stopping crite-
ria based on KL divergence thresholds and perfor-
mance metrics prevent policy collapse and ensure
stable training. The modular design allows for easy
integration of advanced techniques such as advan-
tage normalization, gradient clipping, and adaptive
KL penalty coefficients, making OpenRLHF highly
customizable for different research and production
scenarios.
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