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Abstract

Building language models (LMs), especially
small and medium ones, remains more art than
science. While large LMs often improve by
sheer scale, it is still unclear why many de-
sign choices work. For small LMs, this un-
certainty is more limiting: tight parameter
budgets make each decision critical, yet re-
searchers still lack systematic, scientific ways
to test and refine new ideas. We introduce
Pico, a lightweight, modular framework that
enables systematic, hypothesis-driven research
for small and medium-scale language model
development. Pico consists of two libraries
that together provide a practical sandbox where
researchers can make targeted changes to a
model’s architecture or training procedures and
directly observe their effects on the model’s
behavior. To support reproducible experimen-
tation, we also release a suite of baseline mod-
els, pico-decoder, trained under standardized
conditions and open-sourced for the community.
Case studies highlight how Pico can support
iterative small LM design and analysis.

pico-lm
(Apache 2.0)

pico-lm
(Apache 2.0)

picolm.io Demo Video

1 Introduction
Recent advances in large language models (LLMs)
have enabled strong performance across diverse
tasks (Hendrycks et al., 2021; Cobbe et al., 2021;
Srivastava et al., 2023), but progress on Small
Language Models (SLMs) has been slower (see
Fig. 1). SLMs, loosely defined as models with
fewer than 10 billion parameters, are large enough
for emergent behaviors yet small enough to train on
modest budgets (Hu et al., 2024; Van Nguyen et al.,
2024; Wang et al., 2024; Subramanian et al., 2025).
Despite growing interest, designing efficient, high-
performing SLMs still relies on opaque trial-and-
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Figure 1: Best performance of fixed-size SLMs and
LLMs on MMLU per year, size of the circles represents
model size. Note that the size of GPT-4 models is
speculative 1 and has not been confirmed by OpenAI.

error, with limited understanding of how design
choices shape learning dynamics.

In this paper, we present Pico, a modular frame-
work designed to help researchers develop SLMs
in a more scientifically rigorous manner. Pico con-
sists of two libraries: pico-train, which provides
a lightweight, transparent training loop for lan-
guage models; and pico-analyze, a complemen-
tary toolkit for analyzing their learning dynamics.
Conceptually, pico-train provides the infrastruc-
ture for training and systematically checkpointing
model states and activations, while pico-analyze
offers the tools to compute learning dynamics met-
rics and comparisons on those checkpoints.

By bridging training and analysis in a single
open-source ecosystem, Pico lowers the barrier
for conducting reproducible, hypothesis-driven re-
search on small language model development. To
support controlled experimentation, we also release
a set of baseline models trained under standardized
conditions, the pico-decoder suite. The suite is a
starting point for researchers to build on and com-

1https://the-decoder.com/gpt-4-has-a-trillion-parameters
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Tool Custom
Training

Checkpoint
Support

Feature
Extraction

Analysis
Tools

Low-Budget
Friendly

Pico ✓
Modular
PyTorch

✓
Optimizer,
weights & data

✓
Activations &
gradients

✓
pico-analyze
metrics

✓
Academic-GPU
scale

TransformerLens ✗ ✗ ✓ ✓ ✓

ACDC ✗ ✗ ✓ ✓ ✓

SAELens ✗ ✗ ▲ ✓ ✓

SmolLM2 ✓ ▲ ✗ ✗ ✓

Pythia Suite ▲ ▲ ✗ ▲ ✓

OLMo ✓ ▲ ✗ ✗ ▲

Table 1: Comparison of Pico and related frameworks for interpretability and learning dynamics.
Legend: ✓= Fully supported; ▲= Partial; ✗= Not supported.

pare against. Case studies in §3 demonstrate how
Pico enables researchers to build language models
in a hypothesis-driven way.

2 Pico

Unlike existing pretraining or interpretability stacks,
Pico integrates modular training with built-in sup-
port for learning dynamics. Table 1 highlights this
key advantage.

On the training side, pico-train automatically
logs detailed activations, gradients, and weights
at checkpoint intervals and enables researchers to
efficiently train models for controlled experiments.

On the analysis side, pico-analyze operates
directly on these in-situ logs, applying flexible met-
rics and component abstractions to track learning
dynamics as they unfold.

In this section we provide a concise overview
of the two Pico libraries: pico-train and pico-
analyze.

2.1 pico-train: A Minimalist Approach to
Model Training

pico-train is a lightweight, transparent frame-
work for training small- to medium-scale language
models. Unlike many existing training libraries that
prioritize efficiency at the cost of clarity, pico-
train is designed to be simple, modular, and easy
to modify, making it a flexible foundation for ex-
perimentation in language model research.

Out of the box, pico-train implements pico-
decoder, a LLaMA-style transformer (Touvron
et al., 2023) that incorporates key features of modern
autoregressive language models, including Grouped
Query Attention (GQA) (Ainslie et al., 2023), Ro-
tary Position Embeddings (RoPE) (Su et al., 2024),

FlashAttention (Dao et al., 2022), SwiGLU activa-
tions (Shazeer, 2020), and RMSNorm (Zhang and
Sennrich, 2019). All components, except FlashAt-
tention, are re-implemented from scratch in plain
PyTorch (Paszke et al., 2019), with an emphasis on
readability and documentation.

To ensure efficient multi-GPU and distributed
training, pico-train is built on Lightning Fabric
(Lightning AI, 2025) – a framework that, like Pico,
prioritizes simplicity and flexibility. Lightning Fab-
ric enables users to scale up training across multiple
GPUs or nodes without introducing excessive ab-
stractions and ensures that the core training logic
remains easy to understand and modify.

A distinguishing feature of pico-train is its
systematic checkpointing and version control sys-
tem. It automatically saves:

• Model states in both PyTorch- and Hug-
ging Face-compatible formats (Wolf et al.,
2019). This dual-format checkpointing en-
ables straightforward loading with vanilla Py-
Torch or integration into the Hugging Face
ecosystem, facilitating downstream tasks such
as fine-tuning, inference, or model sharing.
Researchers can thus easily plug pico-train
outputs into existing pipelines.

• Intermediate activations and gradients. At
user-defined intervals, the library gathers lay-
erwise activations and gradients from the for-
ward and backward passes on the current train-
ing batch. Optionally, it can also capture these
metrics from a fixed evaluation batch for con-
sistent comparisons over training. Collecting
these tensors at each checkpoint provides a
granular record of how representations and
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gradient flows evolve over time.

• Training data batch. We save out the batch
of training data that was used to extract the set
of activations and gradients at a given point in
training.

• Evaluation results. Users can define and
record evaluation metrics (e.g., validation
perplexity, accuracy) alongside model check-
points.

All checkpoints are automatically uploaded and
version-controlled on Hugging Face, ensuring that
researchers can revisit any point in training to an-
alyze how the model evolved over time. These
structured checkpoints integrate seamlessly with
pico-analyze, enabling learning dynamics re-
search with minimal setup.

To simplify experimentation, we release a pre-
tokenized, pre-chunked, and pre-shuffled ver-
sion of Dolma (Soldaini et al., 2024), a large,
open-source English dataset, on Hugging Face:
pretokenized-dolma. This dataset removes pre-
processing overhead, ensures consistency across
runs, and supports streaming to reduce storage
needs. Using it is optional; users can substitute
their own data if they prefer. Details on our prepro-
cessing steps are in App. D.

By focusing on minimalism, modularity, and
transparency, pico-train makes it easy to modify
all aspects of the training pipeline.

2.2 pico-analyze: A General-Purpose
Framework for Studying Learning
Dynamics

pico-analyze is a companion tool to pico-train
designed to make analyzing learning dynamics
seamless and reproducible. It directly integrates
with the checkpoints saved by pico-train that
include activations, and gradients and enables re-
searchers to compute the learning dynamics of
trained models.

At its core, pico-analyze follows a simple ab-
straction: it applies metrics to components. Metrics
provide quantitative insights into various aspects
of model behavior, while components define the
specific model elements being analyzed. This de-
sign allows for flexible and fine-grained analysis of
training dynamics.

Metrics. Out of the box, pico-analyze supports
a range of built-in metrics, including:

• Sparsity Measures: Gini coefficient (Hurley
and Rickard, 2009) and Hoyer metric (Hoyer,
2004) gauge how concentrated the values of a
matrix are near zero.

• Rank-Based Metrics: Proportional Effective
Rank (Diehl Martinez et al., 2024) captures
a matrix’s “effective dimensionality,” while
Condition Number evaluates its numerical sta-
bility.

• Representation Similarity: CKA (Kornblith
et al., 2019) and PWCCA (Morcos et al., 2018)
compare activation patterns across layers or
checkpoints, revealing how internal represen-
tations evolve.

• Norms: Frobenius, Nuclear, and Infinity
norms measure the scale of a tensor, spot-
lighting issues such as vanishing or exploding
parameters.

Components. Metrics can be computed on dif-
ferent types of components:

• Simple components: Individual weight ma-
trices, gradients, or activations from a single
layer.

• Compound components: Higher-level struc-
tures that combine multiple model elements.
One example is the OV circuit, which tracks
how information flows in transformer models
by combining the value and output projection
matrices in self-attention layers (Elhage et al.,
2021).

This two-step abstraction is designed for exten-
sibility; new metrics and component types can be
easily defined, allowing researchers to tailor anal-
yses to specific hypotheses about language model
learning. We view pico-analyze not as a static
toolset, but as a foundation for community-driven
interpretability research.

3 Case Studies
We illustrate how Pico enables systematic,
hypothesis-driven experimentation through two
case studies.

3.1 MAML
Model-Agnostic Meta-Learning (Finn et al., 2017,
MAML) trains models to adapt quickly by alternat-
ing between short bursts of task-specific learning
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and a global update that improves generalization.
This setup encourages models to find initialization
points that adapt well to new tasks. While MAML
is typically used for fine-tuning, we follow prior
work (Bansal et al., 2020; Li and Zhang, 2021) in
applying it during pretraining.

Implementation We implemented MAML in
pico-train by adding a lightweight inner loop
that updates a classification head on masked token
tasks, followed by a meta-update to the full model
(Africa et al., 2025a,b). pico-train automatically
handles distributed GPU synchronization, requiring
no changes to Pico’s core training logic.

Analysis We evaluate MAML on Paloma per-
plexity and observe consistent 4–15% gains over
standard pretraining. To better understand this
improvement, we analyze the proportional effec-
tive rank (PER) (Diehl Martinez et al., 2024) of
both weights and gradients over time. PER cap-
tures the dimensionality of a tensor’s signal. In
meta-learning, one concern is that inner-loop up-
dates may overly constrain model updates to a low-
dimensional subspace, potentially limiting general-
ization. As shown in Fig. 2, we observe synchro-
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Figure 2: Training dynamics under MAML. Top to
bottom: Training loss and proportional effective rank
(PER) of weights and gradients. Sharp drops in PER
align with spikes in loss. Shaded regions correspond to
different observed phases in training.

nized troughs in PER and spikes in both loss and
perplexity. This suggests that inner-loop updates
temporarily compress the model’s capacity into
a low-rank subspace before the outer-loop update
restores variance and expressivity.

New Hypothesis and Next Steps These results
support the hypothesis that MAML’s learning dy-
namics involve cycles of compression and recovery.
This raises concrete follow-up questions: could
adjusting the inner-loop learning rate reduce exces-
sive compression? Would alternative meta-learning
schedules or task mixes stabilize the representa-
tional space more effectively? Using Pico’s modular
training and built-in logging, these variants can be
tested with minimal friction. By comparing learn-
ing dynamics and outcomes across runs, researchers
can refine their design choices in a reproducible,
hypothesis-driven loop.

3.2 ReLoRA
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Figure 3: Training dynamics under ReLoRA. Top to
bottom: BLiMP accuracy over time, averaged condition
numbers of the gradient updates for the attention value
and output projection matrices.

ReLoRA (Lialin et al., 2023) adapts LoRA (Hu
et al., 2022), a fine-tuning technique that freezes
pretrained weights and injects trainable low-rank
matrices, into the pretraining loop. In theory,
this could provide a sample-efficient way to train
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Family Size #Tokens Paloma ↓ HellaSwag ↑ ARC-Easy ↑ TruthfulQA ↑
Pico 11M 250B 136.17 25.62 32.79 51.75

65M 250B 42.24 27.25 38.22 46.13
181M 250B 30.08 30.69 44.65 41.85
570M 250B 22.96 37.33 48.99 36.33

Pythia 14M 300B 86.64 26.15 31.31 50.14
70M 300B 43.76 27.56 36.23 47.02
160M 300B 29.96 30.26 43.73 44.51
410M 300B 20.55 40.55 52.10 41.23

OPT 125M 300B 27.22 31.33 43.48 42.89
350M 300B 20.91 36.66 44.06 41.01

Table 2: Performance of small-scale language models on four benchmarks. Lower is better for Paloma perplexity
(↓); higher is better for HellaSwag, ARC-Easy, and TruthfulQA accuracies (↑).

large models by constraining updates to a low-rank
subspace.

Implementation We incorporate ReLoRA into
pico-train by adding a lightweight wrapper
around attention and MLP weight matrices, and
by modifying the learning rate schedule to handle
periodic resets (Weiss et al., 2025). We evaluated
the model on BLiMP (Warstadt et al., 2020), which
we configured via a single config entry.

Analysis We find that ReLoRA surprisingly un-
derperforms standard pretraining on BLiMP (see
Fig. 3, top) (Warstadt et al., 2020). To investi-
gate this, we analyze the condition numbers of
the gradient updates across layers and training
checkpoints. This metric reflects how sensitive
gradient-based updates are to numerical instability,
a relevant concern for methods like ReLoRA that
repeatedly project updates into a low-rank subspace.
As shown in Fig. 3 (bottom), ReLoRA gradients
are substantially more ill-conditioned and exhibit
high inter-layer variance.

New Hypothesis and Next Steps This pattern
suggests that repeated low-rank resets may am-
plify gradient instability, undermining ReLoRA’s
intended efficiency gains. Several next steps follow
naturally: for example, adding layerwise condition
number regularization, adjusting the rank dynami-
cally, or modifying the reset schedule to reduce in-
stability. Because pico-train and pico-analyze
modularize core components and log detailed in-
situ signals, researchers can test these changes
quickly, track their effects on gradient stability, and
iterate systematically. This demonstrates Pico’s

value as a scientific sandbox for implementing, an-
alyzing, and refining design choices in the small
LM regime.

4 Pico Model Suite
We train a suite of pico-decoder models at vari-
ous scales on pretokenized-dolma using pico-
train, all of which are open-sourced on our Hug-
ging Face organization. These models range from
11M to 570M parameters, with plans to extend to
billion-parameter models, and serve both as evalu-
ations of our training pipeline and as testbeds for
research on scaling laws and interpretability.

Each model is trained for 125,000 steps (covering
250B tokens). We evaluate the final model check-
points on the Paloma benchmark (Magnusson et al.,
2024), HellaSwag (Zellers et al., 2019), Arc-Easy
(Clark et al., 2018) and Truthful QA (Lin et al.,
2022), comparing performance against established
decoder models. As shown in Table 2, our models
achieve comparable results to Pythia and OPT mod-
els, despite running on an academic-level compute
budget (4 nodes of 4 A100s each).

We provide a comparison of these models and
their compute/storage overhead in Table 4. Re-
ported “GPU hours” are not directly comparable
across frameworks due to differences in hardware,
dataloaders, and logging pipelines, but our training
times are broadly consistent with existing suites.
For reference, whereas pico-large required 7,465
A100-hours, prior reports list Pythia-1B at 4,830
A100-hours, MPT-1.3B at 7,920 A100-hours, and
TinyLlama-1.1B at 3,456 A100-hours under opti-
mized stacks (Zhang et al., 2024). Importantly, all
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of our models are trained in a streaming pipeline,
with datasets and checkpoints streamed from and
uploaded to Hugging Face. Streaming adds data
latency 2 but greatly simplifies reproducibility and
removes local storage requirements. Users who
prioritize throughput can instead train models with
a locally cached dataset.

5 Related Literature
We survey where Pico sits within a growing ecosys-
tem of frameworks that support the training and
analysis of language models, ranging from opti-
mized production libraries to interpretability toolk-
its.

5.1 Training Frameworks
Open-source initiatives. Initiatives by
EleutherAI, including GPT-Neo, GPT-J, and the
interpretability-focused Pythia suite (Biderman
et al., 2023) as well as projects like the Allen
Institute’s OLMo (Groeneveld et al., 2024), Meta’s
Llama (Touvron et al., 2023), and BigScience’s
BLOOM (Le Scao et al., 2023), have democratized
access to pretrained weights and checkpoints.
While these frameworks support post-hoc in-
vestigations into phenomena such as linguistic
emergence and scaling effects (Belrose et al., 2023;
Gurnee et al., 2023; Michaelov and Bergen, 2023;
Diehl Martinez et al., 2024), they do not capture
detailed, in-training signals by default and only
provide static checkpoints. Smaller frameworks
like SmolLM (Allal et al., 2025), TinyLlama
(Zhang et al., 2024), NanoGPT (Karpathy,
2023), and TinyStories (Eldan and Li, 2023)
offer minimalistic, modular training loops that
facilitate quick experimentation. However, they
usually leave the implementation of fine-grained
monitoring (e.g., activations or gradient flows) to
the user.

Large-scale and efficient frameworks. Plat-
forms such as NVIDIA’s Megatron-LM (Narayanan
et al., 2021) and Microsoft’s DeepSpeed (Rasley
et al., 2020) excel at distributed training for models
with billions of parameters, though they lack native
mechanisms for inspecting intermediate states.

5.2 Analysis Frameworks
Post-hoc model probing. Given that detailed
training signals are often unavailable by default,

2On our network, streaming results in approximately
80–100% slower batch loading compared to a local cache.

many researchers have adopted post-hoc probing
methods. Such approaches rely on external hook-
ing libraries to intercept hidden states and attention
patterns (Voita et al., 2019; Clark et al., 2019;
Michel et al., 2019), looking at information flows
within models to discover security or privacy vul-
nerabilities (Roger, 2023; Yao et al., 2024). While
powerful, these methods demand significant mod-
ifications and usually depend upon pre-existing
checkpoints.

Mechanistic interpretability. Recently, mecha-
nistic interpretability (mechinterp) has gained trac-
tion as a framework for reverse-engineering neural
networks at the algorithmic level (Olah et al., 2020;
Elhage et al., 2021). Mechinterp focuses on local-
izing and characterizing the internal “circuitry” of
attention heads, MLP layers, or individual neurons.
A variety of mechinterp libraries, e.g., Transformer-
Lens (Nanda and Bloom, 2022), SAELens (Bloom
et al., 2024), and ACDC (Conmy et al., 2023), of-
fer powerful tooling to dissect trained transformer
models at inference time. However, these efforts
typically assume that checkpoints are already avail-
able and do not natively capture the evolution of
internal mechanisms throughout training.

6 Conclusion

We introduce Pico, a modular framework designed
to help researchers study and improve small and
medium-sized language models through a more
systematic, scientifically grounded process. pico-
train provides an extensible environment for train-
ing models, with built-in checkpointing that cap-
tures detailed signals needed to analyze learning
dynamics. pico-analyze builds directly on these
checkpoints, enabling researchers to test specific
hypotheses about how changes to model architec-
tures or training procedures affect convergence,
sparsity, rank, and representation learning.

To further support controlled experiments and
comparative studies, we open-source a suite of
pico-decoder baseline models ranging from 11M
to 570M parameters. These baselines give re-
searchers a consistent starting point for evaluating
new ideas or scaling laws under reproducible con-
ditions.

By combining transparent training, detailed in-
situ logging, and flexible analysis, Pico provides a
practical sandbox for hypothesis-driven research.
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Limitations
The Pico framework is designed for interpretability
and experimentation rather than optimized large-
scale production training, meaning it may not effi-
ciently scale to industrial-scale models with hun-
dreds of billions of parameters. Additionally, the
inherent overhead of systematically checkpointing
intermediate activations and gradients at frequent
intervals can significantly increase storage and com-
putational costs during training.

Ethics Statement
Pico aims to facilitate transparent and reproducible
research into language model interpretability and
learning dynamics. To streamline experimentation,
we release the pretokenized-dolma dataset, a
preprocessed dataset in English, enabling quick and
efficient model training. Additionally, the initial
pico-decoder model suite is also trained exclu-
sively on English-language data. We acknowledge
that this emphasis on English datasets and models
can inadvertently reinforce English as the domi-
nant language in NLP and interpretability research,
potentially marginalizing research on other lan-
guages. We strongly encourage and support the
development and release of similarly structured,
high-quality datasets and models in languages other
than English. Finally, any checkpoint or artifact up-
loaded by Pico to platforms such as Hugging Face
must be used responsibly, with users remaining
mindful of data privacy concerns, potential biases
in training data, and risks associated with misuse
or harmful applications of model checkpoints.
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A Default pico-train configurations

Category Parameter Default Value

Model

Model Type pico_decoder
Hidden Dimension (3model) 768
Number of Layers (=layers) 12
Vocabulary Size 50,304
Sequence Length 2,048
Attention Heads 12
Key/Value Heads 4
Activation Hidden Dim 3,072
Normalization Epsilon 1 × 10−6

Positional Embedding Theta 10,000.0

Training

Optimizer AdamW
Learning Rate 3 × 10−4

LR Scheduler Linear w/ Warmup
Warmup Steps 2,500
Gradient Accumulation Steps 128
Max Training Steps 200,000
Precision BF16 Mixed

Data
Dataset Name pico-lm/pretokenized-dolma
Batch Size 1,024
Tokenizer allenai/OLMo-7B-0724-hf

Checkpointing

Auto Resume True
Save Every N Steps 1,000
Learning Dynamics Layers "attention.v_proj",

"attention.o_proj",
"swiglu.w_2"

Learning Dynamics Eval Data pico-lm/pretokenized-paloma-tinsy

Evaluation
Metrics ["paloma"]
Paloma Dataset Name pico-lm/pretokenized-paloma-tinsy
Eval Batch Size 16

Monitoring
Logging Level INFO
Log Every N Steps 100

Table 3: Default configuration settings used in pico-train, organized by configuration category.

B pico-decoder models comparison
Attribute tiny small medium large
Parameter Count 11M 65M 181M 570M
Hidden Dimension (3model) 96 384 768 1536
Feed-forward Dim 384 1536 3072 6144
Training Time (125K Steps) 4926h 5645h 6112h 7465h
Checkpoint Time 7m42s 3m25s 1m58s 1m29s
Checkpoint Storage (Model State) 151MB 863MB 2.4GB 7.5GB
Checkpoint Storage (Learning Dynamics) 37MB 176MB 550MB 2GB

Table 4: Comparison of pico-decoder model variants trained with default pico-train configurations. Except for
hidden and feed-forward dimension, all models share the training settings detailed in Table 3. Models are trained for
125,000 total training steps on 16 NVIDIA A100-SXM4-80GB GPUs. Time reported in GPU hours (h), minutes
(m) and seconds (s); checkpoint time and storage reported per checkpoint step.
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C Available metrics in pico-analyze

Metric Description Data Type Category
CKA
(Kornblith et al., 2019)

• Measures similarity between activations at dif-
ferent checkpoints

• Uses kernel methods to track representation
evolution

Activations Similarity

PWCCA
(Morcos et al., 2018)

• Measures activation similarity across training
• Emphasizes important components via projec-

tions

Activations Similarity

Condition Number • Computes ratio of largest to smallest singular
value

• Indicates sensitivity to small input changes

Weights
Activations
Gradients

Rank

PER
(Diehl Martinez et al.,
2024)

• Measures entropy of normalized singular val-
ues

• Indicates effective parameter usage

Weights
Gradients

Rank

Gini Coefficient
(Hurley and Rickard,
2009)

• Measures sparsity via weight distribution in-
equality

Weights
Activations
Gradients

Sparsity

Hoyer’s Sparsity
(Hoyer, 2004)

• Measures sparsity by computing ratio of L1/L2
norms

Weights
Activations
Gradients

Sparsity

Norm • Frobenius, Nuclear, Infinity matrix norms Weights
Activations
Gradients

Norm

Table 5: Overview of built-in metrics in pico-analyze. Data Types indicates on what types of checkpoint data the
metrics can be applied. The Category column classifies metrics based on their primary purpose.

D Preprocessing of the
pretokenized-dolma dataset

To prepare the pretokenized-dolma dataset used
in our experiments, we begin by downloading
the Dolma corpus and selecting a random 30%
subset. The text is then tokenized using the
allenai/OLMo-7B-0724-hf tokenizer and split
into fixed-length sequences of 2049 tokens (2048 +
1 for next-token prediction). We ensure consistency
across shards by chunking token streams without
overlap, dropping any remainder shorter than the
full sequence length.

After tokenization and chunking, we shuffle the
dataset and sample a fixed number of sequences

per shard, generating 100 shards in total. The
resulting dataset is saved as Parquet files and up-
loaded to our Hugging Face organization under
pico-lm/pretokenized-dolma.

To facilitate scalable loading and training, we
further fine-shard the dataset into 10,000 pieces
using a secondary script. These final shards are
compact (78MB each), randomly shuffled, pre-
tokenized, and ready for streaming via the Hugging
Face datasets API. This preprocessing ensures that
all models see data in a consistent order, which is
critical for learning dynamics analysis. We release
all of the scripts we use for preprocessing data in
our GitHub repository.
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