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Abstract

Instruction tuning stands as a crucial advance-
ment in leveraging large language models
(LLMs) for enhanced task performance. How-
ever, the annotation of instruction datasets
has traditionally been expensive and labori-
ous, often relying on manual annotations or
costly proprietary LLMs. Recent works ex-
plore approaches to synthesize data with open-
sourced LLMs but require high-quality human-
crafted seed data. In this work, we introduce
FANNO, an end-to-end framework to synthe-
size high-quality instruction data with open-
sourced LLMs and sampled unlabeled docu-
ments, eliminating the necessity for seed data.
Starting from diverse pre-screened documents,
the framework synthesizes complex and diverse
high-quality instruction and response pairs in
different stages. We propose a tagging-based
prompt method to generate diverse and com-
plex seed data and a UCB-based approach to
augment more instruction data with the seed
data. A novel Think Different prompt is pro-
posed to address the distributional limitations
of the seeds, further boosting the data diver-
sity. Experiments prove that the FANNO can
generate diverse and complex high-quality data
even with a opensource small teacher model.
The synthesized instruction data demonstrates
performance that is comparable to, or even sur-
passes, baseline annotation methods with pro-
prietary LLMs or open-sourced LLMs while
requiring fewer instruction data samples.

1 Introduction

Large language models (LLMs) have made signifi-
cant contributions across numerous fields like math
reasoning and open-end question answering (Zheng
et al., 2024a; Wang et al., 2024a; Wettig et al., 2024;
Fan et al., 2023). Instruction tuning (Ouyang et al.,
2022) enhances the model’s abilities to follow user
instructions even in unseen tasks (Li et al., 2023b;
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Bai et al., 2023). The instruction data is expected
to have high quality in terms of correctness, com-
plexity, and diversity (Zhou et al., 2023; Liu et al.,
2023a). However, the human-annotated instruction
data is prohibitively expensive when human experts
are incorporated (Ouyang et al., 2022; Chiang et al.,
2023) or the data has suboptimal quality when col-
lected via crowd-sourcing (Srivastava et al., 2022;
Conover et al., 2023). Previous studies explore ap-
proaches to synthesize high-quality instruction data
with either proprietary LLMs (Wang et al., 2022;
Xu et al., 2023) or open-sourced LLMs (Li et al.,
2024b; Lou et al., 2024). While effective, existing
methods often require access to expensive APIs
or hand-crafted seed datasets, imposing significant
financial and operational barriers to widespread
use. When synthesized with open-sourced LLMs
(Zheng et al., 2024c; Yehudai et al., 2024; Press
et al., 2023), the data quality is less satisfactory
as demonstrated by the benchmark performance of
finetuned LLMs (Zheng et al., 2024b; Lin et al.,
2024; Dubois et al., 2024; Wang et al., 2024b).
These LLMs have a limited ability to follow instruc-
tions and provide insufficient control over the com-
plexity and diversity of the synthesized data. For
example, simply prompting open-sourced LLMs
to generate diverse instructions (Wang et al., 2022;
Xu et al., 2023) still produces data that closely re-
sembles the original seed data.

In this work, we develop FANNO (Free AN-
NOtator), an end-to-end instruction data synthe-
sis framework with sampled unlabeled documents
and open-sourced LLMs only that enhances con-
trol over data quality. This framework methodi-
cally breaks down the annotation process into three
distinct stages: document pre-screening, instruc-
tion generation, and response generation. The pre-
screening stage enhances the diversity of raw doc-
uments in both topic and structure, acting as an
effective probe for eliciting high-quality data from
LLMs. The instruction generation stage generates
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high-quality instructions through two steps: seed
instruction generation and instruction augmenta-
tion. In the seed instruction generation phase, a
tagging-based prompt is used to generate candidate
seeds across various task types and difficulty levels,
while in the instruction augmentation phase, the
UCB algorithm autonomously selects high-quality
instructions while maintaining an exploratory com-
ponent for newly generated instructions. The pro-
posed Think Different strategy further overcomes
the distributional limitations of the initial seeds,
enhancing the data diversity. Empirical evidence
on different benchmarks confirm the efficacy of
FANNO framework on two small LLMs. The gen-
erated dataset is virtually indistinguishable from
instruction datasets like Alpaca-GPT4, marking a
significant stride in instruction data development.1

2 Related Work

Instruction Data Generation Two main ap-
proaches have been explored for instruction data
creation: (1) Human Annotation, which lever-
ages human expertise to design prompts and col-
lect multi-task datasets spanning various cate-
gories (Srivastava et al., 2022; Conover et al.,
2023). While producing high-quality data, man-
ual annotation is effort-intensive and costly, es-
pecially for devising complex textual instructions.
(2) LLM-based Synthetic Data Generation Re-
cent research increasingly favors harnessing the cre-
ative capabilities of LLMs, such as GPT-4 (OpenAI,
2023), over human input for creating instruction-
following datasets (Geng et al., 2023; Chiang et al.,
2023). ALPACA (Taori et al., 2023) and ALPACA-
GPT4 (Peng et al., 2023) have also used more
powerful LLMs to enhance data quality. Another
line of research involves generating task instruc-
tions from “seeds” and filtering (Wu et al., 2023).
For example, WIZARDLM (Xu et al., 2023) em-
ployed an instruction evolution paradigm to in-
crease seed instruction complexity and diversity,
while SELF-INSTRUCT (Wang et al., 2022) used
human-annotated instructions as demonstrations
to guide LLMs in the instruction evolution pro-
cess. OSS-Instruct (Wei et al., 2024) generates
diverse instruction data for code by utilizing open-
source code snippets. LLM2LLM (Lee et al., 2024)
selects difficult data for labeling with a teacher
model. Genie (Yehudai et al., 2024) uses four man-

1Our code is publicly available at https://github.com/
sustech-nlp/FANNO

ually labeled ‘doc, instruction, response’ pairs as
in-context learning examples to generate new QA
pairs. Mammoth2 (Yue et al., 2024) proposes to
extract question-answer pairs already existing in
the web-crawled data. Humpback (Li et al., 2024b)
generates instructions using vast amounts of unla-
beled web text. These datasets are costly in terms
of labor or proprietary model expenses. In con-
trast, FANNO maintains high instructional quality
autonomously, utilizing open-source models effi-
ciently with just a 7B model size.

Data Quality Enhancement Related works in
the field of enhancing data quality have focused on
several key aspects, such as instruction difficulty,
diversity, and correctness. HUMPBACK (Li et al.,
2024b) and KUN (Zheng et al., 2024c) utilize the
language model’s capability in combination with
tailored prompts for data filtering. In Addition,
initiatives like GENIE (Yehudai et al., 2024) and
MODS (Du et al., 2023) utilize specialized open-
source LLMs for data filtering tasks. DEITA (Liu
et al., 2023b) utilize fine-tuned large models to
score the data for quality assessment. Moreover,
efforts like ORCA-MATH (Mitra et al., 2024) and
REFLECTION-TUNING (Li et al., 2023a) employ
collaborative approaches with multiple LMs and
self-reflection to enhance data quality.

3 Method

3.1 Overview of FANNO Framework

The FANNO framework aims to annotate correct,
complex, and diverse instruction data with open-
sourced LLMs given the sampled unlabeled docu-
ment text. As depicted in Figure 1, FANNO consists
of three pivotal stages: document pre-screening, in-
struction generation, and response generation. Un-
like previous works (Wei et al., 2024; Yehudai et al.,
2024) that generate the instruction and response at
the same time within a single turn, FANNO propose
to output them separately in different stages for
better quality (see more discussion in Section 4.2).

Stage 1: Document Pre-Screening The unla-
beled documents are sampled from a web-scale cor-
pus or in-house text data. The documents are first
segmented and deduplicated before being filtered
based on quality, complexity, and diversity. The
LLM-based filter is applied to address ambiguous
content, privacy concerns, and advertisements (see
Appendix D.1), thus improving the data quality.
The length-based filter selects complex documents

17634

https://github.com/sustech-nlp/FANNO
https://github.com/sustech-nlp/FANNO


Figure 1: Overview of FANNO framework. (1) Document Pre-Screening: We process the unlabeled text data with
filters and community detection algorithm. (2a) Seed Instruction Generation: FANNO generates seed instructions
from pre-screened documents with diverse task types and difficulty levels through a tag pool. (2b) Instruction
Augmentation: New instructions are augmented conditioned on the documents and few-shot examples selected
from the seed instructions with the UCB algorithm. (3) Response Generation: The responses to instructions are
generated directly by the teacher LLM.

inspired by the observation that text length corre-
lates well with the complexity (Shen, 2024; Dubois
et al., 2024; Liu et al., 2023a). The fast commu-
nity detection algorithm (see Algorithm 1 in the
appendix) further enhances the diversity of data by
clustering the documents according to document-
level embeddings (Reimers and Gurevych, 2019)
and maintaining the representatives. More details
are provided in Appendix B.2.

Stage 2: Instruction Generation The instruc-
tions are generated based on the pre-screened doc-
uments with the teacher model. To remove the
requirements for human-crafted seed instruction
data, FANNO proposes two distinct phrases for in-
struction generations: Stage 2(a): seed instruc-
tion generation and Stage 2(b): instruction aug-
mentation. The seed instructions are generated
with the tagging-based method (see Section 3.3) to
enhance the data complexity and diversity. Then
more diverse instruction data are augmented with
the iterative UCB (Robbins and Monro, 1951, Up-
per Confidence Bound) method (see Section 3.2).
Both generated instructions are filtered with the
LLM-based method (see Table 8 in the appendix)

to ensure the data quality. Appendix B.3 shows the
detailed process.

Stage 3: Response Generation Different from
previous work (Li et al., 2024b), which directly
applies the sampled document as a response to the
generated instruction, FANNO directly prompts the
teacher LLM to generate the response to each gen-
erated instruction. Inspired by the assumption that
instruction tuning aims to activate the instruction-
following abilities of LLMs instead of learning new
knowledge (Zhou et al., 2023), we sample the docu-
ments from open-sourced pretraining dataset. Thus
the teacher LLM is expected to answer the synthe-
sized questions directly with its inherent knowl-
edge.

The key challenge to instruction data synthesis
is to improve the correctness, complexity, and di-
versity of the generated data (Zhou et al., 2023;
Liu et al., 2023a). In the FANNO framework, the
instruction is generated conditioned on the sampled
document, which alleviates the hallucination prob-
lem and improves the correctness. The seed instruc-
tions are created with the requirements of different
complexity levels, and more instructions are en-
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riched with complex in-context examples selected
with the UCB method (explained below). These
methods improve the complexity of the generated
data. Next, we will detail strategies to enhance
the data diversity with the UCB-based method
(Section 3.2) and the prompt-based method (Sec-
tion 3.3).

3.2 UCB-Based Diversification Strategy

During the stage of instruction augmentation, the
FANNO framework iteratively applies UCB (Rob-
bins and Monro, 1951, Upper Confidence Bound)
method to score and select high-quality instructions
as in-context examples instead of randomly sam-
pling (Wang et al., 2022). Various metrics can serve
as data quality proxies, including reward models
(Liu et al., 2023a), prompt-based intent extractors
(Lu et al., 2023), or statistical measures like in-
struction/response length. Through experimental
validation (see Section 5.6), we selected response
length as the quality metric, as longer responses sta-
tistically indicate more complex instructions with
better activation effects (Zhao et al., 2023). Given
a seed instruction xs, its UCB score is calculated
as UCB(xs) = x̄s + C

√
2 lnN
ns

, where x̄s is the
seed’s average quality which is represented by the
response token length, N is the total iterations (i.e.
number of samples synthesized so far), and C is
a constant. The score encourages the selection
of high-quality seed instructions that are less fre-
quently chosen. The constant C is used to balance
exploration and exploitation. In each iteration, we
select k seeds with the highest UCB scores. The
detailed process can be found in Appendix B.3. Ab-
lation studies show that the UCB bootstrap method
generates higher-quality data compared to random
sampling, as demonstrated in Figure 4.

3.3 Prompt-based Diversification Strategies

The FANNO framework proposes two prompt-
based strategies to enhance data diversity, which
are illustrated below.

Tagging-Based Diversity-Enhanced Method
The FANNO generates seed instruction data based
on the pre-screened documents, eliminating the re-
quirement of human-crafted seed data. To produce
a set of diverse and complex instructions as the
initial seeds, FANNO designs the prompt from two
perspectives to enhance the data diversity: Task
Types and Difficulty Levels, for which we have
manually created the corresponding tags (see Ap-

pendix D.4). For each document, we traverse all
combinations of tags of task types and instruction
difficulty levels to generate seed instructions by
p(s|d, tty, tdf), where s is the generated seed in-
struction, d is the sampled document, tty, tdf are
the tag selected from different task types and dif-
ficulty levels, respectively. The tagging-based di-
versification method enhances the control over the
diversity of generated data as it provides detailed
corresponding requirements on its complexity and
task type.

Prompt Strategy to Encourage Diverse Think-
ing Following common practices (Wang et al.,
2022; Xu et al., 2023), FANNO uses in-context ex-
amples to augment more instructions from seed
data. Unlike conventional methods that use the
examples as positive examples, our strategy views
these examples as negative examples and asks the
teacher LLM to propose different instructions. As
shown in Table 13, our Think Different strategy ex-
tends the conventional prompt by inserting “Please
think differently” in the prompt, meanwhile trans-
forming the label from “### Example” to “###
Counterexample”. The proposed method encour-
ages the teacher LLM to generate more diverse
instructions by regarding the in-context examples
as counterexamples, thus eliminating the probabil-
ity of similar generations. The effectiveness of this
method is further discussed in Section 5.3.

4 Experiments

4.1 Experiment Setup
Unlabeled Data The web-scale FALCON RE-
FINED WEB corpus2 (Penedo et al., 2023) includes
text data from various domains. The first 500k doc-
uments of the corpus are used as our unlabelled
data.

Dataset Annotation Details We choose LLaMA-
3.1-TULU-3-8B (Lambert et al., 2024) as the
teacher model for data annotation in main experi-
ments. The model stella_en_400M_v53 is used to
extract text embeddings for clustering and filtering.
Our annotated dataset FANNO contains 10k high-
quality instruction-response pairs. We use greedy
decoding with temperature 0 to generate the an-
notation results. All prompts used are detailed in
Appendix D.

2https://huggingface.co/datasets/tiiuae/
falcon-refinedweb

3https://huggingface.co/dunzhang/stella_en_
400M_v5
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Setup #Convs
Base model: Llama3-8B-base Base model: Mistral-7B-v0.3-base

AlpacaEval 2.0 Arena-Hard AlpacaEval 2.0 Arena-Hard
LC(%) WR(%) WR(%) LC(%) WR(%) WR(%)

Existing synthesized data (require human†/proprietary LLM∗ or ultra-large LLM‡ for annotation)

LIMA† 1k 3.16 3.46 4.61 2.95 3.15 1.71
Alpaca∗ 52k 3.31 1.78 0.65 1.05 0.72 0.32
Alpaca-cleaned∗ 51.8k 6.93 3.74 2.96 2.54 1.56 0.74
Alpaca-gpt4∗ 52k 6.63 3.81 2.84 3.16 2.14 0.60
WizardLM∗ 70k 7.53 4.57 3.28 2.79 1.73 1.65
MUFFIN∗ 68k 2.67 1.83 0.85 1.06 0.78 0.36
SkillMix∗ 4k 22.40 21.25 23.76 10.15 10.12 10.68
Magpie‡ 10k 14.55 13.09 19.33 5.97 5.87 5.31
Humpback‡ 10k 0.81 1.22 2.79 0.73 1.08 1.41

Synthesized data with the same teacher LLM as FANNO

Self-Instruct 10k 18.90 16.70 22.72 7.15 6.82 7.31
MUFFIN 10k 12.86 10.20 10.31 3.46 3.07 2.1
OSS-Instruct 10k 17.78 17.40 24.42 6.06 6.42 6.84
Genie 10k 2.51 1.99 1.97 0.75 0.46 0.39
FANNO 10k 30.13 30.11 31.62 16.42 18.12 17.2

Table 1: Comparison of different instruction datasets on AlpacaEval 2.0 and Arena-Hard benchmarks. LC and WR
denote Length Control and Win Rate respectively. The underlined numbers highlight the best performance among
existing methods, while bold numbers indicate our method achieves the best overall performance.

Baselines We compare the instruction data syn-
thesized with FANNO framework with other in-
struction data which are annotated with proprietary
LLMs, including Alpaca-52k (Taori et al., 2023),
Alpaca-Cleaned4, Alpaca-GPT4 (Peng et al., 2023),
LIMA (Zhou et al., 2023), WizardLM-70k (Xu
et al., 2023), and Muffin (Lou et al., 2024). We
also compare FANNO with other annotation meth-
ods, including OSS-Instruct (Wei et al., 2024), Ge-
nie (Yehudai et al., 2024), Humpback (Chen et al.,
2024) and Magpie (Li et al., 2024b) (randomly
sampled 10k from Magpie-500k-Pro).

Please refer to Appendix A for more details
about the baselines.

Base Model and Finetuning Setup We com-
pare FANNO against baseline datasets on finetuning
LLaMA-3-8b-base model (Touvron et al., 2023)
and Mistral-v0.3-7b-base (Jiang et al., 2023). We
perform supervised instruction tuning using a fully
finetuning method. Please refer to Appendix C for
detailed configurations.

Benchmarks We evaluate each finetuned model
on the following these benchmarks. Both bench-
marks use GPT-4o as the evaluation model to re-
duce costs.

4https://huggingface.co/datasets/yahma/
alpaca-cleaned

• AlpacaEval 2.0 Benchmark (Li et al., 2023b;
Dubois et al., 2024) is an automated evaluation
framework based on a annotation model(GPT-4).
By comparing responses generated by two different
models for the same set of 805 prompts, AlpacaE-
val computes the pairwise win rate, automating the
evaluation process.
• ArenaHard-Auto (Li et al., 2024a) is an auto-
matic evaluation tool that uses GPT-4-Turbo to eval-
uate 500 challenging queries against GPT-4-0314
baseline. It achieves strong correlation with human
preferences.

4.2 Main Results

As shown in Table 1, we compare FANNO with vari-
ous baseline methods on AlpacaEval 2.0 and Arena-
Hard benchmarks. The results demonstrate that
FANNO consistently outperforms existing meth-
ods across different base models and evaluation
metrics. For LLama3-8B-base model, FANNO

achieves 30.13% and 30.11% on AlpacaEval 2.0’s
Length Control (LC) and Win Rate (WR) met-
rics respectively, significantly outperforming ex-
isting methods that rely on proprietary LLMs for
annotation, such as Alpaca (6.93% LC, 3.74%
WR) and WizardLM (7.53% LC, 4.57% WR). No-
tably, FANNO even surpasses SkillMix (22.40%
LC, 21.25% WR), which represents the best perfor-
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Figure 2: Left: Instruction length distribution of FANNO; Right: Top 50 common verbs and their corresponding
nouns of FANNO. We compare FANNO with Alpaca-Cleaned, for which the detailed results are in Figure 6 and 8.

mance among existing methods. When comparing
with methods using the same teacher LLM, FANNO

demonstrates substantial improvements over Self-
Instruct (18.90% LC, 16.70% WR), OSS-Instruct
(17.78% LC, 17.40% WR) and other baselines.
Similar patterns are observed on the Arena-Hard
benchmark, where FANNO achieves 33.12% WR,
significantly higher than baselines. The superior
performance extends to the Mistral-7B-v0.3-base
model as well. FANNO achieves 16.42% LC and
18.12% WR on AlpacaEval 2.0, and 17.2% WR on
Arena-Hard, consistently outperforming all base-
line methods by a large margin. This demonstrates
the effectiveness and robustness of our framework
across different base models. These results are par-
ticularly noteworthy given that FANNO uses only
10k instruction-response pairs, while some base-
lines like Alpaca and WizardLM use 52k and 70k
pairs respectively. The strong performance with
a smaller dataset highlights the high quality and
efficiency of our annotation framework.

4.3 Ablation Studies

To comprehensively evaluate the effectiveness of
our method, we conduct additional ablation studies
using MMLU (Beeching et al., 2023) with Mistral-
7B-instruct-v0.3 (Jiang et al., 2023) as the teacher
model and LLaMA2-7B-base as the student model.
We choose these earlier models to ensure fair eval-
uation and avoid potential data contamination, as
newer models may have been exposed to test data
during pre-training (Wei et al., 2023).

We conduct ablation studies to identify the key
components of FANNO, including the pre-screening
stage (PSR), the Tag in seed instruction genera-
tion (TG), and the Think Different (TD) and UCB-
selection (UCB) strategies in instruction augmen-
tation. As shown in Table 2, all components are

ID Configuration Open LLM Leaderboard Avg.ARC HS MMLU TQA
Pre-screening
(0) (1) w/o PSR 54.44 78.66 44.69 46.02 55.95
Instruction Ablation
(1) (7) w/o TG&TD&UCB 55.46 78.51 46.00 45.85 56.44
(2) (7) w/o TG 55.46 78.45 45.03 50.12 57.27
(3) (7) w/o TD 54.69 79.18 45.92 50.19 57.50
(4) (7) w/o UCB 55.63 79.43 44.84 51.16 57.77
Response Ablation
(5) FANNO (OD) 55.46 78.31 44.99 45.68 56.11
(6) FANNO (RAG) 55.03 78.46 47.02 46.26 56.69
(7) FANNO 55.63 79.45 46.84 51.01 58.23

Table 2: Ablation results from the lm-evaluation-harness
(Gao et al., 2023). (0) Basic framework: (1) without
pre-screening (PSR); (1) FANNO without Tag (TG),
Think Different (TD) and UCB-selection (UCB); (2)
FANNO without Tag in seed instruction generation; (3)
FANNO without Think Different; (4) FANNO without
UCB-selection; (5) Response generation with the orig-
inal document (OD); (6) Response generation with re-
trieved document (RAG); (7) The complete version of
FANNO, for which the response are directly generated
without document.

essential for FANNO. Specifically, removing the
Tag, Think Different, and UCB-selection strate-
gies results in performance declines of 0.96, 0.73,
and 0.46 points, respectively, while removing all
of these components leads to a total performance
decline of 1.79 points. Additionally, further remov-
ing the pre-screening stage results in a performance
decline of 0.49 points.

We also conduct an ablation study on the re-
sponse generation stage to explore whether docu-
ments are necessary for generating responses. We
experiment with three variants: using the original
document (OD), the retrieved document (RAG),
and no document at all during the response gener-
ation stage. The results indicate that using either
the original or retrieved document leads to signif-
icant performance declines. As discussed in Sec-
tion 3.1, the user queries are expected to be directly
answered by the teacher LLM. However, the extra
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Figure 3: Quality and Complexity Comparison between
FANNO and Alpaca-Cleaned

information provided by the original document or
retrieved document might contain interference and
biased information that leads to different responses.
The conflict between the inherent LLM knowledge
and external document knowledge might harm the
performance. Since the annotated data is used for
instruction tuning where no documents are pro-
vided, it is better to exclude the document informa-
tion during the response generation process.

5 Analyses

5.1 Data Statistics

We provide the data statistics of FANNO from the
perspectives of length, diversity, quality, and com-
plexity. We also report the statistics of the best-
performing baseline dataset, Alpaca-Cleaned, for
comparison.

Length To study the distribution of the length
of instructions, we tokenize each instruction com-
bined with input and count the words within it
as its length. Figure 2 left illustrates the distribu-
tion of instruction length for FANNO, while that
of Alpaca-Cleaned is in Figure 6 of Appendix E.1.
The results show that FANNO instructions are more
balanced than Alpaca-Cleaned, and the mean value
of lengths is higher than that of Alpaca.

Diversity Following (Wang et al., 2022), we ana-
lyze task diversity by examining verb-noun struc-
tures. Figure 2 and Figure 8 show that FANNO

has more unique verb-noun pairs than Alpaca-
Cleaned (0.58 vs. 0.31). The pairs in FANNO

(e.g., assemble-team, create-command) are also
more complex than Alpaca-Cleaned’s simpler pairs
(e.g., rewrite-sentence, generate-list), indicating
FANNO’s greater diversity and complexity.

Quality and Complexity To evaluate the qual-
ity and complexity of instruction-response pairs,
we utilize Deita-quality-scorer model and Deita-
complexity-scorer model (Liu et al., 2023b) as an
evaluator to score our instructions. Figure 3 shows
the quality and complexity comparison between
FANNO and Alpaca-Cleaned, of which the result
shows that FANNO instructions possess a more bal-
anced complexity distribution and higher average
quality.

5.2 UCB-Based Strategy Improve Instruction
Complexity and Diversity

UCB Bootstrap is employed to stabilize the process
of instruction improvement. We monitor the diver-
sity and complexity of instructions across different
iterations and compare it with a random selection
strategy. For diversity, we measure it with the num-
ber of noun-verb pairs following Wang et al. (2022).
For complexity, we measure it with averaged in-
struction length, as well as the complexity score
using the Deita-complexity-scorer model in Liu
et al. (2023b).

As depicted in Figure 4, we observe a sharper
increase in both the average complexity and diver-
sity scores as the iteration progresses compared
with the ablation method (without UCB, namely
random sampling), demonstrating the effectiveness
of UCB-based strategy. By prioritizing the explo-
ration of longer and newly generated instructions
for few-shot examples of instruction generation,
UCB facilitates the annotation of more challenging
and creative instructions.

5.3 Think Different Improves Instruction
Diversity

To gain a comprehensive understanding of the role
of Think Different in promoting diversity, we eval-
uate its impact using four metrics: (1) Number
of unique noun-verb pairs, (2) Number of unique
intent tags following Lu et al. (2023), (3) Aver-
aged instruction length and (4) The Length Dis-
tribution Index (LDI). LDI measures the length
distribution shift between the generated instruction
dataset and the original seed dataset, calculated via
KL divergence. We begin with 175 instruction en-
tries sourced from the self-instruct seed set 5 and
extend this to a collection of 5k instruction samples
using different approaches.

As shown in Table 3, Think Different effectively

5https://github.com/yizhongw/self-instruct
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Figure 4: Diversity (left) and complexity (right) of the annotated datasets as iterations increase.

ID Method NV pairs Intent Tags Avg Len LDI
(1) Seed 143 248 37.45 –
(2) Think Different 755 2141 138.85 17.21
(3) (2) − ‘CE’ 53 859 84.32 13.03
(4) (2) − ‘PTD’ 55 779 47.96 12.21
(5) Self-instruct 60 916 83.01 13.43
(6) wizardlm 997 1299 135.47 15.54

Table 3: Diversity comparison of instruction genera-
tion methods. ‘CE’ and ‘PTD’ denote the strategy of
transforming the label from “### Example” to “###
Counterexample” and prepending “Please think differ-
ently” in the prompt, respectively.

annotates a new instruction dataset that is more
diverse than the seed dataset. It also surpasses
baseline annotation methods such as Self-Instruct
and WizardLM in enhancing data diversity. Addi-
tionally, it outperforms the two variants of Think
Different: one that removes the ‘### Counter Ex-
ample’ (CE) and the other that omits the ‘Please
Think Differently’ tag (PTD) in the prompt. This
underscores the significance of these components
in enhancing the teacher model’s ability to synthe-
size high-quality, diverse instruction data.

Type Average Diversity Average Quality
Complexity (Unique NV Pairs) Token Length (Dieta Score)

HC (175) 2.04 211 17.46 3.72
Syn (750) 2.60 674 51.03 4.80

HA (10k) 3.11 2955 95.94 5.27
SA (10k) 3.01 2976 100.79 5.30

Table 4: Comparison of Different Data Types.
HC: Human-Crafted, Syn: Synthetic, HA: Human-
Augmented, SA: Synthetic-Augmented. Numbers in
parentheses indicate sample sizes.

5.4 Analysis of Human-Crafted and Synthetic
Instruction Data

To investigate the effectiveness of synthetic instruc-
tion generation, we conducted a comparative anal-
ysis between human-crafted and synthetic instruc-

tion data. Using the evaluation methodology de-
scribed in Section 5.3, we assessed data quality us-
ing the Instagger and Dieta frameworks. The com-
parison involved two seed datasets: 175 human-
crafted instructions from Self-instruct (Wang et al.,
2022) and 750 synthetic instructions generated dur-
ing FANNO’s SeedGen phase. Both datasets were
then expanded to 10k samples using the InsAug
method, with results shown in Table 4.

The analysis reveals several notable findings.
First, synthetic instructions demonstrate compara-
ble quality to human-crafted ones, while achieving
higher diversity (674 vs 211 unique NV pairs) and
complexity (2.60 vs 2.04) scores, validating the
effectiveness of our SeedGen approach. After aug-
mentation to 10k samples, both approaches show
substantial improvements across all metrics, with
synthetic-augmented data showing marginal advan-
tages in terms of token length (100.79 vs 95.94)
and quality score (5.30 vs 5.27). These results sug-
gest that FANNO can effectively generate diverse
and high-quality instruction data without heavily
relying on human annotations.

5.5 Scaling Analysis

Following the same experimental setup, we eval-
uate FANNO’s scaling behavior by training mod-
els with varying amounts of instruction-response
pairs. As shown in Table 5, FANNO demonstrates
consistent performance improvements as the train-
ing data size increases. Specifically, on both
Alpaca-Eval2.0 and Arena-Hard benchmarks, mod-
els trained with larger datasets achieve better perfor-
mance, with the 20K variant showing the strongest
results. These findings suggest that FANNO can
effectively leverage increased training data to en-
hance model capabilities.
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Size AE2.0 LC(%) AH WR(%) Average

5K 29.2 26.8 28.0
10K 30.13 31.62 30.88
20K 31.7 32.8 32.25

Table 5: Performance scaling with different training
data sizes. AE2: AlpacaEval 2.0, AH: Arena-Hard.

5.6 Analysis of Different Quality Metrics for
UCB Selection

To explore how different reward signals affect the
UCB algorithm’s performance and identify the
most suitable quality metric, we conducted exper-
iments comparing three approaches: (1) Instruc-
tion token length x̄s = |xs|inst, (2) Response to-
ken length x̄s = |ys|resp, and (3) Instagger-based
metric x̄s = |Ts|, which uses the number of ex-
tracted intent tags to measure instruction complex-
ity, where a higher tag count indicates stronger in-
tent and better quality. Results demonstrate that re-
sponse token length achieves the best performance
across both benchmarks, substantially outperform-
ing instruction length, while the Instagger-based ap-
proach shows intermediate performance. We there-
fore selected response length as our quality met-
ric. This choice aligns with prior findings (Shen,
2024; Zhao et al., 2024), as longer responses sta-
tistically represent higher difficulty, richer infor-
mation content, more human-like characteristics,
and overall superior quality, making them an effec-
tive proxy for instruction quality assessment in our
UCB framework.

6 Conclusion

The development of instruction data has been hin-
dered by the high cost and labor-intensive na-
ture. In this paper, we introduced FANNO, an au-
tonomous and low-cost end-to-end framework that
addresses these challenges by streamlining the an-
notation process with open-sourced LLMs. FANNO

efficiently generates datasets of high quality, di-
versity, and complexity through a structured pro-
cess involving pre-screening, instruction genera-
tion, and response generation. This unified process
eliminates the need for pre-existing annotated data
or costly API calls, advancing the instruction data
development. Empirical experiments validate the
efficacy of FANNO, underscoring the framework’s
potential to democratize access to high-quality in-
struction datasets.

Quality Metric AE2.0 LC(%) AH WR(%) Average

Instruction Length 27.45 28.39 27.92
Response Length 30.13 31.62 30.88
Instagger-based 29.87 30.91 30.39

Table 6: Performance comparison of different quality
metrics for UCB selection. AE2.0: AlpacaEval 2.0, AH:
Arena-Hard.

Limitations

While FANNO has demonstrated outstanding perfor-
mance, several limitations must be acknowledged.
The responses are not entirely dependent on the
document, leading to the introduction of certain
hallucinations in the fine-tuning data. This sug-
gests that the model’s reliance on the provided con-
text needs to be strengthened to improve factual
consistency. The simplistic approach of equating
instruction length with its value is rather crude. The
true value of an instruction is influenced by vari-
ous factors such as difficulty, quality, and novelty.
Future work will aim to develop a more nuanced
understanding and evaluation of instruction value.
The quality of generated instructions is contingent
upon the capabilities of both the generator and the
evaluator. This process is sensitive to the teacher
model and the prompts used, indicating a need for
designing prompts that are specifically tailored to
the model. Addressing these limitations will be a
focus of our future work.
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A Experiment Baselines

• Alpaca-52k (Taori et al., 2023). This dataset is developed by Stanford University using Text-Davinci-003.
It encompasses 52,002 instruction-following samples.

• Alpaca-GPT4 (Peng et al., 2023). This dataset contains English Instruction-Following Data generated
by GPT-4 using Alpaca prompts for fine-tuning LLMs. It encompasses 52,002 instruction-following
samples, the same as Alpaca-52k.

• Alpaca-Cleaned. This is a cleaned version of the Alpaca-GPT4 Dataset to address problems like
hallucinations, merged instruction, and so on. It encompasses 51,760 instruction-following samples.

• LIMA (Zhou et al., 2023).This is a dataset of 1,000 prompts and responses from a variety of sources, pri-
marily split into community Q&A forums and manually authored examples, where the outputs (responses)
are stylistically aligned with each other, but the inputs (prompts) are diverse.

• WizardLM-70k (Xu et al., 2023). This dataset employs the Evol-Instruct algorithm to enhance the
quality of instruction data. Incorporating ChatGPT during the reformulation phase ensures data fidelity.
Among its 250,000 instructions, we primarily focused on the WizardLM-7b subset, which consists of
70,000 samples.

• Muffin (Lou et al., 2024) MUFFIN’s data curation includes input sampling, instruction collection via
two methods, output annotation by ChatGPT/GP4-4, instruction filtering, and classification expansion.
This is a large dataset of 68k training instances.

• Humpback. This self-alignment method generates instruction data through reverse fine-tuning.

• Oss-instruct. A method leveraging open-source code snippets to generate diverse instruction data,
aiming to mitigate the bias in synthetic data by utilizing open-source references for more realistic outputs.

• Genie. A method for automatically generating content-grounded data involving content preparation,
task-specific generation (e.g., Q&A or summaries), and a filtering mechanism to ensure quality and
faithfulness.

• Magpie. MAGPIE is a novel method that creates large-scale training data by having aligned LLMs auto-
matically generate user prompts and responses, achieving comparable performance to official instruction
models when used to fine-tune smaller models.

B FANNO Details

B.1 Pre-screen Details

Our objective was to efficiently enhance the selection process, minimizing time spent while maximizing
quality outcomes. Initially, we employed Mistral-7b-instruct-v0.3 or LLama-3.1-TULU-3-8B to
evaluate texts for repetitive content, personal privacy concerns, specific themes, and advertising, using
prompts to guide scoring and annotation (see Table 7). For diversity assessment, we utilized a fast
community detection algorithm 1 with hyperparameters set to k = 2 and simratio = 0.7(k: the minimum
size of a community; simratio: controls the similarity threshold, Only node pairs with similarity scores
higher than this threshold are considered connected), facilitating the classification of half a million entries
within minutes. The model stella_en_400M_v5 6 is used for text embedding. For larger datasets, texts
were segmented into groups for individual community detection analyses. After the pre-screening process,
Pre-Screen Data has approximately 30k records, which is 6% of the original. This stage was designed
to balance the trade-off between processing speed and analytical precision, prioritizing efficiency over
exhaustive detail examination.

6https://huggingface.co/dunzhang/stella_en_400M_v5
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B.2 Fast Community Detection Algorithm

As Algorithm 1 has shown, the Fast Community Detection Algorithm is used to cluster the embeddings of
instructions processed by SentenceTransformer (Reimers and Gurevych, 2019), which can then represent
the diversity of instructions. Specifically, Fast Community Detection works by iteratively identifying
groups of data points (embeddings of sentences) that are closely related based on a predefined similarity
threshold, efficiently leveraging cosine similarity calculations. It prioritizes larger communities while
minimizing overlapping clusters to produce meaningful community structures.

Algorithm 1 Fast Community Detection (Reimers and Gurevych, 2019)

1: function COMMUNITYDETECTION(embeddings, threshold,min_community_size, batch_size)
2: Normalize embeddings
3: Initialize extracted_communities as empty list
4: for start_idx in range(0, length(embeddings), batch_size) do
5: Compute cosine similarity scores for batch starting from start_idx
6: Find top-k values from cosine similarity scores
7: for i in range(length(top_k_values)) do
8: if last element of i-th top-k values ≥ threshold then
9: Find top-k most similar entries for i-th element

10: while last element of top-k values > threshold and sort_max_size < length of
embeddings do

11: Increase sort_max_size if needed
12: end while
13: Add indices of entries with similarity ≥ threshold to extracted_communities
14: end if
15: end for
16: end for
17: Sort extracted_communities by size
18: Remove overlapping communities from extracted_communities
19: return extracted_communities
20: end function

B.3 Detailed Process of Instruction Generation

We show a detailed process of instruction generation below. The setup comprises a language model G
parameterized by θG for generating instructions, a critic model J parameterized by θJ for evaluating
instruction quality, as well as a document set D, a subset D′

, task-type tags TT Y , and difficulty-level tags
TDF .

1. Initialization:

S ← ∅

2. Seed Generation (SeedGen):

∀d ∈ D′
, generate s ∼ P (s|d; θG) = P (t)P (s|d, t; θG)
where t ∼ U(TT Y × TDF)
S ← S ∪ {s}

3. Instruction Augmentation (InsAug): For f rounds or until |S| reaches a desired threshold:
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a. Select a subset S′ ⊂ S using the UCB strategy:

UCB(s) = x̄s + C

√
2 lnN

ns

S′ = {si|si ∈ S,UCB(si) is maximized}

where x̄s is the average quality score of instruction s, N is the total number of iterations, C is a
hyper-parameter constant used to control exploration, ns is the number of times instruction s has
been selected.

b. Generate new instructions given sampled examples and filter out those that are similar to the
examples:

x′ ∼ P (x|c, S′; θG)

s.t. Sim(x′; si) < τ for all i

where τ is a similarity threshold.
c. Update S with the augmented instructions:

S ← S ∪ {x′}

B.4 Ablation of Think Different Strategy
• Noun-Verb Pairs: Inspired by previous work (Wang et al., 2022), the diversity of an instruction

dataset is represented by the total number of unique noun-verb pairs within the dataset. This serves
as a key metric for assessing linguistic variety.

• Instruction and Response Token Distribution: This evaluates the lexical diversity within the
instructions and their corresponding responses by analyzing the token distribution. A broader token
distribution indicates more lexical variety.

• Intent Tags: Following the methodology from Instagger7, the semantic diversity of generated
instructions is the total number of intent tags. This ensures coverage across a wide range of task
types and questioning styles, capturing a more diverse set of instructional intents.

C Experiment Setting Details

We use the same hyperparameters as existing supervised instruction tuning methods (Chiang et al., 2023;
Raschka, 2023). Specifically, we use a cosine learning rate scheduling strategy with a starting learning
rate of 2× 10−5 and a weight decay of 0.1 to optimize the training process. The batch size per device is
set to 128, and a gradient accumulation of 8 steps is applied, resulting in an effective batch size of 128.
The model is trained for three epochs, utilizing full-shard data parallelism (FSDP) with auto-wrapping
for LlamaDecoderLayer and bf16 precision enabled. Additionally, we apply a dropout rate of 0.1 for
regularization purposes. The warmup ratio is set at 0.03 for stabilization during early training. For the
LoRA configuration, we employ a rank of 256 and set α to 512, with an initial learning rate of 5× 10−5.
We utilize 8 NVIDIA A800 GPUs to train our model.

D Prompt Templates Used in FANNO

D.1 Text Filtering

7https://huggingface.co/OFA-Sys/InsTagger
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Table 7: Prompts for Pre-Screen

You are act as a assistant to check useless, informal or ambiguous information. Let’s think step
by step.
The objective is to meticulously inspect the text to determine if it is useless, informal or
ambiguous text (e.g. random characters, ambiguous paragraph, broken sequence, informally organized
text, etc.)
Your response should be ’1’ (yes) if the text contains useless, informal or ambiguous information,
or ’0’ (no) if it does not, without providing any reasoning and explanation.

### Document:
{doc}

### Answer:

You are act as a assistant to check privacy information. Let’s think step by step.
The objective is to meticulously inspect the text to determine if it contains any privacy
information (e.g. human names, phone numbers, addresses, etc.).
Your response should be ’1’ (yes) if the text contains privacy information, or ’0’ (no) if it does
not, without providing any reasoning and explanation.

### Text:
{doc}

### Answer:

I want you to act as an advertisement evaluator. Let’s think step by step.
The objective is to meticulously inspect the text based on certain characteristics and decide
whether it is an advertisement or not.
Your response should be ’1’ (yes) if the text is an advertisement, or ’0’ (no) if it is not,
without providing any reasoning and explanation.

Evaluate the text considering these characteristics:

- Promotional language or sales pitch
- Mention of product or service benefits
- Call to action (e.g., "Buy now", "Subscribe")
- Pricing information or special offers
- Contact information or links for more details

<Answer Format>: 1 or 0

### Text:
{text}

### Answer:
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Table 8: Prompts for instruction generation filter

I want you to act as an instruction evaluator. Please evaluate this instruction and respond with
’0’ (bad) or ’1’ (good), without giving reasons.
Standard: A good instruction Must not involve recent or current events. Historical events are
fine.
Example1:
Instruction: Please analyze the recent COVID-19 outbreak.
Answer: 0 (Reason: recent)
Example2:
Instruction: What’s happening in China in September 2023?
Answer: 0 (Reason: in September 2023)
Example3:
Instruction: Provide an account of events from last Monday night.
Answer: 0 (Reason: last Monday night)

### Instruction:
{instruction}
### Answer:

I want you to act as a instruction evaluator. Please evaluate this instruction and respond with
’0’ (bad) or ’1’ (good), without giving reasons.
Standard: A good instruction must not include any private information like names, addresses, phone
numbers, etc, unless the person is historical or famous.
Example1:
Instruction: What is the name of the person who lives at 123 Main Street?
Answer: 0 (Reason: private information)
Example2:
Instruction: What is the name of the first president of the United States?
Answer: 1 (Reason: historical)
Example3:
Instruction: What is the address of the CEO of Microsoft?
Answer: 0 (Reason: private information)

### Instruction:
{instruction}
### Answer:

I want you to act as a instruction evaluator. Please evaluate this instruction and respond with
’0’ (bad) or ’1’ (good), without giving reasons.
Standard: A good instruction is perfectly logical, and practical, and can be fully understood by a
human.
A bad instruction, likely generated by AI, is generally vague, weird, complex, and long. It may
seem to string unrelated words, topics, and tasks together.
Example1:
Instruction: Considering the health benefits of a non-dairy diet, how does the emotional response
of individuals vary when they attend social events where dairy-based foods are served?
Answer: 0
Example2:
Instruction: Create a multidisciplinary essay that explores the and historical origins of the
dish ’Shrimp Alfredo Pasta Bake’. Discuss the various ingredients, their origins. Additionally,
translate the recipe instructions from English to Spanish.
Answer: 0

### Instruction:
{instruction}
### Answer:
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Table 7 shows the prompts for basic filtering, including filtering information with useless information,
privacy information, or advertisement.

Table 8 shows the prompts for instruction generation filtering, including filtering instructions that are
time-sensitive, asking for private information, or not answerable.

D.2 Complexity and Quality Scorer

Table 9: Prompt for quality scorer

You are a helpful assistant. Please identify the quality score of the Response corresponding to

the Question.

### Question:

{instruction}

### Response:

{output}

### Quality:

Table 10: Prompt for complexity scorer

You are a helpful assistant. Please identify the complexity score of the following user query.

### Query:

{instruction}

### Complexity:

As Table 9 and 10 have shown, the prompts are provided to deita-complexity-scorer and deita-quality-
scorer model (Liu et al., 2023b).

D.3 Generating Instruction Pairs
FANNO employs 2 ways to generate instruction response:

• Question, Document to Answer: model infers answer with both question and related document.

• Question to Answer: The model infers the answer directly with the question, using its own knowledge.

Table 11: Question, Document to Answer

You are a helpful, respectful and honest assistant. Always answer as helpfully as possible, while

being safe. Your answers should not include any harmful, unethical, racist, sexist, toxic, dangerous,

or illegal content. Please ensure that your responses are socially unbiased and positive in nature.

If a question does not make any sense, or is not factually coherent, explain why instead of

answering something not correct. If you don’t know the answer to a question, please don’t share

false information.

### Instruction: {question}.

### Paragraph: {doc}.

### Response:

D.4 Seed Generation

Listing 1: Seed Generation�
1 def seed_gen(text):
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Table 12: Question to Answer

You are a helpful, respectful and honest assistant. Always answer as helpfully as possible, while

being safe. Your answers should not include any harmful, unethical, racist, sexist, toxic, dangerous,

or illegal content. Please ensure that your responses are socially unbiased and positive in nature.

If a question does not make any sense, or is not factually coherent, explain why instead of

answering something not correct. If you don’t know the answer to a question, please don’t share

false information.

### QUESTION: {question}

### Response:

2 reasoning_tag = "It should be complex and requires multiple -step reasoning to
solve."

3 critical_thinking_tag = "It demands critical thinking skills to analyze from
various perspectives and evaluate multiple solutions."

4 creativity_tag = "It necessitates creative thinking to devise innovative
solutions beyond conventional approaches."

5 interdisciplinary_tag = "It demands integrating knowledge from diverse
disciplines to address its multifaceted nature."

6 command_tag = "It should be in the style of a command or imperative. For example
, ’Write a paragraph about...’ or ’Describe the...’"

7 question_tag = "It should be in the style of a question or interrogative. For
example , ’What is the...?’ or ’How do you...?’"

8

9 nli_tag = "It is a Natural language inference question: Assessing if evidence
supports a conclusion."

10 commonsense_tag = "It is a Commonsense question: Predicting outcomes based on
everyday knowledge."

11 sentiment_tag = "It is a Sentiment analysis question: Determining emotional
response to a given scenario."

12 paraphrase_tag = "It is a Paraphrasing question: Rewording a statement while
retaining its meaning."

13 close_book_qa_tag = "It is a Close -book QA question: Answering factual queries
using pre -existing knowledge."

14 struc2text_tag = "It is a Structure to text question: Describing a process or
concept in written form."

15 summarization_tag = "It is a Summarization question: Condensing key information
from a larger text."

16 translate_tag = "It is a Translation question: Converting text from one language
to another."

17 implicit_reasoning_tag = "It is a Implicit reasoning question: Inferring reasons
behind common behaviors."

18 text_category_tag = "It is a Text categorization question: Identifying defining
characteristics of a given text type."

19

20 tags = [reasoning_tag , critical_thinking_tag , creativity_tag ,
interdisciplinary_tag]

21 classify = [nli_tag , commonsense_tag , sentiment_tag , paraphrase_tag ,
close_book_qa_tag , struc2text_tag , summarization_tag , translate_tag ,
implicit_reasoning_tag , text_category_tag]

22 types = [command_tag , question_tag]
23

24 QUESTION_TEMPLATE = """You’re proficient in crafting complex question. Generate
only one question that adheres to the provided #Paragraph #.

25 The question should meet the following criteria:
26 0. The person answering the question cannot see the #Paragraph #[ SYSTEM:

IMPORTANT], so the question must not contain phrases like ’Given the
information provided ’, ’Based on the provided information ’, or similar
expressions that imply direct citations or references from #Paragraph #.

27 1. {characteristic }.
28 2. {type}.
29 3. {classify }.
30

31 ### Paragraph:
32 {text}
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33 ### Question:
34 """
35 prompts = [QUESTION_TEMPLATE.format(characteristic=tag , type=type , text=text ,

classify=c) for tag in tags for c in classify for type in types]
36 return prompts� �

Code 1 shows the process of generating seed with sampled tags, including task types and difficulty levels.

D.5 Think Different Prompt

Table 13: Prompt for Think Differently

You are a helpful assistant. Your task is to conceive a complex query inspired from the ### Paragraph.
Please think differently from the examples provided below in terms of expressions, question types,
and initial verbs.
### Counterexample:
<Example1>: {seed1}
<Example2>: {seed2}
<Example3>: {seed3}

### Paragraph:
{text}

### Question:

Table 14: Updated Prompt for Think Differently

Your task is to craft a **unique and thought-provoking query** based on the paragraph below,
without resembling the style or structure of the examples provided. ### Counterexamples:
1. {seed1}
2. {seed2}
3. {seed3}
### Paragraph:
{text}
### Response:
My query should:
1. Be meaningful and well-structured, with proper punctuation.
2. Avoid referencing specific names, events, or phrases from the paragraph.
3. Be more complex than the examples provided.
4. {random.choice([command_tag, question_tag])}
5. Not be phrased like the following or similarly:
- "{’ ’.join(seed1.split()[:4])}"
- "{’ ’.join(seed2.split()[:4])}"
- "{’ ’.join(seed3.split()[:4])}".

So here’s my inspired query:

D.6 Self-Instruct Prompting Templates for Data Generation
Self-Instruct relies on the following prompting template in order to elicit the generation from language
models.
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Come up with a series of tasks:

Task 1: {instruction for existing task 1}
Task 2: {instruction for existing task 2}
Task 3: {instruction for existing task 3}
Task 4: {instruction for existing task 4}
Task 5: {instruction for existing task 5}
Task 6: {instruction for existing task 6}
Task 7: {instruction for existing task 7}
Task 8: {instruction for existing task 8}
Task 9:

Table 15: Prompt used for Self-Instruct

E Data Analysis

E.1 Quality, Length, and Diversity

Figure 5: FANNO Instruction Length
Distribution

Figure 6: Alpaca-Cleaned Instruction Length
Distribution

Figure 7: Top 50 common verbs and their corre-
sponding nouns in FANNO

Figure 8: Top 50 common verbs and their corre-
sponding nouns in Alpaca-Cleaned

Figures 5 and 6 show the word-level instruction length distribution of FANNO and Alpaca-Cleaned,
respectively. Figures 7 and 8 show the verb-noun diversity of FANNO and Alpaca-Cleaned, respectively.
Figure 3 shows the comparison of quality and complexity between FANNO and Alpaca-Cleaned.
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