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Abstract

Large language models (LLMs) have advanced
significantly due to the attention mechanism,
but their quadratic complexity and linear mem-
ory demands limit their performance on long-
context tasks. Recently, researchers intro-
duced Mamba, an advanced model built upon
State Space Models (SSMs) that offers linear
complexity and constant memory. Although
Mamba is reported to match or surpass the per-
formance of attention-based models, our analy-
sis reveals a performance gap: Mamba excels
in tasks that involve localized key information
but faces challenges with tasks that require han-
dling distributed key information. Our con-
trolled experiments suggest that the inconsis-
tency arises from Mamba’s reliance on local
pattern shortcuts across model scales (10M to
1.4B), which enable Mamba to remember local
key information within its limited memory but
hinder its ability to retain more dispersed infor-
mation. Therefore, we introduce a global gate
module into the Mamba model to address this
issue. Experiments on extensive synthetic tasks,
as well as real-world tasks, demonstrate the ef-
fectiveness of our method. Notably, with the
introduction of only 4M extra parameters, our
approach enables the Mamba model (130M)
to achieve a significant improvement on tasks
with distributed information, increasing its per-
formance from below 5% to 80%.

1 Introduction

In recent years, State Space Model (SSM) has
emerged as a promising successor to the attention-
based models (Vaswani et al., 2017) for long se-
quence modeling due to its linear computational
complexity and constant memory requirements (Gu
et al., 2022a; Gupta et al., 2022; Gu et al., 2022b;
Smith et al., 2023; Dao and Gu, 2024). Differ-
ent from the attention mechanism, which stores
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(b) Performance as testing length increases.

Figure 1: Mamba exhibits two distinct trends under
different settings. The y-axis represents accuracy, while
the x-axis in Fig.(a) shows the number of key-value pairs
in the context with a testing length of 4K. In Fig.(b), the
x-axis represents the testing length.

information for each token and performs pairwise
computations between them, SSMs use a fixed-size
state space to store history. This allows all com-
putations to involve only the constant-sized state
space. Mamba (Gu and Dao, 2023), built upon
SSMs, is claimed to have achieved performance on
par with, or even surpassing, that of attention-based
models with the same parameters across language
modeling and various synthetic tasks (Dao and Gu,
2024; Waleffe et al., 2024; Chen et al., 2024).
However, we observe an intriguing discrepancy
in Mamba’s performance on two settings of the
MQAR! task: one requires the model to retrieve in-
formation from a local segment (single Key-Value
pair) within the context, while the other requires re-
trieving dispersed information (multiple Key-Value
pairs) from the context. As shown in Fig 1(a),

'A synthetic task for testing a model’s retrieval capability.
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Mamba can effectively retrieve information from
the local segment (single Key-Value pair within a
4K context), even with a context length of up to
60K. However, in tasks that require extracting dis-
persed (a few Key-Value pairs within a 4K context)
or locally dense information (a large number of
Key-Value pairs within a 4K context), Mamba’s
performance is significantly affected and deterio-
rates sharply as the information density and disper-
sion increase. Additionally, as shown in Fig 1(b),
compared to the effects of information density and
dispersion within the context, Mamba is relatively
less affected by the context length.

In this paper, we conduct a controlled study to
better understand the characteristics of Mamba un-
der different context settings. We start by analyzing
Mamba’s performance on different synthetic tasks,
covering different information densities and disper-
sions. Our findings reveal that Mamba relies on
local pattern shortcuts to extract the desired infor-
mation from the context, which manifests in two as-
pects: (1) positional shortcuts, i.e., Mamba tends
to extract information from specific positions; and
(2) n-gram shortcuts, i.e., Mamba tends to utilize
specific high-frequent training templates to locate
information. These shortcuts make the model less
robust to perturbed inputs, thereby further limiting
Mamba’s ability to generalize to complex tasks.
As a result, as previous works revealed (Amos
et al., 2023; Park et al., 2024; Ben-Kish et al., 2024,
Arora et al., 2024c), Mamba performs well on tasks
it trained on but struggles significantly on unseen
tasks. Furthermore, we explain potential reasons
for these shortcuts from two perspectives: the lim-
ited recurrent state size of the Mamba model and
the constrained selectivity mechanism of SSMs.

To mitigate the aforementioned issues, we pro-
pose a global gate mechanism for the Mamba
model. Specifically, we design an input-dependent
global gating module for Mamba and observe sig-
nificant improvements in its performance on com-
plex synthetic tasks and the language modeling
task. Notably, by introducing just 4M additional
parameters to the 130M-sized Mamba model,
Mamba can achieve a breakthrough from below
5% to 80% on high information density synthetic
tasks, significantly narrowing the performance gap
between Mamba and attention-based models.

2 Background

2.1 State Space Model (SSM)

Structured state space sequence models (S4) (Gu
et al., 2021, 2022b; Goel et al., 2022; Ma et al.,
2023; Hasani et al., 2023; Smith et al., 2023), rep-
resent a recent class of sequence models closely
related to classical state space models. These mod-
els are inspired by a specific continuous system that
facilitates the mapping of a one-dimensional func-
tion or sequence z(t) € R to an output y(¢) € R
through an implicit latent state h(t) € RY. Con-
cretely, S4 models are characterized by four pa-
rameters (A, A, B, C'), which define a sequence-
to-sequence transformation as follows:

W (t) = Ah(t — 1) + Bax(t) ”
y(t) = Ch(t)
where (A, A, B) are the discrete parameters, A €
RV*N B ¢ RVX1 0 e RN, A = f4(A, A),
B = fp(A, A, B). Additionally, f4(-), f(-) are
the pre-defined discretization functions.

2.2 Selective State Space Model (Mamba)

Selective State Space Model, as known as Mamba,
is different from previous SSMs where the model’s
dynamics remain constant over time, it can effi-
ciently update its hidden state based on the current
input by introducing selective parameters. Specifi-
cally, Mamba accomplishes this by employing spe-
cialized trainable linear layers that map the input
to the matrices B, C, and the time step At for
each processing step. Mamba conditions the dis-
crete time-variant matrices dynamically based on
the input as follows:

At = ’7'(SA)(,5)7 Et = SBXt,
Zt = exp(AtAt),

6f = (Sch)T7 (2)
B;=BA (3

where At represents the discretization step, 7 de-
notes the softplus function, and Sa, Sp, and S¢
are linear transformation functions. This enhance-
ment empowers Mamba to execute more flexible se-
quence modeling, particularly for tasks demanding
extensive historical information e.g., the Selective
Copying task (Arjovsky et al., 2016) and the Induc-
tion Heads task (Olsson et al., 2022), surpassing
the performance of other SSMs. Further discus-
sions on other SSM variants and efficient model
structures can be found in Appendix A.2.
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Figure 2: Ilustration of MQAR Task.

2.3 Multi-Query Associative Recall

To make evaluations more controllable and elimi-
nate the influence of the models’ intrinsic knowl-
edge, synthetic tasks are often employed (Hsiech
et al., 2024). We conduct a further discussion of
the synthetic tasks in Appendix A.1. Among them,
the Multi-Query Associative Recall (MQAR) is a
widely adopted synthetic task for SSMs. In MQAR,
an input x is structured as a sequence of bigrams
representing key-value pairs, which are randomly
drawn from a predefined dictionary. Queries, i.e.,
the keys of key-value pairs, are then appended to
this sequence, requiring the model to retrieve the
corresponding value for the queried key. As de-
picted in Fig. 2, formally, the input context C =
(co,...,cn—1) consists of N tokens, where ¢; € V
and V is the vocabulary of the model. We define NV
as the context length, representing the length of the
input sequence. The input sequence C can be di-
vided into three parts: key-value pairs KV, queries
Q, and padding tokens P. The key-value pairs are
KV = {(kfl, Ul), (k‘g, Ug), ey (k?n, Un)}, where n
is the predefined number of key-value pairs. In
the standard MQAR task, these key-value pairs are
placed at the beginning of the sequence. Queries
are represented as Q@ = {q1,¢2,...,qn}, Where
q; = k;, and are inserted at random positions after
the key-value pairs. Padding tokens are defined as
P =C\ (QU KV), and they occupy the remain-
ing positions in C, filled with random tokens. The
objective of the MQAR task is to predict:

O; = argmax fy(oi | a1, KV, P),

where the model aims to output the most probable
token o; from the vocabulary, given the padding
tokens, key-value pairs, and the query q;. MQAR
requires models to memorize key-value pairs in
their hidden state, which presents a significant chal-
lenge for rnn-based models, as they maintain a
fixed-size state to handle all historical information.

3 Analysis of Local Pattern Shortcuts in
Mamba

Previous studies (Gu and Dao, 2023; Arora et al.,
2024a,b) have shown that Mamba’s success stems
from its data-dependent features, where Mamba
can dynamically gate the previous information
based on the current input. However, based on our
preliminary study (as shown in Fig. 1), we observe
that Mamba performs poorly when the key infor-
mation with the context becomes denser or more
dispersed, regardless of various context lengths.
To discover the underlying reasons, we study the
changes in the state space of the Mamba model dur-
ing the inference process. In Sec. 3.1, we first refor-
mulate Mamba’s process of assigning weights to
each token into an attention-like matrix. Then, we
test the mamba model with the synthetic retrieval
tasks and analyze the model’s state space during
the inference process. Specifically, we utilize the
130M version of Mamba in all the experiments
and design three different testing sets based on the
MOQAR task: (1) Positional Pattern Change, which
alters the distribution of information in the con-
text, moving beyond the previous MQAR task that
places key information at the beginning (Sec. 3.3);
(2) N-gram Gathering, which controls the degree of
aggregation of key information in the context by in-
troducing more information within local segments,
rather than solely testing the model’s recall ability
of single token (Sec. 3.2); and (3) Noise Injection,
which adds noise tokens into the key information
to perturb the model predictions, aiming to test the
robustness of Mamba model (Sec. 3.4).

3.1 Reformulating Selection Process of
Mamba into Attention-like Matrix

Ali et al. suggests that Mamba’s selection pro-
cess can be reformulated into an attention-like
matrix. Specifically, give the sequence Y
{y1,y2,- -+ ,yr} that contains L tokens, we lever-
age Eq. 1 to calculate each y; and reformulate
the calculation process into matrix multiplication,
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Figure 3: MQAR task with different positional patterns.

which can be written as:

x

Y1 Q1,1 01,2 Q1L 1

Y2 Q21 Q22 v Q2L T2
y="1=1. .. 7] @

' aLy aLe - oL '

YL TL

where o; ; = C; (szjﬂ flk> Bj (i,j € [1,L]).
Then, we can transform Eq. 4 into an attention-
like matrix by substituting and expanding o; ;:

n C1By 0 0 T
Y2 CaA2By C2 B2 0 X2

. . . 0

CrTf—y AxB1 CLI1f—3 ArB2 -+ CLBL L
(%)

where the portion enclosed by the underbrace rep-

resents the weights allocated by Mamba across

the sequence, and we visualize this part to explore

Mamba’s state space.

yrL

3.2 Positional Pattern Change

Task Description As depicted in Fig. 3, in the
standard MQAR task, all Key-Value pairs are placed
at the beginning of the sequence. This setup may
lead the model to learn that it only requires “re-
membering” content from the initial portion of the
sequence during training. To avoid such a fixed
pattern of information distribution, we concentrate
them at the end of the sequence (Last) as well as dis-
perse the key-value pairs from the beginning to ar-
bitrary positions throughout the sequence (Shuffle).
As depicted in Fig. 3, after adopting the aforemen-
tioned settings, i.e., Last and Shuffle, queries (Q)
are inserted at the random positions in the remain-
ing padding sequence (P). Then, we train the
Mamba model separately with training data con-
taining three different positional patterns and eval-
uate it on all three test sets.

Results As shown in Table 1, we can observe that
when trained on the standard MQAR setup, Mamba
achieved near-perfect accuracy on the in-domain

Test\ Train | Standard | Last | Shuffle

Standard | 99.72 | 82.64 | 90.80
Last | 1544 | 99.35 | 78.09
Shuffie | 2237 | 5408 | 80.98

Table 1: Model performance on the Positional Pattern
Change setting, where we report the prediction accuracy.

test set (standard), achieving 99.72 points. In the
other test settings, i.e., Last and Shuffle, Mamba
only managed 15.44% and 22.37% accuracy, re-
spectively. However, when experimenting with
the Mamba model on other settings, e.g., training
with Shuffle data and testing with all three test-
ing sets, Mamba performs consistently across all
test settings, achieving or exceeding 50% accu-
racy. This finding reveals that Mamba tends to
leverage information position patterns from the
training data, allowing it to excel in tasks where
the training and testing phases follow the same
fixed template. The visualized attention matrix
of Mamba trained on the standard and test on all
three position patterns, as depicted in Fig. 4, further
supports this conclusion. The attention matrix rep-
resents the weights allocated by Mamba across the
sequence, despite the relocation of the key-value
pairs, Mamba consistently attends to the beginning
of the sequence, a behavior aligned with its training
pattern but misaligned with the actual key-value
pairs’ position pattern. This results in near-perfect
performance in the in-domain i.e., standard setting,
but a noticeable decline in out-of-domain patterns.

3.3 N-gram Gathering

Task Description In the standard MQAR task,
models are required to predict the correct value
given a key, where both the key and value are sin-
gle tokens, i.e., (k;,v;) € KV and |k;| = |v;| = 1.
We refer to this configuration as the K/V1 setting,
primarily evaluating the model’s 2-gram recall ca-
pability. However, addressing only 2-gram recall
is insufficient, as the amount of information to be
recalled is minimal, and learning specific 2-gram
pairings is relatively easy. Moreover, most real-
world entities involve multiple tokens, and test-
ing 2-gram capability alone fails to reflect per-
formance on other tasks. Therefore, to increase
the amount of information to be recalled, we pro-
pose the N-gram Gathering setting. As shown in
Fig. 5, we increase the number of tokens required
for recall in both the Key and Value portions, i.e.,
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Figure 5: MQAR task with different n-gram patterns.

|ki| = N,|jvi|] = M (N > 1,M > 1) We re-
fer to such a configuration as the KNVM setting.
Specifically, we set up three data configurations:
Ki1V1,K1V2, K2V2. We train the model on each
of these settings separately and then evaluate it
across all three testing sets.

Results As shown in Table 2, Mamba exhibits
strong performance when the number of key-value
tokens in the training set matches or exceeds those
in the test set, e.g., training with K1V71 or K1V2
and testing with K1 V1. However, its performance
deteriorates significantly when the number of value
tokens in the test set surpasses those encountered
during training, e.g., training with K1 V1 and test-
ing with K1V2 or K2V2. This indicates that
Mamba tends to learn simple patterns in tasks, e.g.,
learning to respond based on the single anchor to-
ken in N key tokens, which hinders its generaliza-
tion ability on other complex tasks. Furthermore,
Mamba’s success would not be due to true n-gram
recall but rather an over-reliance on the struc-
tural cues provided by the special characters
or templates, which can also explain its failure
in out-of-domain n-gram setting. We refer to this
phenomenon as the n-gram shortcut of Mamba.

Test\ Train | K1V1 | K1V2 | K2V2

KIVI | 99.95 | 99.81 | 66.82
KIV2 | 000 | 99.96 | 96.66
K2V2 | 000 | 99.90 | 99.98

Table 2: Model performance on the N-gram Gathering
setting, where we report the prediction accuracy.

3.4 Noise Injection

Task Description We further explore Mamba’s
robustness, specifically its ability to generalize be-
yond the shortcuts mentioned above. As shown
in Fig. 6, we place n sets of Key-Value pairs
at the beginning of the sequence and divide
these Key-Value pairs into four regions: KV =
{(k‘l, Ul), (k‘z, UQ), (k‘g, Ug), (/{74, U4)}. Then, two
settings are adopted: K1V1* and K2V2*. 1In
K1V1*, all the keys k; are identical, i.e., k1 =
ky = k3 = k4, and we utilize symbol k; to de-
note those tokens. In K2V2*, the last token of k;
are identical. All the values v; are different in the
above two settings. Then, we let the model predict
the corresponding value by providing k;.

Results As shown in Fig. 6(a), in terms of the
K1V1* setting, we observe that the model’s per-
formance during testing closely aligns with the
training patterns. Specifically, when all tokens
are placed at the beginning of the sequence dur-
ing training (Standard MQAR), the model tends to
retrieve information from the front, primarily focus-
ing on the first 25% of the sequence. Conversely,
if all key information is positioned toward the end
of the sequence during training (Last MQAR), the
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Figure 6: MQAR task with the injection of noise. * de-
notes the robustness setting.

model tends to retrieve information from the latter
parts of the sequence, concentrating mainly on the
75% to 100% regions. This behavior highlights
Mamba’s over-fitting to the positional patterns
learned during training, which may lead to a re-
liance on positional shortcuts rather than recall
capability. Besides, as shown in Fig. 6(b), we can
observe that as the number of Key-Value pairs in-
creases, Mamba maintains an accuracy exceeding
90% in the presence of noise when there are four
Key-Value pairs. However, as the amount of noisy
Key-Value pairs increases, Mamba’s performance
declines sharply. This indicates that Mamba relies
on the partial high-frequent information within the
keys for its predictions. Therefore, when noise
overwhelms this critical information, the model’s
performance declines dramatically.

4 Mitigating the Shortcuts of Mamba

4.1 Key to Selectivity of Mamba

For attention-based models, the recurrent state
grows with the length of the sequence, enabling
perfect recall accuracy but at the cost of efficiency.
In contrast, RNN-based models maintain a fixed
recurrent state size, which makes it critical to op-
timize the use of their limited memory resources.
Mamba distinguishes itself by efficiently balanc-
ing the memory-recall trade-off through its data-
dependent design. However, our previous experi-
ments revealed that this selective mechanism can in-
advertently introduce shortcuts. So the question is:
how can we mitigate the shortcut phenomenon
while preserving the advantage of Mamba’s
fixed state-space size? To better understand this,
let us revisit Mamba’s state-space update equation:

hi = Ahy_1 + Bay = ehy 1 + AtBxy, (6)

100 s Standard 100
Last
80 80
60 60
40 40
20 201 —a— K2V2
K2Vv2*
0 0
25% 50% 75% 100% 1 2 4 8 16 32
Results Regions Number of Key-Value Pairs
(a) K1V1™ (b) K2v2*

Figure 7: (a) Results under the K1V1™ setting after
training with different position modes (Standard MQAR
and Last MQAR), where the x-axis represents the region
ratios. (b) Results under the K2V2* setting, with the x-
axis indicating the number of key-value pairs for models
trained on standard K2V2 data.

where A; = 7(SAX;). Here, A; is central to
Mamba’s selectivity as it simultaneously governs
the behavior of the matrices A and B through a lin-
ear transformation, ultimately determining how the
recurrent state is updated. In the original Mamba,
Ay is generated from the current input via a short
convolution function followed by two linear trans-
formations. The primary goal of this process is to
extract local features and establish contextual re-
lationships among tokens before entering the state
space module. However, as the short convolution
only captures relationships within a limited scope,
its reliance can lead to shortcuts in scenarios where
important information is distributed across distant
positions. In such cases, the model may overly
depend on simple features learned during training
(e.g., positional cues) rather than capturing deeper,
more meaningful dependencies.

4.2 Incorporating Global Gate Mechanism

To address the shortcut issue, we propose incor-
porating additional global information into A,
through a fine-grained global gate mechanism.
Specifically, we introduce a long convolution mod-
ule to capture distant contextual information and
integrate its output with the original A,. This en-
hanced process is formulated as follows:

A, = T((Wz o (W - Convshon(Xt))) -
® J(Convlong(Xt))) ,

where Convgpore and Convye,e denote the short and
long convolution operations, respectively. The
function 7 represents the softplus activation func-
tion, W1 and Wy, are linear transformation matri-
ces, o is the nonlinear activation function (specif-
ically SiLU (Ramachandran et al., 2017)), and ®
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Models Scale | Shuffle  Std-Last  Std-Shuffie ~ K2V2  K2V2-Robustness  K4V8-Shuffle
Pythia (Biderman et al., 2023) 133m | 99.82 93.75 94.31 99.99 99.99 99.99
Hyena (Poli et al., 2023) 153m X X 77.62 65.92 2251
RWKV (Peng et al., 2023) 153m X X 85.99 72.62 6.57
Mamba (Gu and Dao, 2023) 129m | 80.98 15.44 2237 99.98 66.01 X

w/ mimetic_init (Trockman et al., 2024) 129m 82.57 16.11 20.42 99.96 80.37 X

w/ 2x State Size 130m | 88.57 40.22 31.88 99.84 78.90 X

w/ 4x State Size 134m | 96.92 35.89 32.88 99.84 57.11 X

w/ Global Gate 133m | 9045 4197 35.73 99.06 81.46 80.54

Table 3: Performance of models on variations of MQAR tasks. Xdenotes that the model fails with this setting with
an accuracy lower than 5%. Xindicates that the model fails in this setting, with an accuracy lower than 5%. State
Size refers to the Mamba model with an increased state space size, which was originally set to 16.

Models  Scale | Std-Std | Std-Last | Std-Shuffle
Mamba 13.8m 98.94 17.48 20.81
w/ GA  14.3m 99.33 23.21 36.33
Mamba 370m 99.94 18.66 23.62
w/ GA  384m 100.0 30.10 47.52
Mamba 1.4b 99.64 21.21 26.73
w/ GA 1.4b 99.61 32.16 48.84

Table 4: The results of Mamba model at three differ-
ent model scales i.e.,13m, 370m, and 1.4b on position
change tasks, GA denotes the global gate strategy.

denotes element-wise multiplication.

The output of the long convolution serves as a
gating mechanism that applies a global gate to the
original A;. By incorporating this global informa-
tion, Mamba’s selectivity becomes better aligned
with global decision-making rather than being con-
strained to local patterns. This refinement enables
the model to mitigate shortcut dependencies and
capture more meaningful long-range relationships.

5 Experiment

5.1 Experimential Settings

Datasets We selected tasks where the original
Mamba exhibited clear shortcuts and performed
poorly. The settings are the same as outlined in
Sec. 3. For the Shuffle and K2V2 settings, models
are trained and tested on the same corresponding
setting. We evaluate the model’s in-domain capa-
bilities in scenarios with increased information den-
sity and dispersion. In contrast, the Last and Std-
Shuffle tasks test the model’s out-of-domain perfor-
mance, where the testing mode is inconsistent with
the training one, i.e., training on the standard posi-
tion pattern and testing on the Last and Shuffle pat-
tern. In the K2V 2-Robustness and K4 V§-Shuffle
settings, we evaluate whether the models can miti-
gate the influence of noise as well as handle tasks
with both high information density and divergence.

We further investigate the impact of the global gate
strategy on downstream task performance, addi-
tional details can be found in Appendix B.

Baselines We adopt one representative attention-
based model, Pythia (Biderman et al., 2023), along
with two RNN-based models, Hyena (Poli et al.,
2023) and RWKV (Peng et al., 2023), at a com-
parable scale. Our goal is to investigate whether
models with different architectures exhibit similar
local pattern shortcuts as Mamba. For Mamba mod-
els, Trockman et al. (2024) introduced a mimetic
initialization technique to enhance Mamba’s recall
ability, which we adopt as a baseline. Addition-
ally, increasing the state size intuitively allows the
model to retain more historical information, reduc-
ing past data compression and thereby decreasing
reliance on shortcuts. More details on model train-
ing hyperparameters can be found in Appendix H.

5.2 Main Result

Syntactic Tasks Table 3 presents the results on
syntactic tasks, with particular focus on short-
cut scenarios. The attention-based model, Pythia,
achieves near-perfect performance across all tasks
by effectively capturing long-range token-to-token
dependencies. In contrast, RNN-based models
such as Hyena and RWKYV struggle on the MQAR
task due to their fixed state sizes. Notably, neither
Hyena nor RWKYV exhibits the positional pattern
shortcut observed in Mamba, as they do not display
a significant gap between in-domain and out-of-
domain performance. Moreover, although both
models trail Mamba in standard K2V 2 tasks, they
perform comparably in the K2V2-Robustness set-
ting, suggesting that Mamba is more susceptible to
noise—likely due to its reliance on n-gram short-
cuts. These findings imply that Mamba’s short-
cut behavior is closely tied to its unique selective
mechanism, which prioritizes local patterns over
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Scale Models | Wiki. | LAMBDA PIQA Hella. Wino. ARC-e ARC-c¢c Openbook.
ppld acc T acc T acc T acc T acc T acc T acc T
130M Params  Pythia 40.94 22.96 61.21 2790 51.14 43.60 18.09 14.20
3B tokens Mamba2 | 43.18 20.80 60.55 28.17 5249 39.98 18.69 16.60
Mamba 40.46 21.91 62.13  28.70  52.25 43.60 18.52 14.80
w/ GA | 38.92 22.80 62.62 28.79 52.41 42.38 18.69 16.20
370M Params  Pythia 24.25 35.36 65.78 3241 51.70 51.47 19.88 18.80
15B tokens Mamba2 | 28.23 32.48 66.70  31.82  51.17 49.07 20.31 19.20
Mamba 23.48 34.29 68.77 35.13 5146 51.30 21.33 19.20
w/ GA | 22.43 35.07 6790 35.16 51.14 53.24 22.70 20.80
790M Params  Pythia 23.12 40.46 69.32  34.68 53.35 56.34 23.78 18.60
30B tokens Mamba2 | 23.02 36.13 68.77 3549 5225 54.12 21.84 21.40
Mamba 23.25 37.47 68.99 3521 51.54 54.17 23.72 20.80
w/GA | 21.33 39.84 69.64  36.55 5249 56.73 24.40 19.00

Table 5: The results of models on downstream tasks, GA denotes the global gate strategy.

the global context because of the constrained A;.
Regarding Mamba models, while increasing the re-
current state size generally enhances performance,
the gains are not consistently proportional, and the
mimetic initialization method does not yield a sig-
nificant boost. In contrast, integrating global infor-
mation via the Global Gate consistently improves
robustness without inflating the parameter count.
The Global Gate strategy outperforms the original
Mamba on all tasks and excels in out-of-domain
scenarios, achieving 81.46% in K2V2-Robustness
and 80.54% in K4 V8-Shuffle, thereby effectively
mitigating reliance on local shortcuts while han-
dling high-information-density tasks.

Mamba Shortcuts across Model Scales We ex-
tend our analysis to include a broader range of
model scales, beyond the 130M parameter config-
uration, to better understand how these shortcuts
behave across different model capacities. Specif-
ically, we select a small (10M parameters) and
a large (1.4B parameters) version of Mamba and
test them in the positional pattern change scenario,
where we observe significant shortcut phenomena.

All models are trained on the standard position
pattern and tested on three different position pat-
terns. The results are shown in Table 4. It can
be observed that the shortcut phenomenon occurs
across Mamba models of different scales, and this
phenomenon does not diminish as the model size
increases. On the contrary, interestingly, we find
that the impact of shortcuts may become more pro-
nounced in larger models. For example, in the
Std-Last task, the 13M Mamba outperforms the
370M Mamba. We attribute this to overparameter-
ization, which aligns with the ideas presented by
Chen et al.. They suggest that Mamba models may
fail to generalize beyond the training length due to

the excessive state capacity. Notably, global gate al-
leviates the shortcut phenomenon across all model
scales, demonstrating the robustness of our method.
We further investigate the performance of our pro-
posed global gate strategy on downstream tasks
in Appendix B and provide insight analysis of the
trade-off between the local and global gate mecha-
nisms on information processing in Appendix D.

Downstream Tasks As shown in Table 5,
Mamba has already demonstrated notable success
in downstream tasks, outperforming the attention-
based baseline model, Pythia. The introduction
of Global Gate further strengthens Mamba’s capa-
bilities in language modeling and commonsense
reasoning. The Global Gate mechanism consis-
tently delivers improvements across all evaluated
tasks, highlighting its effectiveness in diverse do-
mains. The most significant gains are observed
in language modeling, where the perplexity is re-
duced by 1.54 compared to the original Mamba.
This reduction underscores the model’s enhanced
ability to capture long-range dependencies while
mitigating over-reliance on local patterns. Further
exploration of downstream tasks, especially recall-
intensive tasks, is presented in Appendix B, with a
detailed case study provided in Appendix D.

6 Conclusion

In this work, we extend the MQAR task to inves-
tigate the underlying behavior of Mamba. Our
controlled experiments reveal that Mamba relies on
local pattern shortcuts at different model scales. To
address this issue, we introduce a fine-grained se-
lection mechanism in the Mamba model by incorpo-
rating global information into the decision-making
factor A;. Experiments on both existing and newly
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proposed synthetic tasks show that our method
effectively mitigates the shortcut phenomenon in
Mamba across model scales ranging from 13.8M
to 1.4B parameters. Further experiments on real-
world tasks further demonstrate the effectiveness of
our approach. Our findings suggest that for RNN-
based models with a fixed recurrent state size, ef-
ficiently utilizing the available state space is far
more critical than simply increasing capacity.

Limitation

Our approach is primarily focused on experi-
mentally analyzing the shortcut phenomenon in
Mambea; further exploration of theoretical insights
is needed. The proposed method aims to address
the shortcut issues observed in Mamba on synthetic
tasks. However, further improving performance on
downstream tasks may require additional adapta-
tions and comprehensive testing across a wider
range of models with varying scales. While pre-
liminary results indicate that similar shortcuts were
not present in other rnn-based models, further vali-
dation is needed to determine whether our findings
generalize across diverse architectures.
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A Related Work
A.1 Synthetic Task

Synthetic tasks have played a crucial role in advanc-
ing language modeling, serving as controlled, sim-
plified, and purposefully constructed benchmarks
for assessing specific model capabilities. By pro-
viding a controlled environment, these tasks en-
able researchers to isolate particular challenges
and evaluate how models handle them, offering
deeper insights into their underlying mechanisms.
Such tasks not only facilitate the identification of
strengths and weaknesses in language models but
also drive innovation and optimization in model
architecture and training strategies. In contrast to
more complex and realistic benchmarks, synthetic
tasks offer greater flexibility in regulating various
factors like sequence length, task complexity, and
input structure. This flexibility makes them invalu-
able for probing specific behaviors of language
models without interference from large-scale para-
metric knowledge or the unpredictability of real-
world data. As a result, they serve as ideal testing
grounds for understanding how models manage
tasks that require attention over long sequences or
the processing of intricate patterns.

Numerous synthetic tasks have been devel-
oped to test different dimensions of model perfor-
mance. For example, copying and selective copy-
ing tasks (Jing et al., 2019) evaluate a model’s mem-
ory retention and replication abilities, while tasks
involving induction heads (Olsson et al., 2022) ex-
amine its capacity to infer relationships in con-
text. Others, such as passkey retrieval (Mohtashami
and Jaggi, 2023), needle-in-a-haystack (Kamradt,
2023), and associative recall (Graves et al., 2014,
Ba et al., 2016), have been instrumental in testing
how well large language models (LLMs) handle
long-range dependencies, particularly in extremely
long sequence contexts. In addition, Hsieh et al.
propose a novel synthetic benchmark RULER to
evaluate long-context language models.

The associative recall (AR) task, inspired by
psychological models of how humans associate
and retrieve information, has been a focal point of
early neural network research aimed at developing
systems capable of associative recall. With the ad-
vent of large language models, many researchers
have argued that the ability of LLMs to perform
in-context learning is, at least in part, attributable
to the associative recall capabilities embedded in
attention mechanisms (Elhage et al., 2021; Ols-

son et al., 2022). More recently, several notable
recurrent neural network architectures have been
evaluated using synthetic versions of the associa-
tive recall task (Graves et al., 2014; Ba et al., 2016;
Zhang and Zhou, 2017, inter alia).

Our work builds upon and extends one of these
tasks, specifically the Multi-Query Associative Re-
call (MQAR) (Arora et al., 2024a). In contrast
to the standard associative recall task, MQAR is
designed to more closely resemble the complexi-
ties of natural language processing. It introduces
multiple key-value pairs and challenges models to
retrieve the correct associations despite distractors,
thereby offering a more rigorous test of a model’s
ability to manage selective attention and long-range
dependencies within dynamic, varied input struc-
tures. This task pushes the boundaries of synthetic
evaluations by bridging the gap between controlled
experimental setups and the intricate nature of real-
world language tasks. In this work, we extended the
MQAR task by introducing variations in positional
and n-gram patterns to investigate Mamba’s under-
lying behavior. This analysis framework can also
be adapted for evaluating other models, providing
a broader tool for identifying similar issues.

A.2 Efficient Model Architecture

Efficient model architectures (e.g., State-Space
Models and Linear Attentions ) have become in-
creasingly popular due to their ability to scale to
long sequences while maintaining competitive per-
formance. In this section, we focus on several key
models that illustrate different strategies for im-
proving efficiency.

S4 (Gu et al., 2021) introduced a novel class of
sequence models designed to capture long-range
dependencies using a state-space model (SSM)
framework, typically formulated in continuous
time. S4 introduces three key mechanisms to
achieve this: (1) the Higher-Order Polynomial Pro-
jection Operator (HiPPO) (Gu et al., 2020), which
efficiently memorizes signal history by operating
on state and input transition matrices, (2) a diagonal
plus low-rank (DPLR) parametrization that stabi-
lizes the SSM matrix (A) by adding a low-rank
correction, ensuring both diagonalizability and sta-
bility, and (3) efficient kernel computation through
Fast Fourier Transforms (FFT) and inverse FFTs,
reducing the overall complexity to O(N log N).
By leveraging these innovations, S4 significantly
improves the handling of long-range dependencies,
offering a more scalable alternative to traditional
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models. The SSM parameters in S4 (Gu et al.,
2022b) and S5 (Smith et al., 2023) are fixed after
training, resulting in data-independent configura-
tions that significantly limit the overall expressiv-
ity of models. In contrast, Mamba (Gu and Dao,
2023) addresses this limitation by introducing data-
dependent parameters for S4.

Hyena (Poli et al., 2023) was designed to close
the perplexity gap between attention-based Trans-
formers and sub-quadratic alternatives. While tra-
ditional attention mechanisms face quadratic com-
plexity with increasing sequence length, Hyena
overcomes this by using implicitly parameterized
long convolutions and data-gating, achieving sub-
quadratic complexity. The model also shows that
previous sub-quadratic attention approaches, such
as those based on low-rank or sparse approxima-
tions, often still rely on dense attention layers to
reach Transformer-level performance.

RWKY (Peng et al., 2023) is a recent RNN ar-
chitecture designed specifically for language mod-
eling, featuring a linear attention approximation
mechanism called the "WKV" mechanism. RWKV
utilizes linear time-invariant recurrences and can be
viewed as the ratio of two state space models. Un-
like traditional Transformers, which have quadratic
complexity in terms of computation and memory,
RWKYV offers linear scalability, combining the ef-
ficiency of RNNs with the performance of Trans-
formers. While RWKYV is presented as a hybrid
model of RNNs and Transformers, it primarily re-
lies on linear attention and lacks the recurrent prop-
erties of traditional RNNs, making it more similar
to attention-based models.

Based (Arora et al., 2024b) is a simple yet flexi-
ble architecture that integrates linear attention with
sliding window mechanisms. By varying the win-
dow size and the feature dimension of the linear
attention layer, Based can navigate the Pareto fron-
tier of the recall-memory tradeoff. This allows it
to effectively achieve full attention-like quality on
one end while providing a compact state size for
memory-efficient alternatives on the other.

GLA (Yang et al., 2024) introduces an efficient
training algorithm for linear attention Transformers
that integrates data-dependent gating mechanisms.
This algorithm strikes a balance between floating-
point operations (FLOPs) and parallelism, enabling
the use of half-precision matrix multiplications
to leverage modern GPU tensor cores. GLA ex-
hibits competitive performance on language model-
ing tasks, demonstrating that gated linear attention

Transformers can compete with strong baselines
while ensuring computational efficiency.

Mamba-based Methods Mamba has recently
garnered significant attention due to its efficient
performance and ability to match or even surpass
Transformers. However, some studies have high-
lighted its limitations in certain tasks, such as recall-
based tasks, where its performance lags behind
Transformer models. This limitation primarily
stems from Mamba’s fixed state size, which does
not scale with input sequence length. To address
this, Ben-Kish et al. (2024) proposed DeciMamba,
a context-extension method aimed at improving
Mamba’s length generalization. This approach en-
ables the model to effectively extrapolate to longer
sequences without additional training, thereby mit-
igating the challenges associated with fixed state
sizes. Additionally, Trockman et al. (2024) intro-
duced a mimetic initialization technique, which
optimizes the initialization of state-space model pa-
rameters to better mimic the behavior of attention-
based models. This method enhances Mamba’s
recall capabilities by improving its ability to re-
tain and retrieve long-range dependencies. More-
over, Wang and Li (2024) proposed StableSSM, a
reparameterization technique designed to alleviate
memory limitations in state-space models. By sta-
bilizing the recurrent weights, StableSSM enhances
the model’s ability to capture long-term dependen-
cies, thereby improving performance in tasks that
require extended memory retention. Furthermore,
Chen et al. (2024) identified a phenomenon termed
"state collapse," where Mamba’s performance de-
grades on sequences longer than those seen during
training. To mitigate this, they proposed three tech-
niques to enhance Mamba’s length generalization,
enabling it to process sequences beyond training
length while preventing state collapse.

B Performance on Downstream Tasks

While the synthetic tasks provide valuable insights
into how Global Gate mitigates shortcut behavior
in Mamba, it is critical to assess how these im-
provements transform into real-world downstream
tasks. For downstream evaluation, we use the LM
evaluation harness from EleutherAl (Gao et al.,
2021), following the approach of previous works.
All models are trained on the same subset of the
SlimPajama (Soboleva et al., 2023) dataset, using
the GPT-NeoX tokenizer with a context length of
2048 for downstream tasks. We evaluate the fol-
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Scale Models | FDA | SWDE | SQUAD
130M Params  Pythia 28.22 20.24 12.23
3B tokens Mamba 1.72 6.66 14.68
w/GA | 245 7.11 16.66
340M Params  Pythia 55.26 | 61.57 22.82
15B tokens Mamba 8.80 17.37 25.67
w/ GA | 9.53 19.98 26.44
790M Params  Pythia 62.96 66.14 28.16
30B tokens Mamba 6.72 20.43 26.78
w/ GA | 8.17 21.78 30.13

Table 6: The results of models on three recall-intensive
tasks, GA denotes the global gate strategy.

lowing tasks and datasets, which assess language
modeling and common-sense reasoning capabili-
ties:

» Wikitext (Merity et al., 2016)

LAMBADA (Paperno et al., 2016)

PIQA (Bisk et al., 2020)

L]

HellaSwag (Zellers et al., 2019)

* WinoGrande (Sakaguchi et al., 2021)

* ARC-challenge (Clark et al., 2018)

* ARC-easy: an easier subset of ARC-challenge
* OpenbookQA (Mihaylov et al., 2018)

Following the work of Arora et al. and Yang
et al., we also evaluate our models on three
recall-intensive tasks: FDA (Arora et al., 2024b),
SWDE (Lockard et al., 2019), and SQUAD (Ra-
jpurkar et al., 2018). These tasks focus on informa-
tion extraction and reading comprehension, which
can be viewed as real-world downstream tasks sim-
ilar to MQAR. As shown in Table 6, while GA
improves Mamba’s performance across all tasks,
subquadratic Mamba models significantly under-
perform attention-based model on both FDA and
SWDE, which are information extraction tasks.

C Computational Cost

The original Mamba model utilizes a short con-
volution operation, whereas our proposed global
gate strategy introduces an additional long convo-
lution step. While this modification enhances the
model’s ability to capture long-range dependen-
cies, it may also increase computational overhead.

Training throughput GPU memory usage

IS
S
oW

S & S

Gigabyte (GB)
5 & 8

Tokens per second (Kt/s)

o o

2048/8  4096/4  8192/2  16384/1 2048/8  4096/4  8192/2  16384/1
Training length/Batch size Training length/Batch size

(Do Mamba__ [l Mambags(convid) (o Mambags(ff0) ]

Figure 8: Training throughput and memory footprint of
130M scale Mamba on an Nvidia-A100 40GB GPU.

Figure 8 provides a detailed comparison of train-
ing throughput and GPU memory usage as a func-
tion of sequence length and batch size for differ-
ent model configurations at the 130M model scale,
evaluated on a single Nvidia A100-40GB GPU.
Mamba refers to the original Mamba architecture,
which uses the Hugging Face PyTorch implemen-
tation. Mambag 4 (convld) and Mambag 4 (fft)
denote the Mamba model with the global gate strat-
egy, where “convld” refers to the nn.convid im-
plementation and “fft” refers to the fast Fourier
transforms implementation.

In terms of training throughput, although the GS
strategy incurs some loss in throughput, this degra-
dation is relatively small and remains within an
acceptable range, particularly when using the FFT-
based implementation. As for GPU memory usage,
the fft implementation results in higher memory
consumption, while the convid implementation
leads to a more modest increase in memory con-
sumption Nevertheless, both implementations oper-
ate within reasonable memory limits, ensuring the
practicality of the approach for large-scale models.

The original Mamba model is optimized with a
hardware-aware algorithm, which is designed to
accelerate on specific hardware platforms. Theo-
retically, our proposed long convolution step could
be integrated into this process to further improve
efficiency. However, this is not the focus of our
current work, and we leave it for future research.

Further computational analysis at larger model
scales is presented in Table 7. Each column rep-
resents different combinations of batch size and
sequence length, with cell values indicating train-
ing throughput (tokens/s) and GPU memory usage
(GB). The results are obtained using an FFT-based
implementation of GA on a single Nvidia H20
GPU. While the global gate mechanism introduces
some computational overhead, it effectively miti-
gates shortcut learning by enhancing the model’s
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Models | 1-8192 | 2-4096 | 4-2048 | 8-1024

370M Mamba | 19574/27.33 | 18049/27.33 | 18157/27.33 | 17965 /26.64
+ GA 17559 /31.72 | 16258 /31.34 | 16400/31.20 | 16260 /30.40

1.4B Mamba 7936 /53.11 7414 /53.11 7426 /53.11 7364 /50.53
+ GA 7007 / 62.64 6593 /61.89 6620/ 61.60 6577/ 58.63

Table 7: Training throughput and memory footprint of larger scale Mamba and GA.

ability to leverage global information.

D Trade-off between Local and Global
Gate

Performance on In-Domain Tasks Our exper-
iments demonstrate that incorporating a Global
Gate (GA) into Mamba enhances performance on
various shortcut-related generalization challenges.
However, for in-domain tasks that do not rely
on long-range dependencies, introducing a global
shortcut can slightly degrade performance.

Table 8 provides a detailed analysis of the trade-
offs introduced by GA in in-domain tasks, par-
ticularly in scenarios where shortcut phenomena
are less pronounced. The results indicate that in-
corporating global information primarily benefits
shuffling-based tasks, likely due to the absence
of identical patterns between training and testing
phases. However, in most settings, GA leads to
a slight performance drop. Notably, the Last set-
ting inherently includes the Std configuration when
the number of key-value pairs is sufficient to fill
the entire context length, which explains the rela-
tively strong performance of Last-Std. Meanwhile,
the Shuffle setting represents the most generalized
case, where performance tends to vary significantly.
This effect is particularly pronounced in the N-
gram Gathering setting, where fine-grained local
information is critical. We hypothesize that while
GA provides additional global context, it may also
diminish the model’s sensitivity to local details,
thereby negatively impacting performance on tasks
that rely heavily on fine-grained information.

Performance on K4V8-Shuffle Task In the
K4V8-Shuffle variant, our experimental results
show that the original Mamba struggles to perform
effectively on this task. However, by introducing
our proposed global gate strategy, we achieve a
significant improvement in accuracy, boosting it
from below 5% to 80%. The following case study,
shown in Table 9, illustrates this enhancement. In
this example, the original Mamba correctly predicts
the first few tokens but fails to predict the entire

value accurately. Since our evaluation method as-
sesses the correctness of the entire output sequence,
the original Mamba receives a low score. The issue
stems from the limited convolution module in the
original Mamba, where the convolution length is
restricted to 4, insufficient to cover the key-value
pairs in the K4V 8 case. This limitation partially ex-
plains why the original model performs relatively
better in K1V1 and K2V?2 settings.

Performance on Real-World Downstream Tasks
To illustrate the utility of global information pro-
cessing in downstream tasks, we provide two ex-
amples where the original Mamba failed, but the
GA model succeeded.

Example 1: Lambda Task

"She and Zach were covered in dust and
sweat when Helen found them. *Wow,
Lexi! You rock.’ Lexi groaned at the bad
pun. Helen surveyed the work, which
was nearly complete. ’How did you do
this?’ Lexi shrugged. 'Don’t know.” ’It’s
her gift, said __"

The target entity in this example is Zach, which
appears only at the beginning of the passage. With-
out global information processing, the model loses
track of this reference in broader contexts, often
misattributing the subject to more recently men-
tioned entities such as "Lexi" or "Helen." In con-
trast, the GA-enhanced model effectively retains
long-range dependencies and correctly identifies
"Zach."
Example 2: ARC-Challenge

"There are a total of eight planets that
orbit the Sun. How many of the other
planets orbit in the same direction as
Earth?"

Choices: A.0 B.1 C.4 D.7

The correct answer is D. Answering this ques-
tion requires the model to simultaneously consider
information from the context ("a total of eight plan-
ets") and the question ("the other planets orbit in
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Models | Standard | Last | Last-Std | Last-Shuffle | Shuffle | Shuffle-Std | Shuffle-Last | K1V1 | K1V2 | K2V2
Mamba 99.72 99.35 82.99 50.24 80.98 95.41 87.49 99.95 99.96 99.98
Mamba w/ GA 99.62 99.66 85.94 51.88 90.45 95.94 87.09 96.62 97.27 99.06

Table 8: Performance comparison of Mamba and Mamba with GA across different settings.

K4V8-Shuffle

Key: [1599, 7262, 5493, 4221]

Value:

Mamba Prediction:
Mamba GA Prediction:

[16301, 10098, 19263, 13834, 10106, 15846, 12555, 10962]

[16301, 10098, 19263, 13834, 12138, 11048, 10309, 19894]
[16301, 10098, 19263, 13834, 10106, 15846, 12555, 10962]

Table 9: A case of Mamba and Mamba with GA for the K4V8-Shuffle task. Value denotes the ground-truth tokens.
The token highlighted in blue denotes the correct predictions.

the same direction as Earth"). The global informa-
tion mechanism enables the model to capture and
integrate these interdependent details across both
the context and the question, leading to the correct
response.

E Ablation Study

Effect of Global Window Sizes We conducted
ablation studies on different global context window
sizes using a synthetic task. Specifically, we ex-
perimented with Tiny Mamba using four different
window sizes: 64, 128, 256, and 512. The results
are presented in Table 10.

Model | Std-Std | Std-Last | Std-Shuffle
Mamba 99.03 12.07 14.31
GA-64 98.69 18.12 20.61
GA-128 98.50 15.81 22.46
GA-256 96.91 18.78 20.01
GA-512 97.95 14.20 20.70

Table 10: Performance of different global context win-
dow sizes on synthetic tasks.

While varying the global context window size
leads to differences in performance, all configura-
tions demonstrate a clear benefit in mitigating the
shortcut problem compared to the original Mamba
model.

Effect of Removing the ConvlD Layer We eval-
uated the impact of removing the Conv1D layer
on synthetic tasks and observed that Mamba fails
across all settings. This suggests that the absence of
a token mixing mechanism significantly degrades
performance.

Effect of Changing the Filter Size To further
examine the role of the Conv1D layer, we exper-

imented with different filter sizes and configura-
tions, as shown in Table 11.

Configuration | Std-Std | Std-Last | Std-Shuffle

Replace with global convolution 99.03 22.70 31.56
Increasing filter size to 8 99.60 20.09 24.37
Increasing filter size to 16 99.57 22.93 27.10
Increasing filter size to 32 99.58 24.70 29.48

+ Global Gating mechanism 99.33 23.21 36.33

Table 11: Performance impact of different Conv1D filter
sizes and modifications.

Increasing the filter size results in some perfor-
mance improvements. However, we observed that
merely expanding the original filter size is insuf-
ficient for handling more complex tasks, such as
k4v8shuffle. This further supports our claim that
Mamba requires effective modeling of both local
and global information, where the A parameter
plays a crucial role. Therefore, our modifications
focus on optimizing A rather than modifying the
Conv1D layer.

Attention-based Model Performance on MQAR
Tasks We evaluate the performance of an
attention-based model, i.e., Pythia-160M, on the ex-
periments conducted in Section 3, aiming to verify
whether transformer models exhibit similar short-
cut phenomena as observed in Mamba.

Table 12 presents the performance of Pythia-
160M under the Positional Pattern Change set-
ting. We observe that regardless of the training
mode, Pythia achieves near-perfect performance
even when evaluated on test sets with positional
patterns different from those seen during training.
This indicates that, unlike Mamba, Pythia does
not exhibit a pronounced shortcut phenomenon re-
lated to positional patterns. In the N-gram Gath-
ering setting, Pythia exhibits a performance trend
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Test\ Train | Standard | Last | Shuffle

Standard | 99.98 | 99.04 | 98.80
Last | 9375 | 99.96 | 99.39
Shuffie | 9431 | 99.36 | 99.60

Table 12: Performance of Pythia-160M under the Posi-
tional Pattern Change setting.

Test\Train | K1VI1 | K1V2 | K2V2

KIVI | 9995 | 9467 | 66.54
K1V2 | 000 | 99.97 | 85.20
K2V2 | 000 | 121 | 100.00

Table 13: Performance of Pythia-160M under the N-
gram Gathering setting.

similar to Mamba. The most notable case arises
when the model is trained on K1V and tested
on K2V2. While Mamba achieves near-perfect
performance in this scenario, Pythia completely
fails. This observation aligns with our previous
hypothesis: Mamba’s success is likely not due to
true n-gram recall but rather an over-reliance on
structural cues provided by special characters or
templates. This hypothesis is further supported by
its performance on the K2V2-Robustness task, as
depicted in Figure 9. Notably, compared to Mamba,
Pythia is significantly less affected by noise in the
key tokens. This suggests that in the K2V2 sce-
nario, Pythia primarily relies on both key tokens
for decision-making.

F Standard Deviation on Syntactic and
Downstream Tasks

Our observations reveal that Mamba’s training is
highly unstable and often prone to overfitting. No-
tably, the Mamba architecture lacks stochastic mod-
ules such as dropout, indicating that the instability
may be inherent to the model’s architecture. Since
it is not the focus of this work, we leave further
exploration for future work.

For synthetic tasks, we fixed the random seed to
42 during the training process. Additionally, when
constructing synthetic data, we assigned different
random seeds for different settings and data splits.
This approach ensures that there are no overlapping
key-value pairs between the training and testing
datasets, allowing for a more accurate evaluation
of the model’s recall capabilities. we trained and
evaluated the 13M model using multiple random
seeds to assess variability (due to computational

——Mamba Pythia

100
80
60
40

20

1 4 8 16 32

KvPairs Number

Figure 9: Comparison between Mamba and Pythia on
the K2V2-Robustness setting.

Model \ Std-Std \ Std-Last \ Std-Shuffle
Mamba 98.95 +0.004 | 17.45+0.013 | 20.79+0.010
w/ GA | 99.25+0068 | 23.17+0011 26.33+0.007

Table 14: Standard deviation results for the Mamba
model on position change tasks.

constraints, larger-scale models were too costly).
The results are depicted in the Table 14.

For downstream tasks, we provide the detailed
training recipe in Appendix B. The evaluation is
conducted using the Im-evaluation-harness from
EleutherAl. For these zero-shot tasks, conducting
multiple tests with different random seeds does not
result in significant variations.

G Detail for MQAR and its vanriants

This section provides additional details for the anal-
ysis experiments discussed in Sec. 3.

G.1 General Data Configuration

We utilize mixed input sequence lengths and vary-
ing key-value pair counts for the MQAR tasks. The
parameters L (sequence length), N (number of key-
value pairs), and « are employed to adjust these
properties. Unless specified otherwise, the vocabu-
lary size is set to 20,000. The training set consists
of sequence lengths L € {64, 128,256,512}, with
the corresponding number of key-value pairs N
satisfying 2V < % For empty positions, we insert
random values as padding. For each configuration,
there are 10,000 examples in the training set and
100 examples in both the validation and test sets.
All other settings are consistent with the original
MQAR task described in (Arora et al., 2024a).
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G.2 Positional Pattern Change

We categorize position patterns into three distinct
types: standard MQAR, last, and shuffle. For the
standard MQAR pattern, we follow Arora et al.,
where the key-value pairs are clustered at the be-
ginning of the sequence, and queries are randomly
scattered in the remaining positions. In the last pat-
tern, we divide the input sequence into two equal-
length segments, placing all key-value pairs in the
last portion of the first segment, while queries are
randomly distributed in the second segment. For
the shuffle pattern, we again split the entire input se-
quence into two equal parts, but we randomly place
key-value pairs in the first half, with queries ran-
domly scattered in the second half. Other settings
remain consistent with the general configuration.

G.3 N-gram Gathering

We refer to the original MQAR task as the klvl
pattern. To assess the model’s capability and its
tendency to rely on shortcuts in n-gram patterns,
we increase the number of tokens in both the keys
and values. In this setup, to ensure that the model
can effectively distinguish between the key and
the value, we introduce special separators between
token groups in both the key and value sequences.

Specifically, a key-value pair in the K2V2 pattern
appears as: <SEP> kg ki <SEP_KV> vy v <SEP>
Although the addition of special symbols may in-
crease the length of individual key-value pairs and
cause the model to focus on these symbols, it is
necessary. Without the special symbols, a key with
N tokens would be indistinguishable from a key
with just 1 token, as the model could rely solely
on the last token in the N-token key to retrieve
the corresponding value. Similarly, cases involving
M -token values could often be reduced to multiple
instances of M — 1 2-gram patterns, which would
fail to verify if the model truly follows the n-gram
relationship. Thus, including these special charac-
ters is crucial. It is also important to note when
the value consists of more than one token, accuracy
is measured based on the entire value sequence.
In other words, all M tokens of the value must
be predicted correctly for the key-value pair to be
considered correct.

G.4 Noise Injection

We test the robustness of the two previously men-
tioned shortcut patterns. For position robustness,
we divide the input sequence into two equal-length

segments. Then, we further split the first half into
N sections by position. In our experiments, we set
N = 4. In each of these N sections, we insert the
same key, each corresponding to a different value.
The same key is then placed as a query in the sec-
ond half of the sequence. The model is considered
correct if it recalls any of the corresponding val-
ues. This setup allows us to assess whether the
model, trained on different position patterns, ex-
hibits any positional bias when recalling key-value
pairs—specifically, whether it tends to favor key-
value pairs from certain positions.

In this configuration, the test data consists of
sequence lengths L € {64,128,256} and corre-
sponding key-value pairs N € {8,16,32}, with
100 examples per configuration.

For n-gram robustness, we introduce noisy keys
by fixing the last n — 1 tokens of the n-token key
while randomly replacing one token. This creates
n-gram noise. Specifically, in the k2v2 setup, we
fix the second position in the key, and the number
of noisy key-value pairs matches the number of
original key-value pairs.

G.5 Training and Evaluation Configuration

For all synthetic runs on MQAR and its variants,
we apply the following training protocol:

* Optimizer and Schedule: We use weight
decay of 0.1, a warmup duration of 10%,
and a linear warmup schedule. The AdamW
optimizer is employed. @ For each set-
ting, we sweep the learning rates Ir €
{3e-3, 1e-3, 8e-4, 5e-4, le-4}. All models are
trained for 30 epochs without early stopping
with 8 xA100-40GB GPU.

* Data: Each model is trained and evaluated on
10,000 training examples and 100 validation
examples per setting. The random seed for
each configuration is fixed, and the data, as
well as its order, remains constant across all
runs.

* Loss: During training, we calculate the cross-
entropy loss (CEL0SS) at all value positions
corresponding to each query. For n-gram se-
tups, where special tokens are present, we ad-
ditionally compute the loss for the last <SEP>
token. We found this helps the model under-
stand the role of special tokens in segmenting
the sequence.
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Evaluation: We evaluate the model using the
checkpoint that performs best on the validation
set. The training, validation, and test data are con-
structed in the same way, with identical input se-
quence lengths and numbers of key-value pairs,
differing only in the number of data points and ran-
dom seeds. However, specific settings are applied
for the robustness experiments.

A case is considered correct only if all key-value
pairs are predicted correctly. In multi-value setups
(KNVM), all M values corresponding to a key must
be predicted accurately to be considered correct.
The final results are reported as the average across
all data points.

H Detail for Model

For our experiments, we adopt the standard Mamba-
130M configuration from (Gu and Dao, 2023), as
smaller models tend to struggle with the MQAR
tasks and do not accurately reflect the shortcut
phenomenon. All models are trained on the
same subset of the SlimPajama (Soboleva et al.,
2023) dataset with the GPT-NeoX tokenizer for
downstream tasks. All models are trained with
AdamW (Loshchilov and Hutter, 2019) using a
maximum learning rate of 8e-4. All models are
trained on 3B tokens with a batch size of about
0.5M tokens. We use a cosine learning rate sched-
ule with a warmup of 10% steps. We use a weight
decay of 0.01, and gradient clipping of 1.0.
The settings for other baselines are as follows:

* Pythia-133M: We reduce the number of lay-
ers to 8 while keeping other configurations
consistent with Pythia-130M (Biderman et al.,
2023). This adjustment minimizes the number
of parameters to ensure a fair comparison in
our analysis.

* Hyena-153M: The configuration matches that
of Hyena-153M.

e RWKV-153M: We set diodel to 1024 and the
number of layers to 12, maintaining other
configurations consistent with RWKV-Pile-
430M.

* Mamba-130M: We adopt the standard config-
uration from Gu and Dao.

* Mamba-340M: We adopt the standard config-
uration from Gu and Dao.
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* Mamba-790M: We adopt the standard config-

uration from Gu and Dao.

Mamba-1.4B: We adopt the standard config-
uration from Gu and Dao.

Mamba-mimetic_init: Trockman et al. intro-
duced a mimetic initialization technique to en-
hance Mamba’s recall ability. Since their code
has not been released, we use our own imple-
ment based on the paper, ensuring A, A =~ 1
and WTC Wp =~ I. Specifically, we parame-
terize A as A = — exp(—cx log) with ¢ = 8,
making AgAd ~ 0in Eq. 7. Additionally, we
set Wa = 0 and ba = softplus (1) ~ 0.54,
ensuring Ay ~ 1.

Mamba-state_size: We modify the
ssm_state_size of the Mamba model,
which is originally set to 16 in the 130M
configuration, while keeping all other settings
consistent with Gu and Dao.

Mamba-Global_Selection: We define At as
the key to Mamba’s selectivity. However, it
is constrained by the short convolution and
linear transformation. To address this, we pro-
pose incorporating more global information
into At. Specifically, we introduce a long con-
volution module to model distant historical
context and use its result to gate the original
At. This is formulated as follows:

Ay = T((W2 *0 (Wl : Convshort(Xt))

8
® o (Convieng(X4))) ®

where Conv denotes the convolution opera-
tion, 7 denotes the softplus function, W repre-
sents the linear transformation operations, o is
the nonlinear activation function, specifically
the Silu (Ramachandran et al., 2017), and ©®
is the element-wise multiplication operation.
The kernel size for the short convolution is set
to 4, following (Gu and Dao, 2023), while the
kernel size for the long convolution is set to
i of the input sequence length for syntactic
tasks and the full input sequence length for
downstream tasks. For models with 790M and
1.4B parameters, we employ an FFT-based im-
plementation, whereas smaller-scale models
use a convld-based implementation. In the
analysis experiments, we add a global gate
module to every layer of Mamba, as the rela-
tively short input length ensures that the long


https://huggingface.co/Zymrael/hyena-small-150b-tok
https://huggingface.co/BlinkDL/rwkv-4-pile-430m
https://huggingface.co/BlinkDL/rwkv-4-pile-430m

convolution does not introduce excessive pa-
rameters. However, in downstream tasks, we
only incorporate global gate parameters in cer-
tain layers to maintain fairness in model pa-
rameter counts.

I More Analysis on the Selectivity of
Mamba

In this section, we provide further analysis to sup-
plement the discussion from the previous section.

Theoretical analysis of Mamba on MQAR
Based on the recurrence equation, the hidden state
at each step is updated as:

where the following components must be stored:
the previous hidden state 2[i—1,:] € R? and the pa-
rameters A;, B;, C; € R?, which are derived from
the input sequence u[0 . . . i — 1]. Consequently, the
storage requirement for each hidden state Z ZM amba
is ZM amba ¢ R44 Jeading to an overall storage
complexity of O(N - d).

Arora et al. (Arora et al., 2024b) provide a rig-
orous analysis using randomized communication
complexity by reducing an autoregressive (AR)
task to the index problem. In the index problem,
Alice holds a binary string z € {0,1}" and Bob
holds an index 7 € [N]; to correctly recover z;, any
one-way (causal) model must effectively “remem-
ber” nearly all V bits of the input. This implies that,
for causal recurrent models, the hidden state must
have a capacity of at least Q2(/V) bits, regardless of
the nominal model dimension d. In other words,
even if each parameter is stored using O(log N)
bits, the minimal effective storage per hidden state
must scale as

dim(zMemba) > Q(N). (10)

Moreover, when global information—such as
that provided by long convolutions—is introduced
to capture full-sequence context, the storage re-
quirement per hidden state increases from O(d) to
O(d + N). This extra O(N) term is necessary to
satisfy the communication complexity lower bound
and to correctly model long-range dependencies.
Thus, in a purely causal setting, the overall storage
complexity becomes O(N - (d+ N)), which, when
N dominates, is O(N?).

These theoretical conclusions not only match
the lower bounds derived via communication com-
plexity (by reduction to the index problem) but
also motivate recent architectural innovations. For
example, approaches such as “Just Read Twice”
prompting and non-causal recurrent architectures
aim to mitigate the full (V) memory requirement
by reordering the input so that only the smaller of
two sets (when the input is naturally divided into
parts) needs to be retained in memory. However,
in the standard Mamba model, which processes
input causally, the necessity to store (V) bits per
hidden state remains, leading to the O(N?) overall
storage complexity and emphasizing the inherent
tradeoff between memory efficiency and recall ca-
pability in AR tasks.

Not all layers are selective: We first examine the
attention behavior of each Mamba layer trained on
the standard MQAR task and evaluate the model’s
performance on the same pattern. The attention
matrices for all layers of Mamba on the standard
MQAR task are plotted in Figure 13. One no-
table observation is that many layers exhibit atten-
tion scores concentrated around the main diagonal,
while other regions are largely inactive (black). We
consider these layers as primarily responsible for
organizing and propagating the hidden state, rather
than making specific key-value selections. In con-
trast, certain layers demonstrate more pronounced
selectivity, such as layer 22 in Figure 13, where the
attention distribution sharply focuses on the key-
value pair regions. Clearly, these selective layers
are crucial to Mamba’s ability to identify relevant
information. Therefore, our analysis primarily fo-
cuses on these layers.

Perfectly Selective on In-domain Patterns:
Mamba performs exceptionally well on the stan-
dard pattern of the MQAR task. We investigate
whether Mamba’s perfect performance on these
patterns results from its correct selective capabili-
ties. As shown in Figures 10 and 11, these figures
depict Mamba’s attention distribution under vary-
ing input sequence lengths and different numbers
of key-value pairs. It can be observed that, regard-
less of changes in input length or key-value pair
quantity, Mamba consistently captures the correct
key-value positions, enabling accurate retrieval of
the correct answers. This observation strongly sug-
gests that the accuracy of the MQAR task is highly
dependent on Mamba’s ability to capture the cor-
rect key-value pairs. If the model can accurately
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Figure 10: The attention matrices of Mamba on MQAR tasks, where the input sequence length is 64, and the
number of key-value pairs varies from 4 to 16. Lighter colors indicate higher attention weights at specific positions.

The results are from the 22st layer of the Mamba model.
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Figure 11: The attention matrices of Mamba on MQAR tasks, where the number of key-value pairs is 16, and the
input sequence length varies from 64 to 256. Lighter colors indicate higher attention weights at specific positions.

The results are from the 22nd layer of the Mamba model.

pinpoint the positions of these pairs, it has a high
probability of correctly retrieving the correspond-
ing value for any given key.

The Role of A; in Selectivity: In Mamba, the
parameters A and B play a crucial role in balanc-
ing the model’s focus between historical informa-
tion and new inputs. A key component for this
process in common is Ay, which directly governs
the model’s selective behavior. By adjusting A,
Mamba determines whether to prioritize recent in-
puts or maintain the influence of past states.

The parameter A; functions similarly to gating
mechanisms in recurrent neural networks (RNNs).
When A, is large, the model resets its internal state,
focusing on the current input and diminishing the
impact of previous information. In contrast, a small
A; preserves the existing state, allowing the model
to ignore the current input and continue prioritiz-
ing historical context. This behavior parallels the

function of gates in RNNs, where a larger gate
value highlights new information, and a smaller
gate value retains past states.

Mamba can be interpreted as a state-space model
(SSM), where A, controls the degree of continuity
in the system. A large A; indicates that the model
focuses on the current input for an extended period,
effectively discarding older information, while a
small A, implies that the input is transient and has
a reduced effect on the model’s decision-making
process. This mechanism enables Mamba to adapt
its selective attention dynamically based on the
requirements of the task at hand.

J Performance on Standard MQAR

Prior research (Arora et al., 2024a,b) has proven
that attention-based models surpass rnn-based
models on MQAR task. MQAR requires mod-
els to memorize key-value pairs in their hidden
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Figure 12: Performance of various models, including H3 (Fu et al., 2023), Hyena (Poli et al., 2023), and
RWKYV (Peng et al., 2023), alongside attention-based models (Touvron et al., 2023), across different model
dimensions on MQAR tasks. The input sequences vary from 64 to 512 tokens. Other experimental settings are

consistent with Arora et al..

state, which presents a significant challenge for
rnn-based models, as they maintain a fixed-size
state to handle all historical information. 12 depicts
performance of different models on the standard
MQAR task settings.

It is evident that rnn-based models significantly
lag behind attention-based models, particularly as
the length of the input sequence increases. Atten-
tion mechanisms, characterized by their quadratic
token interactions, excel in identifying key tokens
within the MQAR task and extracting the corre-
sponding values. Such architectures can utilize the
entire past sequence as memory, enabling effective
retrieval of prior information and precise recall of
associated values. In contrast, rnn-based models
are required to store all past information within
a single hidden state, relying on this compressed
memory to retrieve the relevant keys and values
based on the current query. As the sequence length
increases, the compressed historical information
grows, making it harder to retrieve the correspond-
ing key-value pairs, leading to worse performance.
An exception to this trend is Mamba, which con-
sistently exhibits performance comparable to atten-
tion mechanisms across most settings and signif-
icantly outperforms its rnn-based counterparts at
equivalent model dimensions. Prior works attribute
Mamba’s success to its data-dependent features.
By incorporating input-dependent matrices A (via
discretization), B, and C', Mamba effectively re-
tains essential details while discarding irrelevant
information. However, our experiments reveal that
this success may not be as intentional or precise as
it initially seems. Mamba’s success partly results
from its heavy reliance on superficial, local patterns
(e.g., attention to the beginning of the input), which
we defined as "'local pattern shortcuts" rather than
a genuine ability to recall.
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Figure 13: The attention matrices of all layers of Mamba on MQAR tasks, where the input sequence length is 128,
and the number of key-value pairs is 16. Lighter colors indicate higher attention weights at specific positions.
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