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Abstract

Solving complex reasoning tasks is a key real-
world application of agents. Thanks to the pre-
training of Large Language Models (LLMs)
on code data, recent approaches like CodeAct
successfully use code as LLM agents’ action,
achieving good results. However, CodeAct
greedily generates the next action’s code block
by relying on fragmented thoughts, resulting
in inconsistency and accumulative hallucina-
tion. Moreover, CodeAct lacks action-related
ground-truth (GT), making its supervision sig-
nals and termination conditions questionable in
multi-turn interactions. To address these issues,
we propose Tree-of-Code (ToC), a self-growing
framework that generates nodes through self-
supervision, incorporating prompt and model
exploration in a GT-free setting. Each node em-
ploys CodeProgram, an end-to-end code gen-
eration paradigm that aligns executable code
logic with global reasoning. This approach
uses task-level execution success as both node
validity and stop-growing flags, bypassing pro-
cess supervision to enable online applications.
Experiments on two datasets with ten popular
zero-shot LLMs show that ToC boosts accuracy
by nearly 20% over CodeAct with fewer than
1/4 turns. To further investigate the trade-off
between efficacy and efficiency, ablation stud-
ies on different ToC tree sizes and exploration
mechanisms validate ToC’s superiority.

1 Introduction

Large language models (LLMs) significantly im-
prove agents’ ability to leverage external tools.
(Chen et al., 2023b; Hong et al., 2023; Paul, 2024).
Effectively and efficiently handling complex real-
world problems (Blount and Clarke, 1994), espe-
cially those requiring multiple tools and calls (Li
et al., 2023b; Wang et al., 2024), has become a key
focus across industry and academia. Currently, the
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widely used paradigm, ReAct, (Yao et al., 2022),
combines reasoning with action strategies, allow-
ing for actions to be performed incrementally and
adjusted based on environmental feedback.

The application of code generation techniques
to complex task planning and execution has gar-
nered significant attention (Holt et al., 2024; Wen
et al., 2024a; Xu et al., 2024b), particularly with
the emergence of CodeAct (Wang et al., 2024) ap-
proaches. CodeAct moves the interaction unit from
ReAct’s individual tool calls to generating code
blocks with local reasoning while leveraging code
logic and libraries. Rather than JSON (Qin et al.,
2023) or text (Park et al., 2023), it treats code as
action, utilizing LLM’s pre-trained coding skills
for efficient handling of complex tasks.

However, CodeAct treats each turn as an individ-
ual action rather than addressing the entire program,
following a step-by-step generation process. While
this approach may seem explorative, it has four
critical limitations: (I). CodeAct assumes that the
ground truth (GT) is known and uses GT match-
ing as a termination criterion, which is unrealistic
and unfeasible. (II). Fragmented thinking is inef-
ficient. For simple problems, stalled thinking is
not only unnecessary but also disrupts the logical
chains in the code (Wang et al., 2023; Guo et al.,
2024). Moreover, as the number of turns increases,
repeatedly integrating prior thoughts causes con-
text overload, heightening model hallucinations (Ji
et al., 2023), increasing computational cost. (III).
CodeAct lacks exploration of diverse reasoning
paths. While it supports multi-turn interactions,
it follows a single reasoning process. In contrast,
solving complex problems often has multiple so-
lutions (Mialon et al., 2023), where different ap-
proaches can branch from different points, making
it difficult to set a standard answer for each turn.
(IV). Generated trajectory data is hard to reuse.
When using these trajectories for supervised fine-
tuning (SFT), they cannot be directly combined
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into a single program response (Wang et al., 2024).
Reinforcement learning is also challenging due to
the lack of process supervision (Zelikman et al.,
2024), leading to fundamental issues.

Since defining and obtaining supervision signals
for intermediate states is challenging, we propose
using task-level feedback directly, treating task
completion as a single step. We introduce CodePro-
gram, an end-to-end code reasoning and generation
paradigm, as a ‘turn,’ where the only environmen-
tal supervision is execution success. To incorporate
reflection and exploration, we design an outcome-
driven refinement framework, Tree-of-Code (ToC),
that enables multi-turn interactions with diverse
solutions exploring the model and prompt pools
as tree branches, where task-level CodePrograms
serve as the nodes. The final output is determined
by voting on the collected nodes, selected based on
their successful execution. It’s important to note
that, in this paper, a ‘turn’ refers to a single action
of code generation. For our CodeProgram, a turn
involves completing the entire program, rather than
just a single task step (as in CodeAct).

Although ToC’s name and structure are simi-
lar to "Tree-of-Thoughts" (ToT) (Yao et al., 2024),
their meanings fundamentally differ. Our concept
might be closer to a Code "Random Forest" (Rigatti,
2017). While ToT enhances "Chain-of-Thought"
(CoT) (Wei et al., 2022) by exploring different
thoughts within the same solution, ToC explores
multiple distinct program solutions. In other words,
each node in ToC represents a complete solution,
and the tree as a whole captures different iterative
optimizations (depth) across a variety of complete
solutions (breadth). The core contributions of this
paper are summarized as follows:

1. We propose a self-growing Tree-of-Code
(ToC) structure that automatically reflects and
explores diverse, complete solution nodes
without labeled data, facilitating complex
tasks in multi-tool online scenarios.

2. Each node in ToC, called a CodeProgram,
is generated end-to-end. We are the first to
define process-level supervision at the task-
outcome level using execution success.

3. Extensive experiments and ablation studies on
two multi-tool, complex task datasets with ten
models, demonstrate that ToC significantly
enhances problem-solving accuracy and effi-
ciency in real-world, zero-shot scenarios.

Tool Agent
1 st turn 2 nd turn

Try Different Actions Step-by-Step

...

... n-1 th turn

A Conceptual Task for Illustration:  Draw a circular smiley face with two black round
eyes and a black wide and slightly arched curved line as the mouth on a green background.

🟰 ❓ 🟰 ❓ 🟰 ❓ 🟰 ❓

n th turn

Program Agent

...

Diverse Completed Programs 

Explore and Filter Completed Programs

 Successfully Executed  Final
Program

one process

done correctly :  wrong :  correct :

/ :  an action :  a completed task Program Filter:  Next Action: 

: successfully  executed 
but uncorrectlly execution failed:

Action: 

Figure 1: Illustration of our design motivation.

2 Design Motivation

In industry, complex tasks requiring multiple tools
and function calls, are typically driven by open-
ended user queries. This creates two key chal-
lenges: (1) For zero-shot queries, it is unrealistic to
pre-obtain task-level ground-truth (GT), which is
required for SFT (Chung et al., 2024) or reinforced
fine-tuning (ReFT) (Luong et al., 2024). More-
over, without GT, the termination criteria become
unclear. (2) Multi-turn interactions lack a stan-
dard trajectory, making it difficult to define the pro-
cess supervised signals (Luo et al., 2024). Current
methods often rely on ’LLM-as-judge’ to evalu-
ate whether the user’s needs are met at each step
(Chen et al., 2024; Li et al., 2024a). However, it
would require an API call after every step to check
progress, ultimately increasing both time and token
costs. Besides, the evaluation without objective sig-
nals demands strong analytical and reasoning skills
from LLMs. Existing methods deliberately avoid
these challenges by assuming GT is known (Wang
et al., 2024), matching task-level GT with action-
related outcomes at each step, like the tool agent
in Figure 1: the interaction turn stops only if they
match, or continues until the step limit is reached.

Since intermediate states are absent, if possible,
why not treat each complete end-to-end execution
as an atomic state? By iteratively exploring feasi-
ble solutions through parallel executions, we first
collect a batch of solutions, and then determine the
optimal one, as shown by the program agent in Fig-
ure 1. This idea inspires our node outcome-driven
reflection system specifically designed for multi-
tool interaction in real-world environments. Our
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Thought 2 :
I apologize for the confusion. It seems there 

is an issue with this tool. Let me try a 

different approach.   ......

CodeProgram
import math

......

def haversine_distance(lat1, lon1, lat2, lon2):

R = 6371  # Earth's radius in kilometers ...... 

geocoding_result = llm_errhandler(Geocoding, 

address="San Francisco")

if geocoding_result['status'] == 'success':

    ......

(a) CodeAct

Thought 1 : 
I can use the NearbyRestaurants API.

Code Action 1 :
NearbyRestaurants({'latitude': 37.7749, 

'longitude': -122.4194, 'distance': 1000}

Execution 1 :
TypeError: tool_gen.<locals>.tool_function() 

takes 0 positional arguments but 1 was given

Code Action 2 :
Geocoding(address='San Francisco')

Execution 2 :
'latitude': 37.7749, 'longitude': 122.4194

……

Query

(b) Tree-of-Code (ToC)

Task Query

Valid Collections

collect all Executed-Successfully nodes

Ans

majority vote from Valid Collections

Accepted

Awaited

Discarded

Reflect and Expand Nodes

Valid: 

Invalid: 

Node Execution Success

Node Execution Failure

Thoughts
Based on the previous implementations, we have 

successfully find nearby restaurants‘ location.....

1. Add more informative output, including......

2. Round the distance to three decimal places.....

3. Add error handling for the case......

Execution n:
['Restaurant B','Restaurant D']

Execution
Coordinates for San Francisco: (37.7749, 122.4194)

Found 2 restaurants within 1km of San Francisco:

1. Restaurant B (0.000 km away)

2. Restaurant D (0.000 km away)

Layer 1 -

Layer 2 -

Layer3 -

Ans

Node InCorrect 

Continue Next Action 

Node Correct 

Stop and Output answer 

Vote and Output answer 

Figure 2: An Overview of CodeAct and ToC. (a) CodeAct regards code as action with step-by-step reasoning. (b)
ToC applies execution-based reflection in the tree structure, where each node (CodeProgram) generates end-to-end
code with global planning as its thoughts. At each layer, nodes are executed in parallel; if executed successfully,
they are collected for voting. Note that the process supervision relies solely on the node’s execution success or
failure, rather than on the specific content executed (whether correct or incorrect), which would require pre-known
labels. The query is "Find nearby restaurants within 1km of San Francisco" from API-Bank level-3 dataset.

key contribution is a self-growing framework en-
abling LLM agents to autonomously interact with
code through zero-shot learning without GT su-
pervision, whose implementation details will be
subsequently presented.

3 Tree-of-Code Method

Following the design motivation, we need to col-
lect all valid solutions and identify the one closest
to the GT. By treating each tree node as a com-
plete task-level solution and exploring different
nodes for breadth while deepening through itera-
tive refinement, we propose ToC (Tree-of-Code),
an execution-based, self-growing, and self-filtering
tree for handling real-world complex tasks.

3.1 Overview of Tree-of-Code

We represent the ToC framework as T = (N, S),
where N denotes a set of nodes (N ), and S rep-
resents the stems (unidirectional arrows in Figure
2) , modeling the reflection reasoning process of
LLMs when expanding the nodes. The overview
of ToC and how it works is illustrated in Figure 2.
Let L denote the max depth, l the layer index, M
the expanded layer’s max-width, m the node index,
l ∈ {1, . . . , L}, m ∈ {1, . . . ,M}. We use T for
the thoughts of the N , C for code, and E for its

execution result. The next-layer N is denoted as:

N(l+1)-m = Sl→(l+1)(f,

l∑

j=0

(Tj-m+Cj-m+Ej-m))

where f represents the basic information of the
task, such as the user’s query, and all tool descrip-
tions. The sum

∑l
j=0 indicates that each reflection

reasoning process for generating the next node re-
lies on the thoughts, code, and execution results
from all ancestor nodes in the history. The node
index is fixed for simplicity in the formula.

3.2 Tree Node Generation
Unlike tool agents like CodeAct, which treat each
intermediate action and environmental feedback as
a step, each node in our ToC represents a complete
task, effectively increasing the granularity of task
handling at each layer.

In other words, a single tree node (one turn) is
equivalent to multiple turns of CodeAct, with both
being directly comparable and serving the same
purpose (final response), significantly improving
efficiency. We refer to this end-to-end code rea-
soning and generation paradigm as CodeProgram.
Figure 4 illustrates how it works.

Specifically, the end-to-end code in CodePro-
gram serves as a bridge, aligning with natural lan-
guage reasoning and execution outcomes in the
environment. Besides, by decoupling the reasoning
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Layer 1

1. We've added more detailed printing of the available 
flights and hotels to better understand the data.
2. We removed the "luxury" preference from the hotel 
booking function as it might not be a valid parameter.

def main():
    ......
    # Step 2: Book the highest-rated hotel
    hotels = book_hotel(LOC[2])  # Removed "luxury" 
preference as it might not be valid
    ......    
    # Step 3: Calculate the total budget
    ……
    rounded_budget = round(total_budget)  # Round to nearest 
integer
    
    return rounded_budget

result = llm_errhandler(main)
if result["status"] == "success":
    print(f"Final result: {result['result']}")
else:
    print(f"Error occurred: {result['error']}")

Best hotel: {'location': '"C"', 'preferences': ['wifi', 
'pool'], 'price_per_night': 110, 'rating': 5}
Total budget for the trip: $1370

You are at LOC[4]. Plan a luxury trip to LOC[2] on 2023-10-05, 
staying in the highest-rated hotel for 7 nights. Always choose 
the cheaper flight. Give me the total budget for the trip.

4. max: Finds the maximum value among the given arguments. 
5. min: Finds the minimum value among the given arguments.
6. sum: Sums the given float arguments. 

1. find_flights: Finds flights based on source, destination and date. 
2. book_hotel: Books a hotel based on location and preferences.
3. budget_calculator: Calculates the total budget for a trip.

1. The result is wrapped in the llm_errhandler for error 
handling.
2. The main issue in the previous attempts was that we 
were using "LOC[4]" and "LOC[2]" as literal strings, 
which are not valid locations for the find_flights function.

def main():
    # Step 1: Find flights
    flights = find_flights(LOC[4], LOC[2], "2023-10-05")
    ......

    # Step 2: Book the highest-rated hotel
    hotels = book_hotel(LOC[2], "luxury")  
    ......

     # Step 3: Calculate the total budget
     ......
     return total_budget

result = llm_errhandler(main)
if result["status"] == "success":
    print(f"Final result: {result['result']}")
else:
    print(f"Error occurred: {result['error']}")
  

Cheapest flight: {'from_location': '"E"', 
'to_location': '"C“’, 'date': '2023-10-05', 'price': 
600} ERR: Error occurred: max() arg is an 
empty sequence

1. Find flights from LOC[4] to LOC[2] on 2023-10-05.
2. Book the highest-rated hotel in LOC[2] for 7 nights.
3. Calculate the total budget for the trip.

def main():
    # Step 1: Find flights
    flights = find_flights("LOC[4]", "LOC[2]", "2023-10-05")
    # Choose the cheaper flight
    cheaper_flight = min(flights, key=lambda flight: flight["price"])
    print(f"Selected flight: {cheaper_flight}")
    
    # Step 2: Book the highest-rated hotel
    hotels = book_hotel(“LOC[2]”, "luxury")    
    # Choose the highest-rated hotel
    best_hotel = max(hotels, key=lambda x: x['rating'])
    print("Best hotel:", best_hotel)
   
    # Step 3: Calculate the total budget
    total_budget = budget_calculator(cheapest_flight['price'], 
best_hotel['price_per_night'], 7)
    print(f"Total budget for the trip: ${total_budget:.2f}")
    
    return total_budget

main()

ERR: “LOC[4]” and “LOC[2]” are invalid. We can 
not find the required flights. 
“book_hotel” function can not find “LOC[2]” .

Layer 2 Layer 3

Figure 3: Illustrative example of a branch of ToC. We demonstrated the process of a node expanding into deeper
levels. Based on the user query, tool descriptions, and previous execution outcomes, ToC first thinks about how to
do it and then writes the end-to-end code. The example is selected from M3ToolEval dataset.

process from code execution, we achieve flexibility
while ensuring consistency.

3.2.1 Code as Reasoning

On the one hand, CodeProgram leverages the
concept of "code-as-reasoning" to generate code,
where the process of writing code itself mirrors the
reasoning process.

On the other hand, global reasoning is essential
for guiding CodeProgram’s complete code genera-
tion in a single end-to-end flow. This approach en-
ables the seamless integration of various reasoning
techniques for large language models (LLMs), such
as prompt engineering (Chen et al., 2023a), Chain-
of-Thoughts (CoT) (Wei et al., 2022), Tree-of-
Thoughts (ToT) (Yao et al., 2024), in-context learn-
ing (Kojima et al., 2022), self-reflection (Zhang
et al., 2024), and System2 reasoning (Frankish,
2010; OpenAI, 2024b). Additionally, longer chains
of thought have consistently been shown to enhance
task performance (Zelikman et al., 2024).

Building on this foundation of global reason-
ing, we write the root prompt based on previous
work (Wang et al., 2024) to guide the generation of
step-by-step CoT thoughts and the corresponding
complete code. LLMs are prompted to first analyze
and break down the problem, generate reasoning-
based thoughts for solving it, and then produce
the complete code that reflects and executes that
reasoning. The thoughts and codes are enclosed us-
ing the "<thought>-</thought>" and "<execute>-
</execute>" tags, respectively. The root prompt is

CodeProgram

Methods: CoT, ToT, In-
context learning, Self-
Reflection, System2...

Supervision signals

Rewards

OutComes: Successful /
Failed ? Error Types &

Messages？

Thoughts
SFT

ReFT

Training Label

Reasoning   Execution Code

Data Pair: (Thoughts + Code, Label)

Figure 4: Illustration of the CodeProgram in ToC.

shown in Appendix A.

3.2.2 Two Helper Tools
CodeProgram struggles with environmental explo-
ration when LLMs must rely on tool outputs to
determine the next steps. For instance, in web
browsing tasks, the next action can only be decided
after viewing the page content, and a final summary
answer can only be provided after considering all
tool outputs. Thus, to maintain end-to-end flow, we
introduce two functions: a general res_handler,
which defines a prompt to generate results that meet
the prompt requirements for final summarization,
and a specific next_action for web tasks, which
decides the next action from a given set of possible
browsing actions based on the page content, visited
URLs, and task query. Their tool descriptions and
functions are shown in Appendix B.

They help better understand the semantic rela-
tionships between tools, ensuring a smooth, cohe-
sive sequence of tool calls during code generation.
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In the Appendix B.3, we also provide an example
demonstrating how these helper tools work.

3.2.3 Execution Outcome as Process Label
The code solution is task-level, and its execution
outcome is a self-provided annotation that can be
directly used as labels. Note that we focus solely
on task execution success, using a simple true/false
label to filter feasible solutions and approximate
more effective ones. This label is weak but avail-
able, simple, and useful—unlike pre-known GT or
correctness judgments.

Benefiting from our end-to-end paradigm (a
direct, complete task-level response to a single
query), we can select "successfully executed" sam-
ples for SFT and use various rich comments (such
as specific results or error messages) as rewards for
ReFT by repeating the CodeProgram in different
settings (i.e., multi-nodes). In this context, the code
acts as a verifier. This verification-then-refinement
concept also inspires the development of a multi-
layer Tree-of-Code (ToC).

Thanks to task-level granularity, the code’s exe-
cution outcomes align with both the task query and
the thought-code output, enabling the generation
of valuable data for potential future training.

3.3 Tree Expansion
We initialize from a root node and recursively ex-
pand the tree. The expansion process follows: (1)
The breadth-first search (BFS) strategy is applied,
with each parent node branching into M = 3 child
nodes. (2) Whether the node continues to grow de-
pends solely on the evaluation of its own execution
state (success or failure). For each Nl,
{

stop and collect, if El ̸= None or error,
grow N(l+1), otherwise.

(3) Expansion continues until all child nodes stop
or the maximum depth (L) of 3 is reached.

Execution-based Reflection. We can not guaran-
tee that one node solution will be correct on the
first attempt. Treating task-level execution errors as
continuation signals, we propose execution-based
reflection, which enables LLMs to self-reflect, iden-
tify errors, refine thoughts, and improve code. As
long as execution fails, self-reflection continues
iteratively, generating next-layer new nodes. The
prompt for reflection is shown in Appendix A.2.1.

This also allows the branch to grow into deeper
layers, where each node in the trajectory provides
process supervision signals based on its outcome.

Tool Available
find_flights, book_hotel, budget_calculator, max, min, sum

Task Query
You are at LOC[4]. Plan a luxury trip to LOC[2] on 2023-10-05, staying in the highest-rated 

hotel for 7 nights. Always choose the cheaper flight. Give me the total budget for the trip.

Execution Res
No hotels found in C.

Reflection
Add error handling.

 Varying LLMs and Prompts

$ 1370

Reflection
Directly Estimate data.

$ 1900

Reflection
Correct Value Err.

 Exploration: Varying LLMs and Prompts

1370

Reasoning
First Thought

Execution Res
TypeError: Loc[C] is not a Dict.

......
...... ......

Output

$ 1370

Execution Res
KeyError: ‘cost’ 

res[‘result’][‘cost’]

Execution Res
ValueError: max() arg 
is an empty sequence

Execution Res
Try another destination or 

remove the 'luxury'.

Reflection
Find more ditails. 

 Exploration: Varying LLMs and Prompts

Reflection & Reasoning
Correct Type Err.

Figure 5: A detailed example illustrating ToC’s
execution-based reflection and expansion.

Note that the definition of ’turn’ is equivalent to
that of ’layer’; both terms carry the same meaning.
Since these supervision signals are inherently em-
bedded within the CodeProgram node, the growth
process is self-driven. Therefore, the whole tree is
end-to-end generated.

Figure 3 shows an example of a branch of ToC
while Figure 5 demonstrates execution-based reflec-
tion and tree expansion. Additionally, our flexible
tree-structured framework allows for the integra-
tion of any reflection method for tree expansion.
Exploration strategy. Generating code in a single
pass presents two main limitations on diversity:

• 1) Limited strategy: It easily leads to cognitive
narrowing, where the fundamental reasoning
mechanism remains unchanged.

• 2) Limited robustness: If an error occurs, the
only option for the user is to re-run the whole
process, without any proactive adjustments,
which leads to inefficiencies.
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Research (Renze and Guven, 2024) has shown
that performance benefits from diverse perspectives
of error identification, which encourages models to
generate multiple solutions (ie. nodes in ToC).

To enhance the diversity of ToC, we introduce
randomness into the expansion process by varying
LLMs and prompts, inspired by the random for-
est (Rigatti, 2017). At the system level, different
LLMs from our list, introduced in Section 4.1, are
explored randomly with a consistent temperature
setting of 0.1. At the instruction level, prompts
are randomly selected from a diverse pool, created
through self-evolution and human crafting.

The random exploration mechanisms operate at
each node individually, while the prompt pool is
created just once for the entire system.

Specifically, we used ten LLMs to generate ten
diverse prompts through prompt evolution from the
root prompt (see Appendix A). The evolution pro-
cess ensures the core content remains consistent
while promoting orthogonal or divergent expres-
sions. Six distinct prompts were manually selected
and the following modifications were then applied:
(1) adding detailed usage examples (beyond just
printing "Hello world") to three prompts; (2) adjust-
ing the format with line breaks and indentation; (3)
randomly rearranging components, including the
reflection part, usage examples, role instructions,
tool descriptions, and chat history.

3.4 Final Result Generator

Once valid outputs from successfully executed
nodes are collected, the same LLM makes the final
decision by performing a majority vote and summa-
rization to determine the most likely answer. Ties
are rare in our observations, so we always choose
the most frequent answer without special handling.

4 Experiment and Analysis

4.1 Setup

Datasets. Following CodeAct, our evaluation is
based on M3ToolEval1 (M3) (Wang et al., 2024)
and the test set of API-Bank2 (Li et al., 2023b). M3
consists of 82 tasks utilizing 100 tools in code/J-
SON/txt action space respectively across 5 types
of scenarios, including DNA sequencer, message
decoder, trade calculator, travel itinerary planning,

1https://github.com/xingyaoww/code-act/tree/
main/scripts/eval/m3tooleval

2https://huggingface.co/datasets/
liminghao1630/API-Bank/tree/main

and web browsing. API-Bank contains 314 tool-
use dialogues and 73 API tools, including level-1,
2, 3. Unlike CodeAct, which evaluates only on
level-1, we focus directly on the 50 most challeng-
ing level-3 tasks, on which nearly all non-GPT4
models score 0%, according to the original paper.
Considering API-Bank only supports JSON format,
we make following modifications to adapt it for
code interaction: (1) functionalize all API tools,
(2) add output examples to each function descrip-
tion (Figure 6). We include all tool signatures in
the prompt context and let LLMs inherently search
and select tools, instead of using ToolSearch API,
deemed the least essential in (Li et al., 2023b). (3)
determine correctness by matching the response
to the expected final output through conditional
keywords, not by API call matching.

Example of the Function Signature in API-Bank level-3
UserMoviePreferences():
    description: "API for retrieving user preferences for
movie recommendations. Here is an example of the output: 
result = {'api_name': 'UserMoviePreferences', 'input':
{'user_name': 'John'}, 'output': {'preferences': ['Action',
'Comedy', 'Drama']}, 'exception': None}"
    input_parameters:{
        'user_name': {'type': 'str', 'description': 'Name of
the user.'},
    }
    output_parameters:{
        'preferences': {'type': 'list', 'description': 'List
of movie preferences.'},
    }

Figure 6: Example of the function signature in level-3.

Models. We include the following ten models
in our model pool for evaluation: the GPT family
from OpenAI (Achiam et al., 2023; Bubeck et al.,
2023; OpenAI, 2024a), including gpt-3.5-turbo-
1106, gpt-4o-mini-2024-07-18, gpt-4o-2024-08-06,
and gpt-4-1106-preview checkpoints, excels in gen-
eration capabilities. From the Anthropic’s Claude
family (Anthropic, 2023, 2024), we select claude-
instant-1, claude-2, claude-3-haiku-20240307, and
claude-3-5-sonnet-20240620 known for their code
generation and problem-solving capabilities. Be-
sides, we incorporate open-sourced deepseek-chat
from DeepSeek (Guo et al., 2024) and qwen2.5-
72b-instruct from Alibaba (Bai et al., 2023).
Baselines. ReAct (Yao et al., 2022) combines
reasoning and action in a dynamic, step-by-step
interaction, providing a flexible approach to task-
solving. We use JSON as the action space. Code-
Act (Wang et al., 2024) utilizes a block of code as
the LLM agent’s action, enabling more efficient
multi-turn interactions.
Metrics. The evaluation includes accuracy and
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Mechanism M3ToolEval API-Bank level-3

Avg Turns Correct Output Words Avg Turns Correct Output Words

ReAct 8.2 38.1 % 1.86 k 9.5 8.2 % 1.66 k
CodeAct 7.0 49.4 % 1.91 k 8.9 19.2 % 1.82 k
Tree-of-Code (3-3) 1.7 ↓ 67.1 % ↑ 0.44 k ↓ 2.1 ↓ 38.0 % ↑ 0.39 k ↓

Table 1: Performance comparison of the baselines and our ToC in terms of averaged turns, output words, and
accuracy on two datasets. Note: all numerical results presented in this paper are rounded.

averaged turns. Accuracy represents the percentage
of complex tasks that are correctly solved. We
consider the LLM-generated code at the same layer,
generated in parallel, as one turn. We also record
the average number of output words for the API
cost evaluation.

4.2 ToC vs. CodeAct and ReAct

We primarily compare the ToC framework, which
is comprised of CodeProgram nodes, with the
CodeAct and ReAct framework, which are com-
prised of steps, using the M3 and the level-3
datasets. For ToC, we randomly sample the LLM
and prompt from the LLM list and prompt pool,
respectively, at each node exploration. For Code-
Act and ReAct, we report the average results across
all LLMs used in this paper. Table 1 shows ToC
achieves consistent superior performance (nearly
20% higher) with significantly fewer interaction
steps and averaged output words (nearly 1/4), high-
lighting its efficiency in handling complex tool-use
scenarios. Specifically, Figure 7 shows the com-
parison of ReAct, CodeAct, and ToC on the five
tasks in the M3, where ToC achieves near-perfect
accuracy on all tasks except the web browsing task.

Figure 7: Comparison across five tasks in the M3.

4.2.1 Other multi-turn vs. Our one-turn
Furthermore, we explore the performance of one-
layer ToC (1-x) with the fixed model. As a node
in ToC, CodeProgram enables the complete solu-
tion in a single turn by leveraging code’s ability
to handle long logic chains. Table 2 shows that,

with a significant advantage in the number of turns
(one vs. multi-turn: averaged 7.0/8.9), our perfor-
mance on some models even surpasses multi-turn
CodeAct and ReAct, particularly with the Claude
series. Compared to CodeProgram, ie. ToC (1-1),
the single layer, three nodes ToC (1-3) with ran-
dom prompts significantly boosts performance. Its
average accuracy already surpasses CodeAct, high-
lighting the effectiveness of prompt randomness.

We highlight the best-performing models in bold.
Experimental results show that the top models dif-
fer between the CodeAct and ToC, and even within
CodeAct, performance varies by dataset. For M3,
gpt-4 performs best, while for API-Bank level-3,
gpt-4o excels, likely because API-Bank level-3 em-
phasizes tool usage over scenario understanding,
with simpler problem expressions. For ToC, claude-
3-5-sonnet stands out due to its strong prompt-
following ability, which is key for aligning rea-
soning with code and tool selection.

4.3 Analysis and Ablation Studies

Varying tree sizes. We test the performance of
the top model, claude-3-5-sonnet, on different tree
sizes to evaluate the trade-off between efficacy
and efficiency. Table 3 shows impressive results:
with proper prompts and no additional training, the
model achieves 84.1% accuracy (3-3) on the M3,
10.9% higher than 73.2% (1-1).

It seems the "nodes per Layer" contribute more
than Layers, likely because our tree structure is
designed to enhance exploration. Increasing the
number of nodes certainly introduces more diverse
prompts and model variations, whereas adding
more layers (ie. more turns) mainly accumulates
histories without significantly improving decision-
making, especially with models that have limited
contextual understanding.
Prompt exploration. Ablation results in Table 4
confirm the effectiveness of prompt exploration. By
comparing the random model with the fixed model
(claude-3-5-sonnet), prompt exploration proves to
be more critical in scenarios with lower diversity.
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Model
M3ToolEval API-Bank level-3

ReAct CodeAct ToC (1-1) ToC (1-3) ReAct CodeAct ToC (1-1) ToC (1-3)

claude-instant-1 28.0% (8.7) 18.0% (8.9) 30.5% (1) 35.3% (1) 0.0% (10.0) 2.0% (10.0) 6.0% (1) 18.0% (1)

claude-2 40.2% (8.2) 54.9% (7.2) 57.3% (1) 59.8% (1) 0.0% (10.0) 20.0% (8.9) 8.0% (1) 18.0% (1)

claude-3-haiku 24.4% (9.0) 9.8% (9.4) 29.3% (1) 31.7% (1) 10.0% (9.4) 0.0% (10.0) 6.0% (1) 8.0% (1)

claude-3-5-sonnet 48.8% (7.7) 73.2% (5.7) 73.2% (1) 82.9% (1) 14.0% (9.3) 32.0% (7.8) 48.0% (1) 52.0% (1)

gpt-3.5-turbo-1106 18.3% (8.9) 25.6% (8.6) 12.2% (1) 17.1% (1) 14.0% (9.2) 2.0% (9.9) 4.0% (1) 8.0% (1)

gpt-4-1106-preview 54.9% (7.5) 75.6% (5.4) 72.0% (1) 73.2% (1) 18.0% (8.2) 30.0% (8.2) 34.0% (1) 38.0% (1)

gpt-4o-mini-2024-07-18 32.9% (8.4) 47.6% (7.0) 31.7% (1) 42.7% (1) 10.0% (9.6) 16.0% (9.5) 14.0% (1) 20.0% (1)

gpt-4o-2024-08-06 35.4% (8.5) 56.1% (6.7) 51.2% (1) 62.2% (1) 14.0% (9.4) 36.0% (7.8) 28.0% (1) 32.0% (1)

qwen2.5-72b-instruct 50.0% (7.9) 70.7% (5.6) 51.2% (1) 59.8% (1) 2.0% (9.9) 30.0% (8.2) 24.0% (1) 32.0% (1)

deepseek-chat 47.6% (7.6) 62.2% (5.9) 40.2% (1) 52.4% (1) 0.0% (9.8) 24.0% (8.6) 22.0% (1) 26.0% (1)

Avg. 38.05% (8.24) 49.37% (7.04) 43.53% (1) 50.98% (1) 8.2% (9.48) 19.2% (8.89) 19.4% (1) 24.4% (1)

Table 2: Ablation study of the model exploration. With different fixed models, the detailed performance comparison
of ReAct, CodeAct, ablated ToC (1-1) (ie. the CodeProgram node), and ToC (1-3) on the M3ToolEval and API-Bank
level-3 datasets is shown. The correctness is reported, with the average number of turns in parentheses.

Layer / Node Per Layer 1 2 3
1 73.2% (1) 75.6% (1) 82.9% (1)
2 73.2% (1.4) 76.8% (1.4) 84.1% (1.5)
3 74.4% (1.8) 79.3% (1.7) 84.1% (1.6)

Table 3: The performance of varying tree sizes.

Mechanism M3ToolEval

Avg Turns Correct

Random Model (∆ = 3.7%)
ToC 1.7 67.1%
ToC w/o prompt exploration 1.9 63.4% ↓

Fixed Model (the best) (∆ = 8.5%)
ToC w/o model exploration 1.6 84.1%
ToC w/o model+prompt exploration 1.8 75.6% ↓↓

Table 4: Ablation study of the prompt exploration.

5 Related Work

LLM Code Generation for Complex Tasks. Re-
cent works integrating LLMs with code have
largely focused on task completion in program-
ming domains like software development (Qian
et al., 2024; Wang et al., 2023), programming as-
sistance (Islam et al., 2024; Wen et al., 2024b), and
scientific problems (Chen et al., 2022; Gao et al.,
2023; Hong et al., 2024). These studies primar-
ily address pure code generation, where correct
task completion only relates to accurate reason-
ing logic within the code. For example, Chain of
Codes (Li et al., 2023a) broadens LLM capabili-
ties by enabling "thinking in code." In contrast, our
work addresses real-world, zero-shot online com-
plex tasks that involve multiple tool calls. Only
CodeAct (Wang et al., 2024) treats code as a scal-

able language to call multiple tools, but their ap-
proach is limited by an almost one-turn, one-tool,
step-by-step mechanism. This results in stalled
thinking and accumulated histories, relying heavily
on ground-truth supervision for each step, which is
incompatible with zero-shot, online settings. In our
framework, every node represents a complete so-
lution that can be directly evaluated via execution
supervision without requiring additional labels.

Tree-based Code Generation. A recent work,
CodeTree (Li et al., 2024b), uses a tree structure to
explore the search space of code generation tasks.
Unlike our approach, CodeTree focuses on multi-
agent searching rather than an end-to-end, self-
growing tree. While self-repair trees (Olausson
et al., 2023) begin with a specification root node,
grow into initial programs through separate feed-
back and repair stages–often bottlenecked by the
model’s limited capacity–our approach unifies rea-
soning (including reflection) and generation in a
single cycle at each node, and directly expands
the tree with prompt and model exploration. Some
contemporaneous works utilizing tree-based search,
such as MCTS (Xu et al., 2024a; Yu et al., 2024),
require multiple rollouts and significant computa-
tional resources, making them unsuitable for online,
real-time applications. Unlike these methods, our
self-growing tree generates multiple valid solutions
and directly selects the one closest to the ground
truth through a voting mechanism. Additionally,
these studies typically focus on tasks with easier-
to-obtain process supervision, whereas our work
addresses real-world, complex multi-tool datasets.
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6 Conclusion

This paper introduced the Tree-of-Code (ToC)
method, which enables self-growing, end-to-end
thought-code generation based on successful exe-
cution, addressing complex multi-tool online tasks.
With efficient model integration and prompt explo-
ration, ToC outperformed baselines on two com-
plex task datasets, improving both efficiency and
task-solving performance.

Limitations

Limited reasoning scope for Program

We emphasize that our method operates at the
granularity of code "program" rather than "action".
However, it is limited in fully open-ended scenarios
requiring step-by-step exploration, such as a robot
navigating an unfamiliar environment, or in han-
dling tasks with extremely long sequences beyond
the capabilities of current reasoning methods, like
generating an entire paper. In such cases, it cannot
provide a complete final solution. Even though, in
practical industrial applications where a predefined
toolset is available, CodeProgram’s end-to-end exe-
cution remains more efficient for online, zero-shot
scenarios, for fewer turns, and for fewer LLM calls.

For larger and more complex system programs
in the future, our method may serve as a "subpro-
gram" within the overall solution, similar to a single
agent’s role in multi-agent systems.

Opportunities for Reflection Refinement

While our framework provides a solid foundation
inspired by human problem-solving, it uses a basic
reflection mechanism, relying on execution feed-
back alone. Whether tracking full execution history
or selectively summarizing with LLMs offers better
performance remains an open question. Future re-
search could explore enhanced search strategies or
adaptive pruning methods to handle more complex
real-world tasks.

Vast Potential in Prompt Pool Design

We enhanced the diversity of strategies and the
robustness of results in our Tree-of-Code by de-
signing a prompt pool composed of multiple
prompts. The introduction of multiple reasoning
paths guided by diverse prompts represents a sig-
nificant innovation. However, our current approach
relies primarily on simple prompt evolution and
manual adjustments. Future work should focus on

more in-depth and systematic research into con-
structing prompt pools.
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A Prompt

A.1 Root Prompt

You a r e a h e l p f u l a s s i s t a n t a s s i g n e d wi th t h e t a s k o f problem − s o l v i n g .
To a c h i e v e t h i s , you w i l l be u s i n g an i n t e r a c t i v e c o d i n g e n v i r o n m e n t e q u i p p e d w i t h a v a r i e t y o f t o o l

f u n c t i o n s t o a s s i s t you t h r o u g h o u t t h e p r o c e s s . \ n \ n
At each t u r n , you s h o u l d f i r s t p r o v i d e your s t e p −by− s t e p t h i n k i n g f o r s o l v i n g t h e t a s k , f o r example : <

t h o u g h t > I need t o p r i n t " h e l l o wor ld ! " < / t h o u g h t > .
A f t e r t h a t , you can I n t e r a c t w i th a Python programming e n v i r o n m e n t and r e c e i v e t h e c o r r e s p o n d i n g o u t p u t .
Your code s h o u l d be e n c l o s e d u s i n g "< e x e c u t e >" tag , f o r example : < e x e c u t e > p r i n t ( " H e l l o World ! " ) </

e x e c u t e > . \ n \ n
You can use t h e f o l l o w i n g f u n c t i o n s : \ n{ t o o l s e t _ d e s c s } \ n .
Ensure t h e code matches t h e f n _ s i g n a t u r e and i n p u t − o u t p u t f o r m a t s f o r p r o p e r e x e c u t i o n . \ n
Here ' s t h e c h a t h i s t o r y f o r your r e f e r e n c e : \ n{ c h a t _ h i s t o r y } \ n \ n
H i s t o r y End : \ n
User ' s Query : \ n{ que ry } \ nYour Thought And Code : \ n

A.2 Additional Prompt

A.2.1 Reflection Prompt

Based on t h e p r o v i d e d c h a t h i s t o r y , r e f l e c t on t h e code and i t s e x e c u t i o n . I d e n t i f y p o t e n t i a l i s s u e s o r
a r e a s f o r o p t i m i z a t i o n and p r o v i d e s p e c i f i c s u g g e s t i o n s t o r e f i n e and improve t h e code . C o n s i d e r
edge c a s e s , e f f i c i e n c y , and c l a r i t y i n your r e f l e c t i o n s .

A.2.2 The Prompt for Prompt Evolution

In o r d e r t o g u i d e t h e d i v e r s i t y o f r e s u l t s and enhance t h e p e r f o r m a n c e t h r o u g h ensemble methods , we need
t o i n c r e a s e t h e d i v e r s i t y o f prompts . We d i v e r s i f y t h e c u r r e n t prompt w h i l e m a i n t a i n i n g c o n s i s t e n c y
i n c o r e c o n t e n t , a iming f o r o r t h o g o n a l e x p r e s s i o n s o r prompts t h a t l e a d t o d i f f e r e n t d i r e c t i o n s and
d i v e r g e n t t h i n k i n g .

A.2.3 The Prompt Sample from Prompt Pool for API-Bank

Note :
The o u t p u t s p roduced by t h e t o o l w i l l be f o r m a t t e d l i k e a JSON d i c t i o n a r y .
For example , ' r e s u l t = { { ' api_name ' : ' QueryMeeting ' , ' i n p u t ' : { { ' user_name ' : ' John ' } } , ' o u t p u t ' : { { '

mee t ings ' : [ { { ' mee t i ng_ id ' : 1 , ' meeting_name ' : ' Meet ing w i th t h e c l i e n t ' , ' mee t ing_ t ime ' :
'2021 −01 −01 1 0 : 0 0 : 0 0 ' , ' m e e t i n g _ l o c a t i o n ' : ' Room 1 ' , ' m e e t i n g _ a t t e n d e e s ' : [ ' John ' , ' Mary ' , ' P e t e r
' ] } } , { { ' mee t i ng_ id ' : 2 , ' meeting_name ' : ' Meet ing a b o u t t h e new p r o j e c t ' , ' mee t ing_ t ime ' :
'2021 −01 −02 1 0 : 0 0 : 0 0 ' , ' m e e t i n g _ l o c a t i o n ' : ' Room 2 ' , ' m e e t i n g _ a t t e n d e e s ' : [ ' John ' , ' Mary ' , ' P e t e r
' ] } } ] } } , ' e x c e p t i o n ' : None } } '

Ensure t h a t t h e code s t r i c t l y a d h e r e s t o t h e f u n c t i o n d e s c r i p t i o n s and t h e i n p u t − o u t p u t f o r m a t p r o v i d e d .
N a v i g a t e t h r o u g h t h e ' o u t p u t ' key c o r r e c t l y t o r e t r i e v e r e s u l t s .
I f you e n c o u n t e r any u n f a m i l i a r f o r m a t s , f i r s t p r i n t t h e s t r u c t u r e t o e n s u r e p r o p e r h a n d l i n g i n t h e

f u t u r e .
C o n s i s t e n t l y f o c u s on t h e use r ' s r e q u e s t and a t t e m p t t o p roduce t h e c o m p l e t e s o l u t i o n w i t h o u t n e e d i n g

m u l t i p l e s t e p s .

B Helper tools

B.1 ResHandler

B.1.1 ResHandler Tool Description

r e s _ h a n d l e r ( ) :
name=" r e s _ h a n d l e r " ,
d e s c r i p t i o n = ' D e f in e a prompt t o g e n e r a t e r e s u l t s t h a t meet t h e prompt r e q u i r e m e n t s . Note t h a t you

need t o d e f i n e t h e r e q u i r e m e n t s f o r t h e g e n e r a t e d r e s u l t s i n t h e prompt . i n p u t : prompt ( s t r ) :
The i n p u t prompt f o r t h e l a r g e l a n g u a g e model , d e f i n i n g t h e t a s k r e q u i r e m e n t s f o r t h e g e n e r a t e d
r e s u l t s . Common t a s k s i n c l u d e summar i za t i on , s t y l i s t i c w r i t i n g , t r a n s l a t i o n , q u e s t i o n answer ing ,

e t c . o u t p u t : c o m p l e t i o n ( s t r ) : The i n f e r e n c e r e s u l t g e n e r a t e d by t h e l a r g e model , t y p i c a l l y a
summary , w r i t i n g o u t p u t , t r a n s l a t i o n r e s u l t , o r answer t h a t meets t h e r e q u i r e m e n t s . ' ,

f u n c t i o n = r e s _ h a n d l e r ,
f n _ s i g n a t u r e = ' r e s _ h a n d l e r ( prompt : s t r ) −> s t r ' )
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B.1.2 ResHandler Tool Function

from some_model_API i m p o r t l l m _ p l a y g r o u n d

d e f r e s _ h a n d l e r ( prompt ) :
r e s u l t _ s t r = " "
r e s u l t = l l m _ p l a y g r o u n d ( prompt [ : 2 0 0 0 0 ] , s t r e a m = F a l s e )
f o r i t em i n r e s u l t :

r e s u l t _ s t r += i t em
r e t u r n r e s u l t _ s t r

B.2 NextAction for Web Task

B.2.1 NextAction Tool Description

from t y p i n g i m p o r t Tuple
n e x t _ a c t i o n ( ) :

name=" n e x t _ a c t i o n " ,
d e s c r i p t i o n = ' Examine t h e r e s u l t s o f t h e view f u n c t i o n t o d e t e r m i n e i f i t can answer t h e use r ' s

o r i g i n a l q u e s t i o n , and d e c i d e what t o do n e x t . R e t u rn t h e n e x t a c t i o n and t h e viewed whole page
c o n t e n t . The n e x t p o s s i b l e a c t i o n s i n c l u d e c l i c k _ u r l (URL) , g o _ t o _ p r e v i o u s _ p a g e ( ) and end ( ) , which

r e p r e s e n t c l i c k i n g a l i n k , and g o _ t o _ p r e v i o u s _ p a g e ( ) means you s h o u l d go t o p r e v i o u s page t o
f i n d answer , and end ( ) means you have found t h e answer page , r e s p e c t i v e l y . I f n e x t a c t i o n i s end
( ) , i t means t h a t r e l e v a n t i n f o r m a t i o n t o u s e r que ry i s found , you s h o u l d summarize s t r i n g
r e s u l t based on r e s _ h a n d l e r . c l i c k _ u r l (URL) , g o _ t o _ p r e v i o u s _ p a g e ( ) can be d i r e c t l y c a l l e d , and
URL s h o u l d be C l i c k a b l e u r l . Note t h a t que ry s h o u l d be use r ' s o r i g i n a l q u e s t i o n and can n o t be
r e w r i t t e n . ' ,

f u n c t i o n = n e x t _ a c t i o n ,
f n _ s i g n a t u r e =" n e x t _ a c t i o n ( que ry : s t r , c u r r e n t _ p a g e _ c o n t e n t : s t r , v i s i t e d _ u r l s : L i s t [ s t r ] ) −> Tuple [

s t r , s t r ] " )

B.2.2 NextAction Tool Description

from some_model_API i m p o r t l l m _ p l a y g r o u n d

d e f n e x t _ a c t i o n ( que ry = " " , c u r r e n t _ p a g e _ c o n t e n t = " " , v i s i t e d _ u r l s = [ ] ) :
v i s i t e d _ u r l s = [ x . r e p l a c e ( ' \ ' ' , ' ' ) . r e p l a c e ( ' \ " ' , ' ' ) f o r x i n v i s i t e d _ u r l s ]
v i s i t e d _ u r l s = l i s t ( s e t ( v i s i t e d _ u r l s ) )
w h o l e _ p a g e _ c o n t e n t = c u r r e n t _ p a g e _ c o n t e n t
w h i l e True :

s c r o l l _ d o w n _ p a g e = s c r o l l _ d o w n ( )
i f s c r o l l _ d o w n _ p a g e == " [ Reached t h e bot tom of t h e page . ] \ n " :

b r e a k
e l s e :

w h o l e _ p a g e _ c o n t e n t += s c r o l l _ d o w n _ p a g e
d e f e x t r a c t _ c l i c k a b l e _ p a t h s ( t e x t : s t r ) −> l i s t [ s t r ] :

i m p o r t r e
p a t t e r n = r " C l i c k a b l e ' ( [ ^ ' ] * ) ' "
matches = r e . f i n d a l l ( p a t t e r n , t e x t )
r e t u r n matches

a l l _ u r l s = e x t r a c t _ c l i c k a b l e _ p a t h s ( w h o l e _ p a g e _ c o n t e n t )

n o t _ v i s i t e d = [ ]
h i g h l i g h t _ u r l s = [ ]

f o r v i n a l l _ u r l s :
i f v i n v i s i t e d _ u r l s :

h i g h l i g h t _ u r l s . append ( v )
e l s e :

n o t _ v i s i t e d . append ( v )

i f l e n ( h i g h l i g h t _ u r l s ) == 0 :
j s o n _ s t r _ f o r m a t = "< t h o u g h t > your t h o u g h t o f your d e c i s i o n < / t h o u g h t > \ n< a c t i o n > c l i c k _ u r l (

s p e c i f i c _ u r l ) o r end ( ) o r n o t _ f o u n d ( ) </ a c t i o n >"
prompt = f "You a r e v iewing page c o n t e n t s , t h e c o n t e n t i s : \ n{ w h o l e _ p a g e _ c o n t e n t } \ n You s h o u l d

make d e c i s i o n on t h e n e x t s t e p . g i v e n u s e r que ry { que ry } , you have t h e f o l l o w i n g o p t i o n s ,
p l e a s e f o l l o w t h e o u t p u t f o r m a t . \ n1 . end ( ) : i t means c u r r e n t u s e r que ry can be answered by
c u r r e n t page c o n t e n t . \ n2 . c l i c k _ u r l (URL) : i t means c u r r e n t u s e r que ry s h o u l d be checked by
c l i c k i n g one of t h e u r l s shown on t h e c u r r e n t page c o n t e n t f o r more d e t a i l s . s p e c i f y t h e
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d e t a i l e d u r l i n t o URL f i e l d . \ n P l e a s e v i s i t any C l i c k a b l e u r l s a s many as p o s s i b l e t h a t has
n o t been v i s i t e d . \ n3 . n o t _ f o u n d ( ) : i t means t h a t c u r r e n t page does n o t c o n t a i n answer f o r
c u r r e n t que ry and a l l C l i c k a b l e URLS have been c l i c k e d . \ nYour o u t p u t f o r m a t : {
j s o n _ s t r _ f o r m a t } \ n \ nYour Outpu t : \ n "

e l s e :
v i s i t e d _ u r l _ s t r = ' , ' . j o i n ( [ ' \ ' ' + x + ' \ ' ' f o r x i n h i g h l i g h t _ u r l s ] )
j s o n _ s t r _ f o r m a t = "< t h o u g h t > your t h o u g h t o f your d e c i s i o n < / t h o u g h t > \ n< a c t i o n > c l i c k _ u r l (

s p e c i f i c _ u r l ) o r end ( ) o r n o t _ f o u n d ( ) </ a c t i o n >"
prompt = f "You a r e v iewing page c o n t e n t s , t h e c o n t e n t i s : \ n{ w h o l e _ p a g e _ c o n t e n t } \ n You s h o u l d

make d e c i s i o n on t h e n e x t s t e p . g i v e n u s e r que ry { que ry } , you have t h e f o l l o w i n g o p t i o n s ,
p l e a s e f o l l o w t h e o u t p u t f o r m a t . \ n1 . end ( ) : i t means c u r r e n t u s e r que ry can be answered by
c u r r e n t page c o n t e n t . \ n2 . c l i c k _ u r l (URL) : i t means c u r r e n t u s e r que ry s h o u l d be checked by
c l i c k i n g one of t h e u r l s shown on t h e c u r r e n t page c o n t e n t f o r more d e t a i l s . s p e c i f y t h e
d e t a i l e d u r l i n t o URL f i e l d . \ n3 . n o t _ f o u n d ( ) : i t means t h a t c u r r e n t page does n o t c o n t a i n
answer f o r c u r r e n t que ry and a l l C l i c k a b l e URLS have been c l i c k e d . \ nRemember t h a t you have
v i s i t e d t h e u r l l i s t [ { v i s i t e d _ u r l _ s t r } ] . You a r e n o t a l l o w e d t o v i s i t t h e u r l s you have
v i s i t e d . P l e a s e v i s i t any C l i c k a b l e u r l s a s many as p o s s i b l e t h a t has n o t been v i s i t e d . \
nYour o u t p u t f o r m a t : { j s o n _ s t r _ f o r m a t } \ n \ nYour Outpu t : \ n "

r e s u l t _ s t r = " "
r e s u l t = l l m _ p l a y g r o u n d ( prompt [ : 2 0 0 0 0 ] )
f o r i t em i n r e s u l t :

r e s u l t _ s t r += i t em

i f n o t " C l i c k a b l e " i n w h o l e _ p a g e _ c o n t e n t and n o t " end ( ) " i n r e s u l t _ s t r :
r e t u r n ( " g o _ t o _ p r e v i o u s _ p a g e ( ) " , w h o l e _ p a g e _ c o n t e n t )

i f n o t " end ( ) " i n r e s u l t _ s t r and l e n ( n o t _ v i s i t e d ) == 0 :
r e t u r n ( " g o _ t o _ p r e v i o u s _ p a g e ( ) " , w h o l e _ p a g e _ c o n t e n t )

i f " c l i c k _ u r l " i n r e s u l t _ s t r :
i m p o r t r e
p a t t e r n = r " c l i c k _ u r l \ ( ' . * ' \ ) "
match = r e . s e a r c h ( p a t t e r n , r e s u l t _ s t r )
i f match :

r e t u r n ( match . group ( ) , w h o l e _ p a g e _ c o n t e n t )
e l s e :

p a t t e r n = r " c l i c k _ u r l \ ( . * \ ) "
match = r e . s e a r c h ( p a t t e r n , r e s u l t _ s t r )
i f match :

r e t u r n ( match . group ( ) , w h o l e _ p a g e _ c o n t e n t )
e l i f " end ( ) " i n r e s u l t _ s t r :

r e t u r n ( " end ( ) " , w h o l e _ p a g e _ c o n t e n t )
e l i f " n o t _ f o u n d ( ) " i n r e s u l t _ s t r :

r e t u r n ( " g o _ t o _ p r e v i o u s _ p a g e ( ) " , w h o l e _ p a g e _ c o n t e n t )
r e t u r n ( " end ( ) " , w h o l e _ p a g e _ c o n t e n t )

B.3 An example to show the performance of two helpers tools

For web-based queries, ResHandler and NextAction, these two helper tools are essential to ensure that our
method can directly generate the final result without requiring intermediate feedback.

To further clarify their effectiveness, we provide a qualitative and specific example demonstrating how
they function in practice.

Below is the full code output for the query: "Find the email of Henry Santiago. Answer in the format
of ’xxx@xxx.xxx’." from typing import List, Tuple

d e f f i n d _ e m a i l ( que ry : s t r , c u r r e n t _ p a g e _ c o n t e n t : s t r , v i s i t e d _ u r l s : L i s t [ s t r ] , max_depth : i n t = 30) −>
s t r :

i f max_depth <= 0 :
r a i s e E x c e p t i o n ( " Max s e a r c h d e p t h reached , e m a i l n o t found . " )

# Check i f t h e e m a i l i s d i r e c t l y a v a i l a b l e i n t h e c u r r e n t page c o n t e n t
i f " Henry S a n t i a g o " i n c u r r e n t _ p a g e _ c o n t e n t and "@" i n c u r r e n t _ p a g e _ c o n t e n t :

e m a i l = r e s _ h a n d l e r ( f " E x t r a c t t h e e m a i l o f Henry S a n t i a g o from t h e f o l l o w i n g t e x t : {
c u r r e n t _ p a g e _ c o n t e n t } " )

i f e m a i l :
r e t u r n e m a i l . s t r i p ( )

# I d e n t i f y c l i c k a b l e URLs and n a v i g a t e t o them
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n e x t _ s t e p _ a c t i o n , r e f e r e n c e _ p a g e _ c o n t e n t = n e x t _ a c t i o n ( query , c u r r e n t _ p a g e _ c o n t e n t , v i s i t e d _ u r l s )

i f n e x t _ s t e p _ a c t i o n == " end ( ) " :
e m a i l = r e s _ h a n d l e r ( f " E x t r a c t t h e e m a i l o f Henry S a n t i a g o from t h e f o l l o w i n g t e x t : {

r e f e r e n c e _ p a g e _ c o n t e n t } " )
i f e m a i l :

r e t u r n e m a i l . s t r i p ( )
e l s e :

r a i s e E x c e p t i o n ( " Email n o t found i n t h e r e f e r e n c e page c o n t e n t . " )

e l i f n e x t _ s t e p _ a c t i o n . s t a r t s w i t h ( " c l i c k _ u r l " ) :
u r l = n e x t _ s t e p _ a c t i o n . s p l i t ( ' ( ' ) [ 1 ] . s p l i t ( ' ) ' ) [ 0 ] . s t r i p ( ) . s t r i p ( ' " ' )
i f u r l n o t i n v i s i t e d _ u r l s :

v i s i t e d _ u r l s . append ( u r l )
new_page_con ten t = c l i c k _ u r l ( u r l )
r e t u r n f i n d _ e m a i l ( query , new_page_con ten t , v i s i t e d _ u r l s , max_depth − 1)

e l i f n e x t _ s t e p _ a c t i o n == " g o _ t o _ p r e v i o u s _ p a g e ( ) " :
new_page_con ten t = g o _ t o _ p r e v i o u s _ p a g e ( )
r e t u r n f i n d _ e m a i l ( query , new_page_con ten t , v i s i t e d _ u r l s , max_depth − 1)

e l s e :
r a i s e E x c e p t i o n ( " Unknown n e x t s t e p a c t i o n e n c o u n t e r e d . " )

# Main f u n c t i o n t o s t a r t t h e s e a r c h
d e f main ( ) :

que ry = " Find t h e e m a i l o f Henry S a n t i a g o "
i n i t i a l _ p a g e _ c o n t e n t = view ( )
v i s i t e d _ u r l s = [ ]
t r y :

e m a i l = f i n d _ e m a i l ( query , i n i t i a l _ p a g e _ c o n t e n t , v i s i t e d _ u r l s )
p r i n t ( e m a i l )

e x c e p t E x c e p t i o n as e :
p r i n t ( f " E r r o r : { e } " )

i f __name__ == " __main__ " :
main ( )

Functionality of the Helper Tools

For res_handler:

Example usage:

e m a i l = r e s _ h a n d l e r ( " E x t r a c t t h e e m a i l o f Henry S a n t i a g o from t h e f o l l o w i n g t e x t : {
c u r r e n t _ p a g e _ c o n t e n t } " )

We provide the content that the final result depends on (i.e., the return value of other functions in the
code) as input to this function. It then passes the information to an LLM to generate the final answer.

For next_action:

Example usage:

# I d e n t i f y c l i c k a b l e URLs and n a v i g a t e t o them
n e x t _ s t e p _ a c t i o n , r e f e r e n c e _ p a g e _ c o n t e n t = n e x t _ a c t i o n ( query , c u r r e n t _ p a g e _ c o n t e n t , v i s i t e d _ u r l s )

This function determines the next action based on: the current page content, the original query, and the
list of visited URLs.
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C Visualization of the Table 2

Figure 8: Performance of 10 LLMs on ReAct, CodeAct, CodeProgram, and 1-3 ToC for the M3 dataset is visualized,
with average and standard deviation reported.
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