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Abstract

We propose PROMTEC, a novel multi-faceted
approach to accelerate the inference of large
language models (LLMs) by leveraging three
key techniques: Prompt Multi-Lookup, Tem-
plate Datastore, and Common Sequences meth-
ods. Prompt Multi-Lookup enhances the au-
toregressive decoding efficiency by generat-
ing multiple candidate sequences from context.
Template Datastore exploits structured patterns,
particularly in mathematical and code genera-
tion tasks, to enable fast and accurate candidate
generation. Common Sequences optimize infer-
ence by precomputing frequent short sequences
in specialized domains. For mathematical gen-
eration, PROMTEC achieves a 3.91× speedup
on the miniF2F benchmark. For code genera-
tion, it achieves up to a 4.23× speedup on the
HumanEval benchmark. This work highlights
the potential of integrated candidate generation
to accelerate LLM inference while maintaining
high-quality outputs.

1 Introduction

Large Language Models (LLMs) are crucial in nu-
merous applications, including question answering,
program synthesis, and task automation (Devlin
et al., 2019; Brown et al., 2020; Zhang et al., 2022;
Touvron et al., 2023). However, the significant in-
ference costs and time-consuming autoregressive
decoding processes pose substantial challenges.

The need for efficient token generation is height-
ened by inference-time scaling, which requires gen-
erating longer outputs for complex tasks (Zhong
et al., 2024). Multi-agent and pipelined LLM sys-
tems improve accuracy and reliability but suffer
from long response times due to sequential process-
ing stages (Wang et al., 2024; Santhanam et al.,
2024).

Speculative decoding has emerged as a promis-
ing technique to accelerate LLM output speed
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(Leviathan et al., 2023; Chen et al., 2023; Miao
et al., 2024; Cai et al., 2024; Zhang et al., 2024;
Lin et al., 2024). This method allows LLMs to ver-
ify multiple tokens in a single forward pass using
small draft models or additional decoding heads,
reducing latency. However, it faces limitations such
as the need for high-quality draft models, increased
GPU memory usage, and orchestration complexity
(Chen et al., 2024; Li et al., 2024).

Recent advancements have integrated additional
decoding heads directly into the LLM, utilizing
its final hidden representations (Cai et al., 2024).
While addressing some challenges of separate draft
models, this approach still requires fine-tuning and
additional GPU memory, which can be substantial
for large models (Grattafiori et al., 2024). Comple-
menting speculative decoding, tree attention modi-
fies traditional attention mechanisms to verify mul-
tiple sequences more efficiently (Cai et al., 2024;
Miao et al., 2024). By structuring tokens hierar-
chically, tree attention allows parallel verification
of multiple speculative paths, enhancing decoding
efficiency.

Despite these advancements, there remains sub-
stantial room for improvement in the speed and effi-
ciency of LLM inference. We propose PROMTEC,
which integrates several novel methods to fur-
ther accelerate the autoregressive decoding process.
Our contributions include:

1. Prompt Multi-Lookup: This method en-
hances string matching techniques to generate
multiple candidate sequences from a given input
prompt. By leveraging high n-gram overlaps be-
tween the input and output sequences, it effectively
reduces decoding time by reusing previously seen
subsequences.

2. Template Datastore: Targeting frequent
sequences in domains such as mathematics and
code generation, this method constructs a trie struc-
ture of normalized patterns. By efficiently match-
ing these patterns with input sequences, it gener-
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ates high-quality speculative candidates that signif-
icantly speed up the decoding process.

3. Common Sequences: This method focuses
on generating candidate sequences based on com-
monly occurring tokens and single-variable formu-
lae, particularly in specialized domains like mathe-
matics, physics, and computer science.

We evaluate PROMTEC on the miniF2F bench-
mark for mathematical generation. Our experi-
ments demonstrate substantial improvements in
generation speed, achieving up to a 3.91× speedup
over standard autoregressive decoding. We ex-
tend our evaluation to code generation tasks us-
ing the HumanEval benchmark, where PROMTEC
achieves a significant speedup of up to 4.23×. Ad-
ditionally, we provide a detailed analysis of the
relationship between the number of candidate se-
quences and the mean accepted tokens, highlight-
ing the efficiency gains and potential limitations of
each component.

2 Related Works

2.1 Speculative Decoding

Speculative Decoding, a Draft-then-Verify strat-
egy, accelerates inference by generating multiple
potential tokens at each step and verifying them
against the target Language Model (LLM) (Xia
et al., 2023). This approach builds on Blockwise
Decoding (Stern et al., 2018), which used addi-
tional FFNN heads in the Transformer decoder for
multi-token generation, validated by the LLM.

Advancements include using smaller LLMs for
drafting (Chen et al., 2023; Leviathan et al., 2023)
and integrating FFNN heads directly into the target
LLM for parallel token generation (Cai et al., 2024).
Other methods involve subprocesses or adaptive
layer skipping for efficiency (Yang et al., 2024;
Zhang et al., 2024), and learnable tokens for better
parallel decoding (Monea et al., 2023).

PLD / LLMA (Saxena, 2023; Yang et al., 2023)
uses high n-gram overlap between input and out-
put to speed up decoding by matching n-grams in
the input. REST (He et al., 2024) retrieves po-
tential tokens from a pre-built datastore. These
advancements highlight speculative decoding’s ver-
satility and potential to significantly accelerate the
inference process while maintaining high-quality
outputs.

2.2 Tree Attention

Tree attention (Spector and Re, 2023; Cai et al.,
2024; Miao et al., 2024) enhances traditional causal
attention by compressing multiple sequences into a
single merged sequence with a hierarchical struc-
ture. This prevents sibling token interference and
allows parallel verification of multiple speculative
paths, significantly boosting the efficiency and qual-
ity of speculative decoding. Tree-based specula-
tion, as refined by SpecInfer (Miao et al., 2024),
further improves this by enabling simultaneous ver-
ification of various candidate sequences, stream-
lining the inference process and ensuring coherent,
accurate outputs.

3 Method

3.1 Prompt Multi-Lookup

The PLD / LLMA method (Saxena, 2023; Yang
et al., 2023) can only generate at most one candi-
date sequence in each retrieval step. We improve
by generating multiple candidate sequences in each
step from the prompt. Incorporating the idea from
SpecInfer (Miao et al., 2024), these candidate se-
quences can then be organized in a token tree struc-
ture, where each node represents a sequence of
speculated tokens. This tree-based approach al-
lows for the parallel verification of multiple draft
sequences against the LLM, significantly increas-
ing the number of generated tokens in a single
decoding step and improving the success rate of
verification.

To generate multiple candidate sequences from a
given input prompt, we uses a reversed Z-function
algorithm to efficiently identify matching suffixes
within the prompt. The Z-function (Gusfield, 1997)
computes an array that, for each position in the
reversed prompt, gives the length of the longest
substring starting from that position which matches
a prefix of the reversed prompt. The Z-function
algorithm is provided in Appendix A. By focusing
on non-zero Z-values, we can efficiently locate
positions within the prompt that have repeating
patterns or suffixes.

The process begins by reversing the input prompt
and then computing the Z-function for the reversed
sequence. This reversed Z-array enables the iden-
tification of suffixes that match previous subse-
quences within the prompt. We filter out the po-
sitions corresponding to non-zero Z-values since
they indicate matches, and select the top positions
based on their Z-values to ensure we retrieve the
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most significant matches. We set the last element
in the Z-array to zero to avoid self-matching.

From these identified positions, we generate the
candidate sequences by extracting subsequences
of a specified length from the prompt, starting just
after each identified match. This approach ensures
that multiple candidate sequences, each represent-
ing a plausible continuation of the prompt, are gen-
erated. The number of candidates and the length
of each candidate sequence can be controlled by
parameters, allowing for flexible and efficient gen-
eration. Setting the number of candidates to be 1
is equivalent to the PLD method. The algorithm is
summarized in Algorithm 2 in Appendix B.

3.2 Template Datastore

To further optimize the speculative inference, we
utilize a template-based method targeting patterns
of frequent sequences in math formulae and code
generation.

Templates construction To build the templates
for mathematical generation, we start with a collec-
tion of LaTeX formulae that serve as the raw pat-
terns. These patterns are preprocessed to replace
variables with placeholders to normalize and gen-
eralize the sequences. Specifically, non-command
segments in the LaTeX strings are identified and
their variables are replaced with unique negative
tokens representing variable placeholders. This
normalization helps in identifying and matching
patterns with slight variations in variable names.

Once the patterns are normalized, they are tok-
enized using a tokenizer. The tokenized patterns
are then used to create a trie structure datastore,
which is efficient for prefix searching and pattern
matching. The trie has two types of edges, exact
and wildcard edges. An exact edge connects a node
to a positive-valued node, which corresponds to a
non-variable token. A wildcard edge connects a
node to a negative-valued node, which corresponds
to a variable placeholder. See Figure 1.

Templates retrieval The process begins at the
root node of the trie. The prefix is examined token
by token. For each token in the prefix, the method
attempts to follow the corresponding edge in the
trie. If an exact match is found for the current token,
the method proceeds to the next level of the trie.
Simultaneously, the method checks for wildcard
edges in each node, allowing it to match variable
placeholders that can represent any token. This

Figure 1: Template and trie structure datastore construc-
tion example. Yellow edges correspond to wildcard
edges and green edges correspond to exact edges.

dual approach ensures a comprehensive search that
accounts for both exact and flexible matches.

As the traversal progresses, the values stored
in each visited node are collected. If the end of
the prefix is reached, the traversal stops and the
collected values are returned. The collected values
form a list of relevant patterns that are considered
for candidate sequence generation. See Step 1 in
Figure 2.

Pattern pruning Due to the constraint of in-
creased decoding time for a larger number of candi-
date sequences described in section 4.2.1, we must
reduce the number of retrieved patterns to retain
the high-quality sequences only. From the matched
list of relevant patterns, we construct another trie.
We call this a candidate trie. Candidate trie ag-
gregates the frequency of the matching patterns to
prioritize more commonly occurring continuations.
Each node in this trie reflects the frequency of se-
quences it holds, influenced by both exact and wild-
card matches found in the initial trie, as illustrated
in Step 2 in Figure 2. This frequency-based pri-
oritization ensures that the speculative candidates
generated are statistically significant.

From the candidate trie, we generate potential
continuations of the input prompt. The trie is tra-
versed using a combination of a priority queue and
a depth-first search up to a specified depth or length,
using frequency to guide the traversal (Step 3 in
Figure 2). This assembles the most frequently oc-
curring sequences into speculative candidates.

Subsequently, the speculative candidates are re-
fined and verified. Placeholder tokens within these
candidates are substituted back with the actual vari-
able names that appear in the current context. Place-
holders with different values are forced to substi-
tute with different variable names, illustrated in
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Figure 2: Overview of the Template Datastore method.

Step 4 in Figure 2. Any placeholder token and its
subsequent tokens are removed if the substitution
cannot be made. This context-aware substitution
guarantees that the generated candidates are not
only syntactically correct but also meaningful in
the given context.

Lastly, we implement a fallback mechanism us-
ing a datastore introduced in He et al., 2024. If
the trie structure does not yield sufficient specula-
tive candidates, the system queries this datastore
for other potential sequences. This scenario oc-
curs when LLM is generating uncommon math
expressions or regular narrative text. This fallback
mechanism enhances the system’s ability to handle
diverse and unforeseen input scenarios.

Code generation extension Rather than using
LaTeX formulae, we use code samples as raw pat-
terns. Each code variable may correspond to more
than one tokens, unlike variables in mathemati-
cal formulae. The tokens for each code variables
are replaced with one negative-valued placeholder.
During the trie traversal in templates retrieval, the
search logic is modified to allow wildcard edges to
match with multiple placeholders.

3.3 Common Sequences

We also generate candidate sequences based on
common sequences of tokens. This method pri-
marily targets short sequences involving single-
variable formulae and commonly occurring tokens
that appear in specialized domains, especially in

mathematics, physics, and computer science.

Single variable formulae In a mathematical con-
text, expressions involving single variables are par-
ticularly common. Variables often appear encapsu-
lated within delimiters like dollar signs, forming
structures such as "$x$".

The context is decoded to extract variables using
a utility function that identifies formulae and their
associated variables. Single-variable formulae are
generated by converting the variable strings into
token IDs and surrounding them with token IDs
representing the dollar signs. This ensures the gen-
erated formulae are consistent with the expected
tokenized format. These formulae are immediately
added to the list of candidate sequences.

Common tokens In addition to variable-centric
expressions, common tokens such as transitional
phrases like "Therefore," are prevalent in the dis-
course of these specialized domains. If the number
of single-variable formulae is insufficient to meet
the required number of retrievals, the method sup-
plements the remaining slots with common token
sequences collected from datasets. Each common
token sequence is truncated to the desired length
before being added to the candidate list.

Code generation extension Instead of extracting
math variables from the context, the utility function
is modified to extract code variables. The neces-
sity of adding dollar sign delimiters and common
tokens are removed for code generation.

6833



3.4 Draft verification and acceptance

The aforementioned methods will retrieve multiple
candidate sequences in parallel. Many of these se-
quences share common prefixes. We build a token
tree from the retrieved candidate sequences and
construct a pseudo sequence from the token tree
using breadth-first search. Hence, each candidate is
a subsequence of the pseudo sequence, thereby con-
solidating common prefixes to appear only once.
We then follow the attention strategy presented in
Cai et al., 2024; Miao et al., 2024; Spector and
Re, 2023 to construct the tree attention mask. An
example is given in Figure 3.

Figure 3: Candidate verification example.

We follow He et al., 2024 to obtain the condi-
tional probability distribution at each token posi-
tion. We then generate new tokens by sampling
from this distribution. Next, we verify if these
sampled tokens match the corresponding tokens in
the draft. If they do, we sequentially accept them
until we encounter a discrepancy. From the first er-
ror onwards, all subsequent tokens in the draft are
disregarded. This ensures that the final sequences
generated through our method align precisely with
those produced by traditional autoregressive gener-
ation methods.

4 Experiment

4.1 Experimental Setup

Dataset and model We conduct experiments on
the miniF2F (Zheng et al., 2022) dataset from Ope-
nAI and HumanEval (Chen et al., 2021). The
miniF2F dataset consists of 244 test statements and

244 validation statements, encompassing formal-
ized versions of Olympiad-type problems. These
problems span various subdomains of mathematics
and difficulty levels, offering a benchmark for for-
mal mathematical reasoning across different formal
systems. HumanEval is a collection of 164 pro-
gramming challenges written by humans, aimed at
evaluating models’ ability to generate Python code.
Each problem comes with a docstring that serves as
a prompt for creating the solution. We compare the
generation speed of standard autoregressive gener-
ation, speculative decoding (Leviathan et al., 2023;
Chen et al., 2023) that leverages a small draft LM to
generate a single candidate sequence and use LLM
to verify the candidate tokens, REST datastore (He
et al., 2024), and our method. We employ Llama 2
(Touvron et al., 2023) for mathematical generation
and Code Llama (Rozière et al., 2024) for code
generation. We use their 7B configurations, with
a maximum generation limit of 512 tokens. All
experiments are conducted on a single NVIDIA
RTX4090 GPU and 32 CPU cores. All results are
averaged across 10 different runs.

Sampling strategy We implement greedy sam-
pling for the LLM. At each decoding step, greedy
sampling selects the token with the highest proba-
bility. Our method ensures that only draft tokens
that align with those sampled from the language
model are accepted. Consequently, the sequences
produced through our approach are indistinguish-
able from those generated by conventional autore-
gressive methods.

Baselines We implement speculative decoding
(Leviathan et al., 2023; Chen et al., 2023), PLD
(Saxena, 2023) and REST (He et al., 2024) as the
baselines for comparison. For the small draft LM
used in speculative decoding, we adopted TinyL-
lama 2 1B trained by Ayoola, 2023. Following
REST, we construct the REST datastore using data
derived from UltraChat (Ding et al., 2023), which
consists of around 774K conversations from Chat-
GPT.

Templates and Common tokens For mathemati-
cal generation, we use the MathBridge (Jung et al.,
2024) dataset to construct templates and common
tokens. MathBridge contains approximately 23 mil-
lion LaTeX formulae paired with the corresponding
mathematical spoken sentences, and the context
before and after the formulae. For code genera-
tion, we use the Python pretraining code from The
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Stack (Kocetkov et al., 2022) dataset, which con-
tains 2.7M Python code samples, to construct code
templates.

Metrics The first metric is Throughput, which
is the average number of tokens generated for the
LLM in one second. The second metric that we use
is Mean Accepted Tokens (MAT), which is com-
puted as the ratio of the length of the generated
tokens to the number of forward steps taken by the
LLM. If L denotes the length of the generated to-
kens and F represents the number of forward steps
taken, the MAT is:

MAT =
L

F

4.2 Hyperparameters

4.2.1 Token Tree Size and Forward Time
Trade-off

In our analysis of the speculative inference process,
we discovered a significant relationship between
the latency of language model forward passes and
the complexity of the token tree used for generating
candidate sequences. Specifically, we observe that
the logarithm of the LLM’s forward time is linearly
proportional to the number of nodes in the token
tree, as shown in Figure 4. Mathematically, this
relationship can be expressed as:

log(Forward Time) = m× (no. of Nodes) + c

where m is the proportional constant, and c is a
constant offset.

This result underscores an inherent trade-off be-
tween the number of candidate sequences and the
inference latency. While generating a larger num-
ber of candidate sequences can potentially improve
the accuracy and robustness of the model’s predic-
tions, it also increases the complexity of the token
tree, thereby elevating the computational cost and
time required for the forward pass. Consequently,
excessively expanding the number of candidate se-
quences may lead to diminishing returns in perfor-
mance due to the increased latency.

To optimize the balance between inference effi-
ciency and the quality of speculative decoding, it is
crucial to limit the number of candidate sequences.
This ensures that, while the model benefits from the
diversity of candidates, it remains computationally
feasible and responsive.

Figure 4: Log mean forward time against different token
tree sizes with regression line.

Method Max seq. len Max no. of seq.
Speculative 5 1
REST 8 29
PLD 12 1
Prompt 12 5
Template 8 29
Common 3 5

Table 1: Maximum candidate length and number used
in our experiments.

4.2.2 Candidate number and length tuning

To determine the optimal hyperparameters for our
candidate generation methods, we utilize Optuna
(Akiba et al., 2019), an automatic hyperparameter
optimization framework. Optuna facilitates effi-
cient and scalable optimization of hyperparameters
through an exploration-exploitation balance. The
optimization process involved selecting the maxi-
mum sequence length and the maximum number
of sequences for each of the candidate generation
methods, including Prompt Multi-Lookup, Tem-
plate Datastore, and Common Sequences. The opti-
mization objective is to minimize the runtime taken
on validation set of the miniF2F dataset. The opti-
mized parameters are shown in Table 1. To com-
pare the baseline REST datastore with our Tem-
plate datastore, we have set the same parameters
on them. Also, to compare the baseline PLD with
our Prompt Multi-Lookup method, the same maxi-
mum candidate length is enforced. The maximum
number of candidates used in speculative decoding
and PLD is 1 as they can only generate and verify
a single candidate sequence in each forward pass.
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4.3 Main Results

4.3.1 Evaluation on Mathematical Generation
We conducted extensive evaluations of our candi-
date generation methods on the miniF2F bench-
mark, both on the validation and test sets. Table
2 compares the generation speed of various con-
figurations of our methods with baseline methods,
specifically standard autoregressive decoding, spec-
ulative decoding, REST and PLD.

PROMTEC exhibits a notable improvement in
the generation speed compared to all baseline meth-
ods, achieving a performance increase of 3.87×
to 3.91× for Llama2 on the miniF2F benchmark.
These empirical findings underscore the effective-
ness of our approach in accelerating the LLM gen-
eration process.

Speculative decoding, while achieving a high
MAT due to the high-quality candidate sequences
generated by the small speculative model, demon-
strates lower throughput compared to REST and
PLD. This reduced throughput is primarily because
the time taken for the small speculative model to
produce a candidate is longer than the time re-
quired by retrieval-based methods. Consequently,
although speculative decoding benefits from accu-
rate candidate sequences, it does not match the
efficiency of REST and PLD in terms of generation
speed.

Impact of Prompt Multi-Lookup PLD, which
generates only one candidate sequence at a time,
is outperformed by our Prompt Multi-Lookup
method. While PLD efficiently leverages string
matching to produce a single candidate sequence,
our Prompt Multi-Lookup method enhances this ap-
proach by generating multiple candidate sequences
in each retrieval step. This capability allows for par-
allel verification of these sequences, significantly
increasing the number of tokens generated in a sin-
gle decoding step and improving overall through-
put. As a result, the Prompt Multi-Lookup method
not only maintains the efficiency of PLD but also
offers superior performance by producing more
candidate sequences simultaneously, achieving up
to a 2.80× speedup on the miniF2F benchmark.

Impact of Template Datastore Our Prompt
Multi-Lookup method is significantly enhanced by
incorporating the Template Datastore. The Tem-
plate Datastore improves the results by providing
structured patterns, particularly in math formulae
generation, allowing for a more efficient and ac-

curate generation of candidate sequences. When
comparing Prompt + Template (which achieves a
speedup of 3.79×) with Prompt + REST (which
achieves a speedup of 2.92×), it is evident that the
Template Datastore performs better, especially in
mathematical contexts. The Template Datastore’s
focus on frequent sequences and its ability to han-
dle variable placeholders make it more effective in
generating high-quality speculative candidates for
math-related content than the REST method. Fur-
ther, when we combine Prompt + Template with
REST (which has a speedup of 3.72×), the addi-
tion of REST shows minimal improvement, indi-
cating that the Template Datastore is capable of
handling the candidate generation efficiently on
its own. This suggests that REST is largely re-
placeable by the Template Datastore, particularly
in domains where structured patterns and frequent
sequences are prevalent.

Impact of Common Sequences The inclusion
of Common Sequences in our Prompt + Template
method can further enhance the speedup by a small
amount. By targeting short, frequently occurring
sequences and single-variable formulae, the Com-
mon Sequences method complements the Template
Datastore. This additional layer of candidate gen-
eration slightly improves the overall generation
speed, making the combined approach of Prompt
+ Template + Common even more efficient, with
a 3.87× speedup over the autoregressive decoding
baseline.

4.3.2 Evaluation on Code Generation

We conducted a thorough evaluation of our code
generation methods on the HumanEval benchmark
with the same parameters derived in Section 4.2.2,
focusing on the effectiveness and speed of our ap-
proaches. Table 3 presents the results, highlighting
the throughput, Mean Average Time (MAT), and
speedup of various configurations of our methods
against the baseline autoregressive decoding.

By incorporating Prompt Multi-Lookup method
alone, we observe a speedup of 3.88×. The addi-
tion of Template Datastore further boosts perfor-
mance, achieving a speedup of 4.22×. The combi-
nation of Prompt Multi-Lookup, Template Datas-
tore, and Common Sequences results in the highest
performance, reaching a speedup of 4.23×.

It is important to note that our Prompt Multi-
Lookup, Template Datastore, and Common Se-
quences methods can be executed in parallel, and
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miniF2F val miniF2F test
Method Throughput MAT Speedup Throughput MAT Speedup
Autoregressive Decoding 55.56 1.00 1.00× 55.56 1.00 1.00×
Speculative Decoding 91.84 3.46 1.65× 90.32 3.51 1.63×
REST 98.71 1.56 1.78× 96.53 1.54 1.74×
PLD 138.50 2.03 2.49× 138.37 2.07 2.49×
Prompt 155.19 2.35 2.79× 155.32 2.39 2.80×
Prompt + REST 162.09 2.54 2.92× 162.00 2.59 2.92×
Prompt + Template 212.63 3.52 3.83× 210.53 3.55 3.79×
Prompt + Template + REST 208.79 3.57 3.76× 206.56 3.60 3.72×
Prompt+Template+Common 217.32 3.66 3.91× 215.07 3.70 3.87×

Table 2: Generation speed of Llama2 7B on miniF2F benchmark with baselines and different settings of our
methods.

HumanEval
Method Throughput MAT Speedup
Autoregressive Decoding 55.57 1.00 1.00×
Prompt 215.42 4.37 3.88×
Prompt + Template 234.41 5.69 4.22×
Prompt + Template + Common 235.26 5.74 4.23×

Table 3: Generation speed of Code Llama 7B on HumanEval benchmark with PROMTEC extended for code
generation.

the average time required for retrieval is less than
1ms. This extremely small retrieval time is practi-
cally negligible, further underscoring the efficiency
of our methods. By performing these operations
concurrently, we can maintain high throughput and
rapid candidate sequence generation without any
significant impact on overall performance.

4.4 Analysis of MAT vs Number of
Candidates

To better highlight the strengths and limitations
of each component, we analyze the impact of the
number of candidate sequences on the Mean Ac-
cepted Tokens for our Prompt Multi-Lookup, Tem-
plate Datastore, and Common Sequences genera-
tion methods. Figure 5 shows the results for a range
of candidate sequences from 1 to 50.

For the Prompt Multi-Lookup method, MAT in-
creases rapidly from 2.03 to 2.35 as the number of
candidate sequences increases from 1 to 5. Beyond
this point, the MAT continues to improve gradually,
reaching a stable value of 2.40 at around 15 can-
didate sequences. After which the gains become
negligible. This behavior can be attributed to the
inherent limitation of the Prompt Multi-Lookup
method: it cannot suggest many candidates due
to the typically short length of prompts, which re-

Figure 5: Mean accepted tokens for Prompt Multi-
Lookup, Template Datastore and Common Sequences
for various maximum number of retrieved candidate
sequences.

stricts the number of possible suffix matches.
For the Template Datastore method, its MAT

starts at 1.63 for a single candidate and increases
steadily as more candidates are added. It reaches
a stable value of 2.38 at 40 candidate sequences.
This indicates that the Template method continues
to benefit from additional candidate sequences up
to a higher threshold compared to the Prompt Multi-
Lookup method.
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The MAT for the Common Sequences method re-
mains lower compared to the Prompt Multi-Lookup
and Template Datastore methods. This is be-
cause the Common Sequences method produces
lower quality candidates, as it takes less informa-
tion about the context into consideration. While
it targets short, frequently occurring sequences
and single-variable formulae, it lacks the depth of
contextual understanding provided by the Prompt
Multi-Lookup and Template Datastore methods.

These findings emphasize the importance of op-
timizing the number of candidate sequences for
each method to achieve a balance between MAT
improvement and computational efficiency. The
negligible retrieval time for our components fur-
ther underscores the efficiency and practicality of
these approaches in enhancing language model per-
formance.

5 Conclusion

This study introduced a novel approach to en-
hancing the efficiency of Large Language Models
(LLMs) by integrating Prompt Multi-Lookup, Tem-
plate Datastore, and Common Sequences methods.
These techniques collectively improve the speed
of autoregressive decoding by generating multiple
candidate sequences efficiently. Our evaluations
on the miniF2F benchmark demonstrate signifi-
cant speedups, achieving up to a 3.91× improve-
ment over standard methods. Additionally, on the
HumanEval benchmark for code generation, our
methods achieve up to a 4.23× speedup. This ap-
proach outperforms existing speculative decoding
techniques, offering a scalable solution for faster
LLM inference while maintaining high-quality out-
puts. Moreover, we performed an ablation study
to understand the individual contributions of each
component to the overall performance improve-
ment. Future work can explore further optimiza-
tions and applications to larger models and other
domains.

Limitations

The limitations of our work are as follows:

• The effectiveness of the Template Datastore
heavily relies on the availability of high-
quality domain-specific templates. While this
approach showed significant improvements in
mathematical and code generation tasks, its
performance may degrade in domains where

structured patterns are less prevalent or harder
to define.

• The construction of code templates is code-
language dependent, which may limit the gen-
eralizability of our approach to other program-
ming languages.

• The common tokens in the Common Se-
quences method are language dependent,
which may reduce its effectiveness across dif-
ferent natural languages.
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A Z function

The Z-function is a powerful algorithm used in
string processing to compute an array of values that
represent the longest substring starting from each
position in the string, which matches a prefix of the
string. The algorithm is given in Algorithm 1. This
function is particularly useful in pattern matching.
The Z-function is efficient and runs in linear time,
making it suitable for various applications in string
matching and text processing. This function is
instrumental in the Prompt Multi-Lookup method
described in Section 3.1, where it helps identify
matching suffixes within the prompt to generate
multiple candidate sequences.

Algorithm 1 Z-function
Input: s: The input array of token IDs.
Output: Z-array.

1: Initialize z array with the length of s.
2: Set (l, r)← (0, 0)
3: for i from 1 to n− 1 do
4: if i ≤ r
5: z[i] = min(r − i+ 1, z[i− l])
6: else
7: z[i] = 0
8: end if
9: while i+z[i] < n and s[z[i]] = s[i+z[i]]

do
10: z[i] = z[i] + 1
11: end while
12: if i+ z[i]− 1 > r
13: l = i
14: r = i+ z[i]− 1
15: end if
16: end for
17: return z

B Prompt Multi-Lookup Algorithm

Algorithm 2 Prompt Multi-Lookup

Input: prompt: The input prompt
retrieve_len: Length of each retrieved se-
quence
retrieve_num: Number of sequences to re-
trieve

Output: A list of candidate sequences.
1: prompt_rev = reverse prompt
2: z_arr = z_function(prompt_rev)
3: z_arr_rev = reverse z_arr
4: Set the last element of z_arr_rev to 0.
5: Identify non-zero elements in z_arr_rev.
6: k = min (retrieve_num, number of non-zero

elements).
7: Initialize retrieved_seqs← []
8: Get top-k indices based on z_arr_rev values.

9: for each position p in top-k indices do
10: Add prompt[p+1 : p+1+retrieve_len]

to retrieved_seqs.
11: end for
12: return retrieved_seqs
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