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Abstract

AI-based code generation is increasingly preva-
lent, with GitHub Copilot estimated to generate
46% of the code on GitHub. Accurately eval-
uating how well generated code aligns with
developer intent remains a critical challenge.
Traditional evaluation methods, such as unit
tests, are often unscalable and costly. Syntac-
tic similarity metrics (e.g., BLEU, ROUGE)
fail to capture code functionality, and metrics
like CodeBERTScore require reference code,
which is not always available. To address the
gap in reference-free evaluation, with few al-
ternatives such as ICE-Score, this paper intro-
duces MATCH, a novel reference-free metric.
MATCH uses Contrastive Learning to generate
meaningful embeddings for code and natural
language task descriptions, enabling similarity
scoring that reflects how well generated code
implements the task. We show that MATCH
achieves stronger correlations with functional
correctness and human preference than exist-
ing metrics across multiple programming lan-
guages.

1 Introduction

The integration of large language models (LLMs)
into modern software development has revolution-
ized the field through automated code generation.
This field, often called neural natural-language-
to-code (NL2Code), has advanced rapidly with
a wave of models, from specialized open-source
tools to powerful proprietary systems (Allal et al.,
2023; Zhou et al., 2022; Fried et al., 2022; Roz-
ière et al., 2024; Hui et al., 2024; Luo et al., 2023;
Pavlichenko et al., 2025; Stallone et al., 2024; Ope-
nAI, 2025; Google, 2025). These LLMs are revolu-
tionizing software development, with code genera-
tion tools like GitHub Copilot now responsible for
approximately 46% of code on GitHub (Gao and
Research, 2024), highlighting the critical need for
effective evaluation methods. Although executing
generated code against unit tests is considered the

gold standard for assessing functional correctness,
it often proves impractical. Comprehensive test cre-
ation requires significant manual effort, especially
in niche languages like Verilog and COBOL, where
community-driven testing is limited and automated
tools may be unavailable. Proprietary codebases
further complicate evaluation when documentation
remains locked within companies.

Execution-based methods for code validation
evaluate the functional correctness of generated
code using testing tools such as unit tests. How-
ever, these methods might overlook valuable code
snippets that contain minor syntactic errors yet still
capture essential logic. For software engineers
who can easily fix minor bugs, these functionally
sound snippets are highly valuable. This highlights
the need for evaluation metrics that prioritize func-
tional correctness over strict syntactic adherence,
focusing on a code’s ability to perform intended
tasks despite imperfections.

Syntactic similarity metrics such as BLEU (Pap-
ineni et al., 2002) and ROUGE (Chin-Yew, 2004)
offer computationally efficient alternatives but fail
to capture the semantic meaning of code, being
easily influenced by superficial variations in for-
matting or identifier names. Some natural lan-
guage metrics have been enhanced to incorporate
code-specific elements like Abstract Syntax Trees
(ASTs) and Program Dependency Graphs (PDGs),
including RUBY (Tran et al., 2019) and Code-
BLEU (Ren et al., 2020). Despite these improve-
ments, such metrics often lack correlation with
human evaluations of code quality (Evtikhiev et al.,
2023).

Recent approaches, such as CodeBERTScore
(Zhou et al., 2023), aim to improve traditional met-
rics by leveraging pre-trained language models to
evaluate the similarity of generated code against a
reference implementation—a ground-truth solution
known to successfully solve the task. While effec-
tive, these approaches fundamentally depend on
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Figure 1: Two examples from the HumanEval dataset that illustrate MATCH’s evaluation ability for correct and
incorrect code snippets given a description (for MATCH) and a reference code (for CodeBERTScore, denoted as
CBS). The type of incorrectness for the incorrect code is described as well. We show the score for both approaches
for both correct and incorrect Python code, displaying MATCH’s ability to differentiate between them compared to
CodeBERTScore.

the availability of reference code, which prevents
their use in novel code generation tasks where such
references are unavailable or impractical to obtain.
To address this limitation, the ICE-Score metric
proposed by Zhuo (2023) prompts a large language
model (LLM) like GPT to evaluate generated code
quality directly, without relying on test cases or
reference solutions. The LLM assesses various as-
pects such as correctness and usefulness, making
ICE-Score a flexible, reference-free metric, though
this advantage comes at the cost of increased la-
tency and computational resources. A different ap-
proach is taken by CodeScore (Dong et al., 2025),
which trains an LLM to predict functional correct-
ness by estimating how many test cases a snippet
passes and whether it runs without errors. Code-
Score supports three variants: natural language
only, reference code only, or both. The two vari-
ants involving reference code require the reference
implementation, which can be restrictive and costly.
Moreover, all three variants require precomputed
percentages of passing test cases, further limiting
applicability.

To overcome these challenges, we introduce
MATCH: Metric for Assessing Task and Code
Harmony, a novel Contrastive Learning-based ap-
proach to code evaluation that does not require
reference code or execution. By learning meaning-
ful embeddings for both code and natural language
task descriptions, MATCH provides a nuanced
assessment of code that captures both functional
and semantic correctness. We show that MATCH
correlates strongly with human judgments of code
quality and significantly outperforms existing met-
rics, particularly in scenarios where traditional eval-
uation methods are impractical. In Figure 1, we

present examples comparing MATCH with Code-
BERTScore, illustrating how similarity to task de-
scriptions helps MATCH avoid inherent biases of
reference-based methods while yielding scores that
reflect syntactic and logical correctness. Additional
examples are provided in appendix B.

Contributions: In summary, this paper makes
the following contributions:

• We introduce MATCH, a new metric for code
evaluation based on Contrastive Learning.

• Our metric is designed to be practical and
easy to use, requiring only a natural language
description of the desired task, without the
need for unit tests, existing APIs, or reference
code.

• We demonstrate that our metric correlates well
with human evaluations and functional cor-
rectness, outperforming existing metric over
several popular programming languages.

The remainder of this paper is structured as fol-
lows: Section 2 provides a detailed overview of
related work in code evaluation. Section 3 formu-
lates the specific problem addressed in this paper.
Section 4 describes the new method of MATCH.
Section 5 and Section 6 present the experimental
setup and benchmark results respectively. Section 7
presents performance comparisons for different ar-
chitecture choices. Finally, Section 8 concludes the
paper and discusses future directions, including a
limitations discussion and potential areas for future
research.
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2 Related Work

Natural Language Metrics: Early code evalua-
tion approaches have relied on syntactic similarity
metrics adapted from natural language processing,
such as BLEU (Papineni et al., 2002), which mea-
sures the overlap of n-grams between generated and
reference text. CrystalBLEU (Eghbali and Pradel,
2022) modifies BLEU by excluding references that
significantly overlap with the input, aiming to pro-
vide a more accurate assessment of diverse text
generation quality. Other metrics include ROUGE
(Chin-Yew, 2004), which evaluates recall by com-
paring n-gram overlap; METEOR (Banerjee and
Lavie, 2005), which considers synonyms and stem-
ming; and ChrF (Popović, 2015), which focuses
on character n-grams. While these metrics com-
pare generated code to reference implementations
known to fulfill the intended tasks, they primarily
assess syntactic similarity and fail to capture the
functional aspects of the code, such as functional
correctness.

Adapted Natural Language Metrics for Code:
To address these shortcomings, some metrics have
been enhanced to include code-specific elements,
such as Abstract Syntax Trees (ASTs), which rep-
resent the hierarchical structure of code; Program
Dependency Graphs (PDGs), which illustrate the
dependencies between program components; and
Data Flow Graphs, which depict the flow of data
within a program. Examples of such enhanced
metrics include RUBY (Tran et al., 2019) and
CodeBLEU (Ren et al., 2020). CodeBLEU (Ren
et al., 2020) enhances traditional BLEU by incor-
porating program-specific features, evaluating sim-
ilarity through n-gram matches, weighted n-gram
matches, AST matches, and Data Flow matches.
Similarly, RUBY, proposed by (Tran et al., 2019) is
a similarity metric that compares the PGDs of the
generated and reference codes; if a PDG cannot be
constructed, it falls back to comparing ASTs, and
if an AST cannot be constructed, it uses weighted
string edit distance between the tokenized reference
and generated code. According to Evtikhiev et al.
(2023) ’s study, despite these adaptations, however,
these metrics often lack correlation with human
evaluations of code quality.

Advanced Evaluation Metrics for Code Genera-
tion: CodeBERTScore (Zhou et al., 2023) adapts
BERTScore for code by leveraging embeddings
from pre-trained code language models such as

CodeBERT to measure similarity between gener-
ated and reference code. While it captures semantic
overlap more effectively than surface-level metrics,
it fundamentally requires reference implementa-
tions, and its scores are relative, making them diffi-
cult to interpret as an absolute measure of correct-
ness for a single code snippet. A different approach
is CodeScore (Dong et al., 2025), an LLM-based
metric trained to predict functional correctness by
estimating how many test cases a snippet passes
and whether it runs without errors. It supports mul-
tiple input types—natural language only, reference
code only, or both, but all formats require precom-
puted test-case labels, and some require reference
code, which can be restrictive and costly. Another
alternative is ICE-Score (Zhuo, 2023), a reference-
free metric that prompts an LLM to directly eval-
uate code quality; however, this approach suffers
from high latency and computational costs. These
lines of work motivate alternative strategies, such
as Contrastive Learning, which we leverage in our
method to learn meaningful embeddings for code
and task descriptions.

Contrastive Learning is a self-supervised
paradigm that learns representations by contrasting
positive and negative examples. The core idea is to
bring similar instances closer in embedding space
while pushing dissimilar ones apart, making it ef-
fective in scenarios with limited labeled data. Key
works include (Oord et al., 2018), which introduced
a self-supervised framework using InfoNCE loss,
and (Radford et al., 2021), which demonstrated
CLIP’s effectiveness in a multi-modal setting with
image-caption pairs. In the context of code, (Jain
et al., 2020) emphasized semantic functionality
through compiler-based transformations to create
embeddings capturing code behavior. These works
highlight Contrastive Learning’s potential to model
underlying code semantics, which we leverage in
our evaluation task.

3 Problem Formulation

The input consists of: a natural language task de-
scription or instruction t ∈ T , where T represents
the set of all possible task descriptions, a code
generation model generates a code snippet c ∈ C,
where C is the set of all possible code snippets, and
a ground truth label y that is assigned to evaluate
the quality of the code. This label can take one of
the following forms:

• Binary label ybin ∈ {0, 1}: Functional cor-
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rectness is an example of a binary label, where
1 indicates the code is functionally correct for
the given task and 0 indicates an incorrect
implementation.

• Continuous label ycont ∈ [0, S]: This label
provides a continuous score between 0 and S
representing the code’s quality. For example,
it can indicate how preferable a code snippet
is to human developers. As the code becomes
more preferable, the score increases towards
S, the maximum possible value.

We use y to refer to either type of label, depend-
ing on the context.

Goal Our goal is to define a metric function f :
T ×C → [−1, 1], where for a given task description
t and a code snippet c, the function f(t, c) produces
a metric score that reflects the quality of the code
snippet c with respect to the task described in t.
Ideally, the metric function f should correlate with
human evaluations and functional correctness.

In particular, for two candidate code snippets
c1, c2 ∈ C implementing the same task t ∈ T , we
want the metric to indicate that if c1 performs the
task better and is preferred by human evaluators
more than c2, then c1 should receive a higher met-
ric score. Specifically, we seek a function f such
that f(t, c1) > f(t, c2) when c1 is considered bet-
ter than c2 based on its functionality and human
preference.

4 MATCH

This section introduces MATCH, our method for
code evaluation. We detail its neural architecture
in Section 4.1 and the contrastive loss objectives
used for optimization in Section 4.2

4.1 Architecture

MATCH generates a similarity score between task
descriptions and code snippets by learning embed-
dings. This process is illustrated in Figure 2.

A key aspect of MATCH is its ability to model
both functional correctness (successful implemen-
tation) and human preferences (developer-favored
code) in the similarity space. A close (positive)
pair (t, c) represents a task description t and a cor-
responding code snippet c that either successfully
implements the task or is highly preferred by devel-
opers.

Initial Embeddings The initial embedding layer
employs a text encoder for the task description t
and a code encoder for the code snippet c. These
encoders can be either trained or kept frozen, an
aspect we analyze in Section 7. These initial em-
beddings are then forwarded to the next layer aimed
at enhancing and aligning both embeddings within
a shared space.

Enhanced Embeddings Layer This layer en-
hances the initial embeddings by integrating cross-
modal information between the task description
and code snippet. It is always trained to effectively
combine information from both inputs.

Formally, given a task description t ∈ T (in
natural language) and its corresponding code snip-
pet c ∈ C, we denote the enhanced embeddings
for the task description and code snippet as et and
ec, respectively. Both embeddings reside in a d-
dimensional embedding space, where d ∈ Z+ rep-
resents the dimensionality. In general, both et and
ec depend on both t and c, such that:

et = ft(t, c) , ec = fc(t, c) (1)

where ft and fc are functions that creates enriched
embeddings from (t, c) pairs. These functions ag-
gregate the initial embedding and embedding en-
hancement blocks as can be seen in Figure 2.

We propose two alternatives for the enhanced
embeddings layer:

• Cross-Attention: This alternative employs
two cross-attention components, one for each
input, based on (Vaswani et al., 2017). For
instance, the code component uses code as
query and task description as key/value, and
vice-versa for the text component. Each com-
ponent is followed by a linear layer projecting
embeddings into a shared space. A detailed
illustration can be found in Figure 3a.

• Linear: Linear: This simpler approach ap-
plies separate linear transformations to each
initial embedding, projecting them into a
shared space. Here, et = ft(t) and ec =
fc(c). The shared space alignment is driven
by the Contrastive Learning objective (Sec-
tion 4.2). This approach is illustrated in Fig-
ure 3b.

We explore these alternatives further in Sec-
tion 7.
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Figure 2: MATCH Architecture: This figure illustrates the general architecture of MATCH, featuring an Enhanced
Embeddings Layer that integrates contextual information from task descriptions and code snippets. Specific
implementations, including Linear and Cross-Attention enhancements, are shown in Figure 3. The architecture
computes similarity between learned embeddings using an appropriate similarity function. such as Cosine Similarity.

Similarity Score Calculation: We compute the
similarity between the enhanced embeddings et
and ec using Cosine Similarity:

cos(et, ec) =
et · ec

∥et∥ ∥ec∥
(2)

The final MATCH score, f(t, c), is then given
by:

f(t, c) = cos (ft(t, c), fc(t, c)) (3)

4.2 Contrastive Learning Objective
We optimize our architecture using contrastive loss
objectives tailored for both binary and continuous
label scenarios (as detailed in Section 3).

Given a task description t ∈ T (in natural lan-
guage) and a code snippet c ∈ C, The following
sections 4.2.1 and 4.2.2 outline the loss functions
for both binary and continuous labels.

4.2.1 Binary Labels
For a binary label ybin ∈ {0, 1} (e.g. indicating
whether the code snippet successfully implements
the task), we optimize the following loss function
for binary loss Lbin:

Lbin(t, c, y) =

{
1− f(t, c) , y = 1

max(0, f(t, c)−m) , y = 0
(4)

Here, m is a margin that is constrained within the
range of [−1, 1], defining the threshold distinguish-
ing between similar and dissimilar pairs, f(t, c)

is computed via Equation (3), and y ≡ ybin for
brevity.

4.2.2 Continuous Labels
For a continuous label on a scale ycont ∈ [0, S],
with S ∈ R+ for example, a score reflecting human
preference regarding the usefulness of the code
snippet for the given task, we optimize the follow-
ing loss function for continuous loss Lcont:

Lcont(t, c, y) = MSE
(
sim(t, c)− y

S

)
(5)

Here, y ≡ ycont for brevity, f(t, c) is computed via
Equation (3), and sim(t, c) is defined as follows:

sim(t, c) ≜ 1 + f(t, c)

2
(6)

5 Experimental Setup

Baselines Our main comparisons are with Code-
BERTScore (Zhou et al., 2023), which enhances
code evaluation by incorporating natural language
input alongside the generated code and using
pre-trained models to assess consistency between
them, and ICE-Score (Zhuo, 2023), which offers a
reference-free alternative by employing a large lan-
guage model (LLM) to evaluate code quality. We
further consider CodeScore (Dong et al., 2025), an
LLM-based metric trained to predict the pass rate
of generated code. CodeScore has three reported
variants: (g+n), (g+r), and (g+r+n), which differ
in the combination of generated code, reference
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(b) Linear Layer: which applies separate linear transformations
to refine features from both the task description and the code
snippet.

Figure 3: An illustration of the specific implementations of the Enhanced Embeddings Layer: the Cross-Attention
and Linear layers.

Metric Java Python JavaScript C++
τ rs rp τ rs rp τ rs rp τ rs rp

BLEU .460 .301 .291 .361 .334 .274 .219 .255 .242 .140 .215 .131
CodeBLEU .492 .308 .318 .388 .315 .323 .238 .267 .296 .202 .158 .157
ROUGE-1 .481 .341 .356 .390 .334 .343 .238 .276 .309 .244 .319 .333
ROUGE-2 .436 .278 .308 .365 .307 .303 .199 .233 .281 .221 .270 .293
ROUGE-L .464 .343 .360 .382 .352 .356 .207 .264 .303 .245 .323 .336
METEOR .511 .343 .356 .426 .400 .408 .257 .314 .337 .204 .210 .219
chrF .527 .346 .369 .439 .385 .393 .316 .344 .376 .319 .331 .348
CodeBERTScore .547 .403 .406 .464 .418 .388 .331 .389 .327 .331 .390 .379
ICE-Score .616 .504 .499 .341 .310 .315 .540 .437 .435 .509 .485 .486
MATCH (Base(T), CA) .576 .684 .675 .613 .673 .688 .438 .602 .593 .395 .639 .680
MATCH (LS(F), Linear) .673 .701 .700 .668 .701 .672 .439 .630 .626 .494 .688 .674

Table 1: Correlation of various metrics to functional correctness (τ = Kendall, rs = Spearman, and rp = Pearson)
across programming languages using the HumanEval dataset. The best values in each column are bolded. Standard
deviation are reported in Table 6

code, and natural language descriptions used as
inputs; note two of the three variants require refer-
ence code. We adopt this notation when present-
ing results. Additionally, we compare our metric
with established evaluation methods such as BLEU,
ROUGE, METEOR, chrF, and CodeBLEU, all
of which serve as baselines in our experiments.

MATCH Variants In our experiments, we ex-
plore several versions of MATCH, defined as
MATCH (CodeEncoder(X), E). Here, CodeEn-
coder can be either a base encoder (Base) or a
language-specific pre-trained encoder (LS), X indi-
cates whether the encoder is frozen (F ) or trainable
(T ), and E denotes the enhancement layer type,
either cross-attention (CA) or linear (Linear).
These variants allow us to assess the impact of

encoder choice and enhancement architecture on
performance.

Correlation metrics To evaluate our metric, we
use three correlation metrics: Kendall’s Tau (τ )
(Kendall, 1938), Pearson’s correlation coefficient
(rp) (Cohen et al., 2009), and Spearman’s rank cor-
relation coefficient (rs) (Spearman, 1904). These
metrics follow best practices in natural language
evaluation and previous code evaluation studies
(Zhou et al., 2023; Zhuo, 2023; Dong et al., 2025),
allowing us to quantify how well each metric’s
scores align with reference values.

6 Experiments

In this section, we evaluate the utility of MATCH
by examining its alignment with different types
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of labels. The first two experiments assess the
correlation of MATCH with functional correctness:
one using binary correctness labels (Section 6.1)
and the other using pass-rate labels derived from
execution tests (Section 6.2). The third experiment
evaluates the correlation with human preferences
for generated code (Section 6.3).

6.1 Functional Correctness
Dataset To evaluate alignment with functional
correctness, we use the HumanEval dataset (Chen
et al., 2021), which provides natural language
descriptions of programming tasks, hand-crafted
input-output test cases, and human-written refer-
ence solutions. Originally developed for Python,
HumanEval has been translated into 18 program-
ming languages by (Cassano et al., 2022), and in-
cludes predictions generated by the Codex model
(code-davinci-002) along with their associated bi-
nary functional correctness labels, where each la-
bel indicates whether the generated code passes all
test cases (1) or not (0). In our experiments, we
focus on four widely-used languages: Java, C++,
Python, and JavaScript, as highlighted in (Zhou
et al., 2023).

Training The task-code pairs for training our
model were directly sourced from HumanEval,
leveraging its binary functional correctness labels
as our optimization target (Lbin, see Section 4.2.1).
To ensure robust evaluation, we conducted five
independent experiments, each using a different
random split of the complete dataset into training,
validation, and test sets. For each experiment, a sep-
arate model was trained using only the training and
validation data, then evaluated on the held-out test
set to prevent data leakage. Final performance is
reported as the mean and standard deviation across
all five experiments. Correlation metrics reported
in Table 1 are averaged across five splits, with stan-
dard deviations provided in Table 6. Additional
information about the dataset and it attributes, as
well as further details on our model’s architecture,
training hyperparameters, and implementation, are
provided in Appendix A.

Results For correlation with functional correct-
ness, we report the average correlation scores (Pear-
son, Spearman, and Kendall’s Tau) across the five
test splits, as shown in Table 1. The corresponding
standard deviations are provided in Table 6.

We evaluate two variations of MATCH:
MATCH (Base(T), CA), which uses a trained

CodeBERT-base encoder with a cross-attention en-
hancement layer, and MATCH (LS(F), Linear),
which employs frozen language-specific encoders
from Zhou et al. (2023) with a linear projection
layer. Our results show that MATCH achieves the
highest or comparable Kendall’s Tau correlation
with functional correctness across all four program-
ming languages, with ICE-Score slightly outper-
forming for JavaScript. Moreover, MATCH consis-
tently surpasses all baseline methods in both Spear-
man and Pearson correlation. Overall, MATCH
demonstrates stronger alignment with functional
correctness than existing evaluation metrics.

6.2 Functional Correctness with Pass Rate
Labels

Dataset To complement our binary functional
correctness experiments, we use MBPP-Eval
(Dong et al., 2025), a large-scale dataset for func-
tional correctness evaluation. Each task consists
of a natural language description, a reference solu-
tion, and approximately 24 generated code candi-
dates from various LLMs. Each task also includes
around 100 automatically constructed test cases, en-
abling computation of a continuous pass-rate label
(PassRatio) for each code snippet. We replicate the
experimental setup from Dong et al. (2025), train-
ing on the provided training and development splits
and reporting results on the test set. We addition-
ally include CodeScore (Dong et al., 2025) in this
experiment, since MBPP-Eval provides the pass-
rate labels required for its training. The dataset
contains 15,679 training examples and 3,000 ex-
amples each for development and test sets. The
average PassRatio across splits is approximately
0.28, underscoring the difficulty of this benchmark.

Training For this experiment, we optimize our
models using Lcont, as defined in Section 4.2.2,
which leverages the continuous PassRatio labels
provided by MBPP-Eval. To ensure robustness,
we train and evaluate across five random seeds
and report the average results. The training and
validation sets are used exclusively for optimization
and model selection, while the test set is reserved
for final evaluation to prevent data leakage. Further
details on the model architecture, hyperparameters,
and implementation are provided in Appendix A.

Results Table 2 reports results on the MBPP-Eval
benchmark. CodeScore supports three variants:
g+n (generated code + natural language), g+r (gen-
erated code + reference code), and g+r+n (all three
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inputs). Since our method relies only on the natural
language description of the task, we report the g+n
variant in the table as the most directly comparable
baseline.

Focusing on this fair comparison, MATCH
achieves higher Kendall–Tau and Spearman corre-
lations, and a comparable Pearson correlation, rela-
tive to CodeScore (g+n). This shows that MATCH
aligns more closely with functional correctness
without relying on reference code. CodeScore (g+r)
and (g+r+n) attain slightly higher correlations, but
both require reference implementations, making
them less applicable in scenarios where such refer-
ences are unavailable.

Across all other baselines, MATCH consistently
attains the highest correlations for all metrics.

Metric Python
τ rs rp

BLEU .132 .188 .128
CodeBLEU .150 .213 .189
ROUGE-1 .268 .375 .298
ROUGE-2 .226 .317 .261
ROUGE-L .250 .351 .289
METEOR .183 .259 .223
chrF .180 .254 .256
CodeBERTScore .240 .338 .302
ICE-Score .275 .330 .322
CodeScore (g+n) .341 .488 .577
MATCH (LS(F), Linear) .374 .516 .574

Table 2: Correlation of various metrics to functional
correctness (τ = Kendall, rs = Spearman, and rp =
Pearson) across on MBPP-Eval dataset. The best values
in each column are bolded.

6.3 Human Preference

Dataset To evaluate the correlation between
MATCH and human preferences, we use human
annotations from Evtikhiev et al. (2023) for the
CoNaLa benchmark (Yin et al., 2018). CoNaLa
focuses on Python code generation from natural lan-
guage descriptions, with data sourced from Stack-
Overflow. For this benchmark, experienced soft-
ware developers graded code snippets produced by
five different models on a scale from 0 to 4, where
0 indicates irrelevance and 4 signifies that the code
effectively addresses the problem. These continu-
ous scores serve as human preference labels.

Training For this experiment, MATCH is
trained and evaluated on CoNaLa using the human

preference labels. Similar to the functional correct-
ness experiment (Section 6.1), we conducted five
independent experiments using different random
splits of the dataset into training, validation, and
test sets. In each experiment, the model was trained
on the training and validation data and evaluated on
the held-out test set to prevent data leakage. Given
the continuous nature of the labels, we employ
Lcont, as defined in Section 4.2.2, as our optimiza-
tion objective. Additional details on the dataset, its
attributes, and our model’s architecture, training
hyperparameters, and implementation are provided
in Appendix A.

Results For correlation with human preferences,
we report the average metrics (Pearson, Spearman,
and Kendall-Tau) across the five test splits, as
shown in Table 3. The standard deviation across
splits is provided in Table 7. We find that MATCH
(Base(T), CA) achieves comparable Kendall-Tau
correlation to CodeBERTScore, while outperform-
ing all baselines in both Spearman and Pearson
correlations. These results indicate that MATCH
aligns more strongly with human judgments over-
all.

Metric Python
τ rs rp

BLEU .148 .272 .286
CodeBLEU .256 .374 .424
ROUGE-1 .505 .633 .638
ROUGE-2 .357 .525 .549
ROUGE-L .488 .617 .627
METEOR .168 .272 .330
chrF .507 .622 .626
CodeBERTScore .577 .662 .660
ICE-Score .311 .561 .636
MATCH (Base(T),CA) .568 .721 .741

Table 3: Correlation to functional correctness of various
metrics (τ = Kendall, rs = Spearman, and rp = Pearson)
on CoNaLa Dataset. Best values per column are bolded.
Standard deviation are reported in Table 7

7 Analysis

This section presents an analysis of the differ-
ent components within our architecture and exam-
ines the trade-offs associated with various design
choices, as shown in Table 4. We address the fol-
lowing aspects:
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Metric Java Python JavaScript C++ CoNala
τ rs rp τ rs rp τ rs rp τ rs rp τ rs rp

MATCH (LS(F),Linear) .673 .701 .700 .668 .701 .672 .439 .630 .626 .494 .688 .674 .503 .679 .712
MATCH (LS(F),CA) .635 .692 .663 .604 .687 .645 .385 .603 .566 .450 .678 .665 .442 .642 .671
MATCH (Base(T),CA) .576 .684 .675 .613 .673 .688 .438 .602 .593 .395 .639 .680 .568 .721 .741
MATCH (Base(T),Linear) .510 .581 .539 .566 .657 .661 .464 .624 .613 .305 .636 .647 .560 .726 .744

Table 4: Correlation to functional correctness of different variations of MATCH (τ = Kendall, rs = Spearman, and
rp = Pearson) across programming languages from HumanEval and correlation to human preferences on CoNaLa
Datasets. Best values per column are bolded. Standard devaitions are presented in Table 8.

Impact of Language-Specific Code Encoders
vs. a Base Encoder Table 4 shows that using
a language-specific code encoder, when available,
yields improved correlations with functional cor-
rectness. However, a base code encoder tends to
achieve better correlations with human preference.

Impact of Training the Code Encoder vs. Freez-
ing It Table 4 indicates that training a base
code encoder achieves reasonable results when a
language-specific encoder is not available. When
language-specific encoders are available, MATCH
generally achieves better results. For the CoNaLa
dataset, training the base code encoder consis-
tently results in higher correlations with human
preference. However, for HumanEval, freezing a
language-specific encoder generally yields better
performance.

Impact of a Cross-Attention Enhancement
Layer vs. a Linear Layer Table 4 suggests that
when a language-specific code encoder is avail-
able, a linear enhancement layer is sufficient and
achieves strong correlations with functional cor-
rectness. Conversely, in the absence of a language-
specific encoder, a cross-attention layer can com-
pensate and yield good correlations with functional
correctness. Furthermore, a linear enhancement
layer consistently achieves the best correlations
with human preference.

Architecture Choice - Summary MATCH us-
ing language-specific encoders tends to correlate
better with functional correctness. When these en-
coders are available, a linear enhancement layer
(Lang(F), Linear) is often sufficient and resource-
efficient. Alternatively, MATCH with a base code
encoder and cross-attention (Base, CA) provides
a good trade-off: it can perform reasonably well
while requiring less data and computational re-
sources than training or using language-specific
encoders. Notably, when using the same code
encoder, MATCH consistently shows a stronger
correlation with human preference when a lin-

ear enhancement layer is used compared to cross-
attention. Overall, MATCH provides a flexible
framework for code evaluation, allowing users
to select architectures that balance performance,
data needs, and resource availability. The contin-
ued investigation of different architectures within
MATCH presents a promising and interesting av-
enue for future work.

8 Conclusion

We introduced MATCH, a practical, reference-free
metric for evaluating code implementations against
natural language descriptions. Addressing the crit-
ical challenge of assessing code quality without
requiring reference implementations or extensive
test cases, MATCH leverages contrastive learn-
ing to embed code and text into a shared semantic
space. Our method first independently encodes
code and natural language, then enriches their rep-
resentations through Cross-modal Interaction. To
quantify alignment using cosine similarity. Empiri-
cal experiments demonstrated MATCH’s superior
performance, achieving significantly stronger corre-
lations with both functional correctness and human
preference compared to existing baselines. This po-
sitions MATCH as a powerful and flexible solution
for efficiently assessing code quality, particularly
in scenarios where traditional evaluation methods
are impractical.

Looking ahead, MATCH can be extended to
evaluate a broader spectrum of code quality be-
yond functional correctness and human preference.
This includes non-functional aspects such as effi-
ciency (time and space complexity), readability,
maintainability, and security vulnerabilities, en-
abling a more holistic and practical assessment
of generated code. Another promising direction
is testing the method’s robustness under imperfect
or noisy inputs, which are common in real-world
scenarios.
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Limitations

MATCH is primarily designed with software de-
velopers in mind. As such, it tends to assign high
scores to code that is syntactically and semanti-
cally correct, even if it contains minor typos. While
this is desired for developer-facing tools and early-
stage prototyping, it may not suffice for evaluat-
ing production-level code, where robustness, er-
ror handling, and performance are critical. To
address these gaps, we recommend supplement-
ing MATCH with additional evaluation strategies,
such as unit tests for edge cases or compilation
checks.

Another consideration is the reliance on model
fine-tuning. Our results indicate that the perfor-
mance of the proposed metric improves when the
underlying model is fine-tuned on task-specific
data. However, this fine-tuning process can be com-
putationally expensive and may not be practical in
all settings. Fortunately, our experiments show
that even without fine-tuning, MATCH achieves
competitive performance, suggesting it can be ef-
fectively applied in low-resource or general-use
scenarios.

Finally, while our method performs well on es-
tablished benchmarks that are widely used and well-
understood in the community, its effectiveness on
entirely new or out-of-distribution tasks remains
uncertain. This limitation is not unique to our ap-
proach, it is a fundamental challenge shared by all
existing and future evaluation metrics aimed at pro-
viding universal assessment of code generation and
natural language tasks.
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A Additional Experimental Detail

Here we provide additional experimental details
and full results for our experiment for Correlation
to functional correctness and human preference in
Appendix A.1 and Appendix A.2, respectively.

for both experiments we do the following, we
split the data to 5 splits, and for each split we
run all methods, and report the mean correlation
for each Method. For CodeBERTScore (Zhou
et al., 2023) we obtian the scores according to
the instruction in https://github.com/neulab/code-
bert-score/tree/main. For ICE-Score we run
their method following the instructions in
https://github.com/terryyz/ice-score/tree/main. We
modify their evaluator by calling the LLM using
an interface we have access to. Originally, they
use GPT-3.5 (GPT-3.5-turbo3) 1 ). Due to the
fact that we don’t have access to this version, we
run their method with (GPT-4o)2. As for MATCH,
for the Encoder we use bert-base-uncased as
the text encoder. For the code encoder, we use
microsoft/codebert-base for the base encoder,
and neulab/codebert-lang by Zhou et al.
(2023), for lang ∈ {python, java, javascript, cpp}.
MATCH’s was implemented using
pytorch_lightning model as a wrapper
model that can receive any model for both
encoders. and any model as the enhancement
layer. The MATCH models were trained
with learning_rate = 3e − 5, max_epochs
= 50, and early stopping with patience = 3,
and a batch_size=16 In addition, we used
temperature = 0.07 for smoothing the similar-
ities in loss calculation. The final embedding
dimensions were embedding_dim,= 768.

For the Cross-attention enhancements layer,
we use one pytorch MultiheadAttention,
with num_heads= 8, dropout_rate= 0.2, and
embed_dim= 0.2, followed by a normalization
and linear layers. with in_features= 768, and
out_features= 768. As for the Linear enhance-
ment layer, we used a straightforward linear layer
with the same parameters.

Finally We used 240 GPU-hours on a single
A100 GPU.

Baseline Metrics In Table 5 we summarize the
used existing packages for each of the baselines
metrics we compare MATCH to in Section 6.

1https://platform.openai.com/docs/models/gpt-3-5
2https://platform.openai.com/docs/models/gpt-4o

These packages are all licensed under either the
MIT or Apache-2.0 license.

A.1 Functional Correctness Experiment

HumanEval Dataset The HumanEval bench-
mark (Chen et al., 2021) is a widely used dataset
for evaluating code generation models, consisting
of 164 Python programming problems, each with
a natural language goal in English, human-written
input-output test cases (averaging 7.7 per problem),
and a human-written reference solution. Each ex-
ample aims to evaluate the model on functional
correctness. While the original HumanEval is in
Python, an extension by Cassano et al. (2022) trans-
lated the problems to 18 other languages, includ-
ing Java, C++, and JavaScript, facilitating evalua-
tion across diverse programming paradigms. This
translated version also includes predictions from
code-davinci-002 along with their correspond-
ing functional correctness scores. Utilizing data
from the HumanEval-X dataset Zheng et al. (2023)
to provide reference solutions in the translated lan-
guages, in work we focuses on evaluating code
generation performance in Java, C++, Python, and
JavaScript.

A.2 Human preference Experiment

CoNaLa Dataset The CoNaLa benchmark (Yin
et al., 2018) serves as a dataset for assessing the
capability of models to generate Python code from
natural language instructions written in English.
which focuses on generating Python code from
natural language descriptions sourced from Stack-
Overflow. Evtikhiev et al. (2023) provided human
annotations for the dataset. Experienced software
developers graded the code snippets generated by
five models on a scale from zero to four, where
zero indicates irrelevance and four signifies that
the code effectively addresses the problem.This
dataset features a collection of 2,860 code snip-
pets, produced by five different models across 472
distinct examples from CoNaLa. Each generated
snippet has been assessed by approximately 4.5
experienced software developers. These human an-
notations provide a means to correlate automated
evaluation metrics with human preferences in code
generation quality.

A.3 Human Preference

Dataset To evaluate the correlation between each
metric and human preferences, we utilize human
annotations from Evtikhiev et al. (2023) for the
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Metric Package
BLEU nltk
CodeBLEU CodeBlEU
ROUGE nltk
METEOR nltk
chRF sacrebleu
CodeBERTScore CodeBERTScore
ICE-Score ICE-Score

Table 5: Packages we used for the baselines we compare our method to in the experiments.

Metric Java Python JavaScript C++
τ rs rp τ rs rp τ rs rp τ rs rp

BLEU .460±.017 .301±.006 .291±.012 .361±.036 .334±.010 .274±.015 .219±.044 .255±.047 .242±.039 .140±.019 .215±.023 .131±.015
CodeBLEU .492±.014 .308±.011 .318±.016 .388±.027 .315±.011 .323±.018 .238±.052 .267±.024 .296±.031 .202±.012 .158±.008 .157±.006
ROUGE-1 .481±.009 .341±.007 .356±.005 .390±.044 .334±.019 .343±.017 .238±.057 .276±.029 .309±.030 .244±.014 .319±.011 .333±.010
ROUGE-2 .436±.014 .278±.010 .308±.009 .365±.035 .307±.014 .303±.015 .199±.043 .233±.041 .281±.040 .221±.018 .270±.009 .293±.011
ROUGE-L .464±.015 .343±.006 .360±.006 .382±.037 .352±.021 .356±.018 .207±.069 .264±.033 .303±.036 .245±.016 .323±.013 .336±.013
METEOR .511±.022 .343±.007 .356±.011 .426±.036 .400±.013 .408±.015 .257±.048 .314±.040 .337±.040 .204±.030 .210±.014 .219±.010
chrF .527±.009 .346±.014 .369±.012 .439±.024 .385±.012 .393±.016 .316±.031 .344±.032 .376±.030 .319±.014 .331±.010 .348±.001
CodeBERTScore .547±.007 .403±.009 .406±.008 .464±.028 .418±.015 .388±.012 .331±.066 .389±.025 .327±.017 .331±.017 .390±.013 .379±.010
ICE-Score .616±.021 .504±.013 .499±.012 .341±.015 .310±.013 .315±.013 .540±.072 .437±.033 .435±.031 .509±.012 .485±.015 .486±.015
MATCH (Base(T), CA) .576±.046 .684±.012 .675±.017 .613±.026 .673±.013 .688±.016 .438±.074 .602±.041 .593±.047 .395±.081 .639±.027 .680±.015
MATCH (LS(F), Linear) .673±.025 .701±.013 .700±.017 .668±.029 .701±.011 .672±.015 .439±.107 .630±.021 .626±.021 .494±.015 .688±.013 .674±.012

Table 6: Mean and standard deviation of the correlations of various metrics (τ = Kendall, rs = Spearman, and rp =
Pearson) across programming languages from HumanEval Dataset. Correlations are presented in Table 1.

.

Metric Python
τ rs rp

BLEU .148± .061 .272± .010 .286± .022
CodeBLEU .256± .039 .374± .034 .424± .030
ROUGE-1 .505± .049 .633± .036 .638± .030
ROUGE-2 .357± .063 .525± .027 .549± .030
ROUGE-L .488± .060 .617± .036 .627± .027
METEOR .168± .053 .272± .009 .330± .033
chrF .507± .066 .622± .024 .626± .028
CodeBERTScore .577± .074 .662± .033 .660± .033
ICE-Score .311± .060 .561± .036 .636± .027

MATCH (Base(T),CA) .568± .065 .721± .027 .741± .021

Table 7: Mean and standard deviation of the correlations
of various metrics (τ = Kendall, rs = Spearman, and
rp = Pearson) on CoNaLa Dataset. Correlations are
presented in Table 3.

CoNaLa benchmark (Yin et al., 2018), which fo-
cuses on generating Python code from natural lan-
guage descriptions sourced from StackOverflow.
Experienced software developers graded the code
snippets generated by five models on a scale from
zero to four, where zero indicates irrelevance and
four signifies that the code effectively addresses
the problem.

In this experiment, the dataset contains continu-
ous labels. Therefore, we will use Lcont, as defined
in Section 4.2.2, as our optimization objective. Fur-
ther details can be found in Appendix A.2.

A.4 Analysis Standard Deviations
Standard deviations of the analysis presented in
Table 4 are reported in Table 8.
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Metric Java Python JavaScript C++ CoNala
τ rs rp τ rs rp τ rs rp τ rs rp τ rs rp

MATCH (LS(F),Linear) .673± .025 .701± .013 .700± .017 .668± .029 .701± .011 .672± .015 .439± .107 .630± .021 .626± .021 .494± .015 .688± .013 .674± .012 .503± .059 .679± .016 .712± .015
MATCH (LS(F),CA) .635± .020 .692± .006 .663± .021 .604± .028 .687± .010 .645± .016 .385± .099 .603± .020 .566± .032 .450± .032 .678± .009 .665± .007 .442± .104 .642± .014 .671± .022
MATCH (Base(T),CA) .576± .046 .684± .012 .675± .017 .613± .026 .673± .013 .688± .016 .438± .074 .602± .041 .593± .047 .395± .081 .639± .027 .680± .015 .568± .065 .721± .027 .741± .021
MATCH (Base(T),Linear) .510± .119 .581± .131 .539± .193 .566± .042 .657± .022 .661± .035 .464± .118 .624± .030 .613± .024 .305± .063 .636± .017 .647± .030 .560± .063 .726± .024 .744± .025

Table 8: Mean and standard deviation of the correlation to functional correctness of different variations of MATCH
(τ = Kendall, rs = Spearman, and rp = Pearson) across programming languages from HumanEval and correlation to
human preferences on CoNaLa Datasets. Correlations are presented in Table 4.
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B Examples

Example 1: MATCH identifies a mostly correct candidate with a minor bug.
The code is mostly correct but contains a minor bug related to case sensitivity in vowel removal, affecting the consonant count. The MATCH score indicates its
potential despite this issue.

Language Aspect Task Description Code Candidate Label ICE MATCH

Python Functional Correctness Given a string s and a natural number
n, implement a function that returns all
words from string s with exactly n con-
sonants in order. Return empty list if s
is empty.

arr = []
for word in s.split():
s = word.replace("a",
"").replace("e", "")\
.replace("i",
"").replace("o", "")\
.replace("u", "")
if len(s) == n:
arr.append(word)
return arr

0 0 0.774

Example 2: MATCH shows a clearer separation between wrong and right solutions.
The first candidate fails to correctly implement the task by mis-checking the oddness of the first digit and neglecting the condition of being greater than 10 while
the second candidate performs correctly. MATCH score reflects this significant error, while CodeBERTScore gives close scores for both candidates.

Language Aspect Task Description Code Candidate Label ICE MATCH

Java Functional
Correctness

Write a function that counts
numbers >10 with odd first and
last digits.

return (int) nums.stream()
.filter(i -> Math.abs(i) % 2 ==

1
&& i % 10 % 2 == 1
&& i / 10 % 2 == 1)

.count();

0 0.699 0.218

return (int) nums.stream()
.filter(num -> num > 10)
.filter(num ->
Integer.toString(num)
.charAt(0) % 2 != 0

&& Integer.toString(num)
.charAt(Integer.toString
(num).length() - 1)

% 2 != 0
).count();

1 0.763 0.714

Example 3: MATCH has a better understanding of the code semantics.
Both code candidates fail to correctly implement the task. The first candidate is incorrect, while the second candidate sums the binary digits instead of the
decimal digits. The MATCH score accurately reflects the errors in both candidates, unlike the ICE-Score, which misclassifies the second candidate as correct.

Language Aspect Task Description Code Candidate Label CodeBERTScore ICE MATCH

Java Functional
Correctness

Given a positive integer N, re-
turn the total sum of its digits in
binary.

return null; 0 0.617 0 0.125
String s =
Integer.toBinaryString(N);
int sum = 0;
for (int i = 0; i < s.length();
i++) {
sum += Integer.parseInt(
String.valueOf(s.charAt(i)));
}
return Integer.toString(sum);

0 0.896 4 0.331

Example 4: MATCH Effectively Differentiating between correct and incorrect code
The first code candidate correctly downloads a file, while the second incorrectly attempts to open a file without downloading it. The MATCH score reflects this,
but the CodeBERTScore does not adequately differentiate between the candidates, and the ICE-Score gives both a score of 0.

Language Aspect Task Description Code Candidate Label CodeBERTScore ICE MATCH

Python Human
Preference

Download a file "url" over
HTTP and save to "mp3.mp3".

importurllib2,os;
urllib2.urlretrieve("http:
//www.example.com/songs/mp3.
mp3","mp3.mp3")

3.75 0.945 0 0.727

withopen("filename.txt",
shell=True)

0 0.641 0 0.139
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import urllib2, os;
urllib2.urlretrieve("http://www.example.com/songs/mp3.mp3", "mp3.mp3")
urllib2.urlretrieve("http://www.example.com/songs/mp3.mp3", "mp3.mp3")
urllib2.urlretrieve("http://www.example.com/songs/mp3.mp3", "mp3.mp3")
with open("filename.txt", shell=True)
with open("filename.txt", shell=True)


Example 5: MATCH Effectively Differentiating between correct and incorrect code
The first candidate is not useful at all as it only reads the file without erasing its contents. In contrast, the second candidate correctly opens the file in write mode,
successfully erasing its contents. This example shows that the MATCH score better differentiates between the candidates than CodeBERTScore.

Language Aspect Task Description Code Candidate Label CodeBERTScore MATCH

Python Human
Preference

Erase all the contents of a file file-
name.

withopen("filename.txt")asf:
#NEWLINE#
#INDENT#f.read()

0.667 0.78 -0.55

open(filename,w).close() 4 0.984 0.919
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with open("filename.txt") as f:
#NEWLINE#
#INDENT#f.read()
open(filename, w).close()

