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Abstract

Recent breakthroughs in natural language pro-
cessing (NLP) have come with escalating
model sizes and computational costs, posing
significant challenges for deployment in real-
time and resource-constrained environments.

We introduce EMBYTE , a novel byte-level
tokenization model that achieves substantial
embedding compression while preserving NLP
accuracy and enhancing privacy. At the
core of EMBYTE is a new Decompose-and-
Compress (DECOMP) learning strategy that
decomposes subwords into fine-grained byte
embeddings and then compresses them via neu-
ral projection. DECOMP enables EMBYTE
to be shrunk down to any vocabulary size (e.g.,
128 or 256), drastically reducing embedding
parameter count by up to 94% compared to
subword-based models without increasing se-
quence length or degrading performance. More-
over, EMBYTE is resilient to privacy threats
such as gradient inversion attacks, due to its
byte-level many-to-one mapping structure.

Empirical results on GLUE, machine transla-
tion, sentiment analysis, and language model-
ing tasks show that EMBYTE matches or sur-
passes the performance of significantly larger
models, while offering improved efficiency.
This makes EMBYTE a lightweight and gener-
alizable NLP solution, well-suited for deploy-
ment in privacy-sensitive or low-resource envi-
ronments.

1 Introduction

Recent advances in natural language processing
(NLP) have yielded impressive performance across
a wide range of tasks. However, these gains come
at the cost of massive computational and memory
requirements, which make such models expensive,
slow, and impractical for deployment on resource-
constrained devices. Model compression is there-
fore essential to enable real-time applications, ex-
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pand accessibility, and reduce the environmental
impact of large-scale AI systems.

To this end, various compression techniques,
such as knowledge distillation (Hinton et al.,
2015), quantization (Jacob et al., 2018), and pa-
rameter sharing (Lan et al., 2019), have enabled
compact, efficient models with minimal accuracy
loss. Notable examples like ALBERT (Lan et al.,
2019), TinyBERT (Jiao et al., 2020), and Distil-
BERT (Sanh et al., 2019) demonstrate the success
of these approaches. However, each presents trade-
offs: distillation may miss subtle patterns, quantiza-
tion can hinder complex reasoning, and parameter
sharing may reduce model expressiveness.

Beyond architectural compression, advanced tok-
enization strategies, such as subword and byte-level
representations (Zhang and Xu, 2022), have also
improved efficiency and generalization. Subword
methods (Sennrich et al., 2015) shrink vocabulary
size and handle rare words effectively, especially
in morphologically rich languages. Yet, they often
lead to longer sequences, fragmented semantics,
and reduced domain robustness. Byte-level mod-
els, with their fixed 256-symbol vocabulary, offer
strong multilingual generalization and language
neutrality (Zhang and Xu, 2022), but at the cost
of slower training and limited semantic abstrac-
tion. Moreover, both approaches face challenges
in preserving privacy and providing secure, inter-
pretable representations, highlighting the need for
continued innovation in scalable and robust NLP.

To address above challenges, we introduce a
novel method, EMBYTE , that significantly shrinks
model size and provides privacy protections simul-
taneously. It combines the strengths of byte-based
NLP with architectural optimizations to deliver su-
perior performance across key dimensions.

We refer to this procedure as our Decompose-
and-Compress (DECOMP) learning strategy. It
follows a divide-and-conquer principle: first, it
decomposes subword representations into finer-
grained units to reduce model size and provide
privacy guarantees; then, it aggregates and com-
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Feature Word-Based Subword-Based Byte-Based EmByte-Based

Train Memory ✗Large embeddings ✓Smaller vocab ✓Tiny (256 vocab) ✓Tiny (256 vocab)
Infer Memory ✗Large softmax ✓Smaller softmax ✓Tiny softmax ✓Tiny softmax
Seq. Length ✓Short ✗Longer ✗✗Very long ✓Short
Embed Size ✗Very large ✓Smaller ✓Minimal ✓Minimal
Softmax Speed ✗Slow ✓Faster ✓Fastest ✓Fastest
Lang. Agnostic ✗No ✗Partially ✓Yes ✓Yes
Noise Robustness ✗Low ✓Moderate ✓High ✓High
Privacy ✗High risk ✓Moderate risk ✓Low risk ✓Low risk
Accuracy ✓High ✓High ✓Language generalization ✓Slightly higher

Table 1: Brief comparison of Word-, Subword-, Byte-, and our EmByte-Based NLP models.

presses these units to reduce the input length for
time efficiency.

As illustrated in Figure 1, EMBYTE employs a
neural network to project the aggregated byte-level
embeddings into a reduced-dimensional space. As
a result, EMBYTE maintains or even shortens
input lengths compared to subword-based models,
thereby preserving comparable training complexity.
This enables us to leverage a smaller vocabulary
without incurring the typical trade-off of increased
input sequence length.

Specifically, the procedure consists of four steps:

1. Decompose each subword by byte encoding.

2. Embed each byte.

3. Aggregate byte embeddings to form the em-
bedding for a subword.

4. Compress the subword embedding.

In the following, we provide further intuition on
how EMBYTE balances efficiency, privacy, and
accuracy in a unified framework.

Efficiency. As shown in Table 1, EMBYTE in-
herits the low memory footprint of byte-based mod-
els due to its fixed 256-token vocabulary and com-
pact softmax layer, making it ideal for low-resource
settings. Unlike conventional byte-level models
that suffer from long input sequences, EMBYTE
introduces a novel decomposition-compression
learning strategy that significantly shortens se-
quences while retaining semantic structure. More-
over, by treating the vocabulary size as a tunable hy-
perparameter, the number of unique embeddings is
drastically reduced, lowering the overall parameter
count. To further improve computational efficiency,
we project aggregated byte-level embeddings into a
lower-dimensional space, maintaining input length
and runtime comparable to subword-based models.

Privacy. Conventional subword models use a
one-to-one mapping between tokens and embed-
dings, leaving them vulnerable to gradient inver-
sion attacks (GIAs). In contrast, EMBYTE per-
forms byte-level decomposition, introducing a one-
to-many mapping where each subword corresponds
to multiple byte embeddings. This increases am-
biguity and makes it significantly harder to recon-
struct original tokens from gradients, thereby im-
proving resistance to GIAs and offering stronger
privacy guarantees than both subword and byte-
based baselines.

Accuracy. Despite its compact design, EMBYTE
matches or exceeds the accuracy of larger models.
The use of smaller vocabulary improves general-
ization and reduces overfitting. Furthermore, byte-
level decomposition captures fine-grained morpho-
logical patterns, such as suffixes (e.g., -s, -ed),
which subword tokenizers may fragment or over-
look. This leads to richer, more flexible representa-
tions that align better with linguistic structure.

Summary. Overall, EMBYTE offers a com-
pelling balance of performance, efficiency, and
privacy. It outperforms traditional byte-based mod-
els in speed and accuracy, provides stronger pri-
vacy protections than subword methods, and re-
mains language-agnostic and scalable, making it
suitable for deployment in privacy-sensitive and
low-resource NLP applications.

In summary, our main contributions are as fol-
lows:

1. We propose EMBYTE , a byte-level NLP model
that decomposes text into fine-grained units
through randomized byte mapping and embed-
ding. We demonstrate that our method achieves
up to a 94% reduction in embedding parameter
size compared to subword-based models, with-
out sacrificing representational power.

2. We introduce a novel learning paradigm, DE-
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Figure 1: An example of calculating EmByte by De-
Comp (Decomposition and Compress).

COMP, built on a neural compression strategy
that substantially reduces input sequence length,
enabling faster training and inference than con-
ventional byte-based approaches.

3. We show that our method offers strong privacy
guarantees against gradient-based data leakage
attacks, outperforming both byte- and subword-
level models in federated learning scenarios.

4. Extensive experiments show that our full system
consistently improves memory efficiency and
privacy while maintaining or slightly improving
accuracy on five tasks, offering a practical and
scalable solution for real-world deployment.

2 Background

Subword Model Subword models address key
limitations of word-level tokenization by splitting
words into frequent subword units, enabling bet-
ter handling of rare or unseen words and reducing
vocabulary size. Methods like Byte Pair Encod-
ing (BPE)!(Sennrich et al., 2015) and Sentence-
Piece (Kudo and Richardson, 2018) strike a balance
between character and word granularity, improving
generalization and efficiency. This makes subword

models, such as BERT (Devlin et al., 2019) and
GPT (Brown et al., 2020), the standard in modern
NLP due to their strong performance and manage-
able memory footprint.

Byte Model Byte-level models process text di-
rectly as sequences of bytes, removing the need
for tokenizers and enabling true language agnos-
ticism. With a fixed 256-token vocabulary, they
handle rare words, noisy input, and multilingual
text uniformly. Models like CANINE (Clark et al.,
2022), ByT5 (Xue et al., 2022), and byte-level
mBART (Tang et al., 2022) show competitive per-
formance while improving robustness and privacy.
However, they incur longer input sequences and
higher computational costs due to learning from
lower-level representations.

Threat Models We consider a white-box adver-
sary aiming to recover at least one sentence from a
victim’s private training batch Bi using model pa-
rameters θt and gradients ∇θtLθt(Bi). This access
enables extraction of vocabulary V and embedding
matrix W, allowing identification of updated to-
kens. Repeated attacks can reveal a significant
portion of the dataset, violating federated learn-
ing privacy. We investigate two gradient leakage
attacks: (1) optimization-based attacks that recon-
struct inputs by minimizing the gradient difference
between dummy and real data (Zhu et al., 2019;
Deng et al., 2021; Wei et al., 2020); and (2) the
FILM attack (Gupta et al., 2022), which extracts
likely tokens from embedding gradients, generates
candidate sentences via beam search with a pre-
trained language model, and refines them by re-
ordering subwords. While defenses exist for the
first, FILM remains largely unmitigated.

3 EMBYTE

We introduce our method, Embedding Bytes of Sub-
words (EMBYTE ), illustrated in Figure 1. The
approach converts input text into byte sequences,
retrieves corresponding byte embeddings, aggre-
gates them, and applies a low-dimensional projec-
tion to produce final subword byte embeddings.

Our objective is to develop a subword encod-
ing scheme that leverages a compact byte-level
embedding matrix to defend against gradient in-
version attacks, preserve subword boundaries for
time efficiency, reduce memory usage, and improve
prediction accuracy. This gives rise to three key
challenges: (1) how to represent subwords as byte
sequences, (2) how to compute effective embed-
dings from these byte-level representations, and
(3) how to project high-dimensional byte embed-
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dings into the same low-dimensional space used
for standard subword embeddings.

3.1 Decomposition of A Subword to Bytes

We encode subwords as fixed-length sequences of
bytes. Formally, let Vw be the subword vocabulary
and Vb = {0, 1, . . . , Vb − 1} the byte vocabulary.
We define a mapping M : Vw → (Vb)

n that as-
signs each subword a unique sequence of n bytes.
Each byte sequence is sampled uniformly at ran-
dom with replacement, and we ensure uniqueness
to avoid collisions. This enables a compact, fixed-
size representation for all subwords. For example,
with Vb = 64 and n = 4, a subword like “Hello”
may be mapped to (14, 3, 10, 4). The probabil-
ity of collision is negligible (e.g., < 10−17 when
Vb = 128 and n = 8), ensuring expressiveness.

A key advantage of the DeComp learning strat-
egy is that it preserves the original sequence length
as perceived by the downstream model. While a
subword is internally decomposed into a sequence
of n bytes, the compression projector (as shown
in Figure 1 and detailed in Section 3.4) aggre-
gates these byte embeddings and outputs a single
fixed-dimensional vector for each original subword.
For instance, after the subword ’dance’ is decom-
posed and its byte embeddings are aggregated and
projected, it is represented by one vector. Conse-
quently, the input to the main model (e.g., BiLSTM
or Transformer) has the exact same sequence length
m as in a standard subword-based model. This de-
sign avoids the significant computational overhead
associated with the much longer sequences found
in pure byte-level models (See Appendix B.3).

And the random mapping is intentionally chosen
over semantic clustering for two key reasons: (1)
it preserves privacy through unpredictable assign-
ments that resist gradient inversion attacks, and
(2) it improves performance by encouraging the
model to rely on contextual information. Seman-
tically diverse groupings prevent representational
ambiguity better than clustering similar words to-
gether, as demonstrated in our ablation studies (see
Section 4.1.2).

Algorithm 1 outlines the construction process
for this mapping, and the resulting subword em-
beddings are computed by aggregating the byte
embeddings. Unlike byte-level models that signifi-
cantly increase input length, we encode subwords
instead of characters, preserving subword bound-
aries and structural information while keeping byte
sequences compact and efficient.

Algorithm 1 Mapping Subword-to-Byte
Input :Byte vocab Vb, Subword vocab Vw, Bytes per sub-

word n
Output :MappingM : Vw → (Vb)n
for wi ∈ Vw do

repeat
for j = 1 to n do

Sample bij ∼ Uniform[0, Vb)
end

until (bi1, . . . , bin) /∈M
M[wi]← (bi1, . . . , bin)

end
returnM

Algorithm 2 Embedding Bytes
Input : Subword to byte sequence mapping M : Vw →

(Vb)n;
Subword sequence S = (w1, w2, . . . , wm);
A feed-forward network FFN;
Embedding matrix is B ∈ RVb×d;
Subword embedding dimension d′

Output :Subword embeddings E′ ∈ Rm×d′

for i← 1 to m do
(bi1, bi2, . . . , bin)←M[wi]

end
Byte sequence for S : (b11, . . . , b1n, . . . , bm1, . . . , bmn)

E ∈ Rmn×d ← retrieve (b11, . . . , b1n, . . . , bm1, . . . , bmn)
from B

Ẽ ∈ Rm×nd← reshape E (in a row-major order)
E′ = FFN(Ẽ) ∈ Rm×d′

return E′

3.2 Byte Embedding
Let the byte embedding matrix be B ∈ RVb×d,
where d is the embedding size. Given a text
S, we tokenize it into a subword sequence
(w1, w2, . . . , wm), map it to a byte sequence
(b11, . . . , bmn) using the mapping M, and retrieve
its byte embeddings E ∈ Rmn×d from B.

M(w1, w2, . . . , wm) = (b11, . . . , bmn)

Positional Embedding To capture subword em-
beddings, we add the byte representations for each
byte in E. To incorporate byte positions within
subwords, we concatenate positional information
for a better representation of the subword structure.

3.3 Aggregation of Byte Embeddings
We aggregate byte embeddings by summing sub-
word embeddings. Given a subword wi =
[bi1, bi2, . . . , bin], the aggregated embedding ai is:

ai =

n∑

j=1

Bbij :

where Bbij : is the bij-th element of B, and
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ai ∈ R1×d. Summing one-hot vectors or real-
valued embeddings is equivalent to applying the
embedding matrix to each byte and summing the
results. This process aggregates byte representa-
tions into subword embeddings, as shown in Algo-
rithm 2.

3.4 Compression
The resulting aggregated vector is then fed into our
projector Π. Given the retrieved n byte embed-
dings E ∈ Rm×d, we reshape E to Ẽ ∈ Rm×nd in
a row-major order, which is equivalent to concate-
nation. Then, an our projector is applied to project
Ẽ into the dimension d′ of the original subword
embedding for language models:

E′ = Π(Ẽ), (1)

where E′ ∈ Rm×d′ . Note that, the byte em-
bedding matrix B can be either a real-valued or
one-hot embedding matrix because the vocabulary
size is small for bytes.

We design the following compression models to
realize Π(·) in Equation 1:

1. FFN: A two-layer feedforward neural network
(FFN) with ReLU activation.

2. MLP: A Multi-Layer Perceptron (Rumelhart
et al., 1986) consisting of one linear layer with
ReLU and dropout applied to one-hot byte
embeddings, followed by a two-layer FFN
after concatenation.

3. Autoencoder: The encoder part of an autoen-
coder (Hinton and Salakhutdinov, 2006), com-
posed of two linear layers with a bottleneck,
ReLU activations, and dropout, pre-processes
the concatenated byte embeddings to learn a
compressed representation. This representa-
tion is then passed through a standard two-
layer FFN.

4. TF Autoencoder: A single Transformer En-
coder (Vaswani et al., 2017) layer processes
the sequence of individual one-hot byte em-
beddings. The output sequence is then con-
catenated and passed through a standard two-
layer FFN.

We compare the performance of these models
with baselines in Table 7 in Section 4.1.2.

4 Experiments

We conduct experiments to demonstrate the advan-
tages of EMBYTE in preserving privacy for NLP

Task model # Params Acc F1

MRPC Subwords 4.0M 0.684 0.812
EmByte 1.4M 0.691 0.813

RTE Subwords 1.9M 0.501
EmByte 1.0M 0.536

Table 2: EMBYTE vs. subwords on GLUE tasks.

models, slightly improving on model prediction
accuracy, reducing space complexity, and main-
taining time efficiency. In all experiments, we set
Vb = 256 and n = 8, to minimize the risk of reas-
signing two subwords to the same byte sequence.

Implementation and result details are deferred to
the Appendix B, with section numbers correspond-
ing (e.g., Section 4.1.1 → Appendix B.1.1).

4.1 Experiment on Performance
To provide a more comprehensive assessment of
our proposed technique, we conduct experiments
on two GLUE tasks, machine translation, sentiment
analysis, and Language Modeling (LM) tasks.

4.1.1 GLUE Tasks
We conduct experiments on two representative
tasks from the General Language Understand-
ing Evaluation (GLUE) benchmark (Wang et al.,
2018): Microsoft Research Paraphrase Corpus
(MRPC) (Dolan and Brockett, 2005) for para-
phrase detection and Recognizing Textual Entail-
ment (RTE) (Dagan et al., 2006) for grammatical
acceptability.

Main Results As shown in Table 2, EMBYTE
consistently achieves competitive performance
across both tasks while significantly reducing the
number of parameters. Notably, EMBYTE outper-
forms the baseline with accuracy improvements
of 0.7% and 3.5% on MRPC and RTE, respec-
tively, while using 65% and 47% fewer parameters.
These results highlight EMBYTE ’s ability to de-
liver strong language understanding performance
with substantially improved parameter efficiency.

4.1.2 Sentiment Analysis
Dataset and evaluation metrics We use the
IMDb (Maas et al., 2011) and SST2 (Socher et al.,
2013) datasets from Hugging Face, and evaluate
performance using accuracy, following standard
practice in prior work (Minaee et al., 2019; Yenter
and Verma, 2017). There are 25000 training sam-
ples and 25000 testing samples for IMDb. We take
25% of the training data for validation and the rest
for training. For SST2, The training, validation,
and test examples in SST2 are 67349, 872, and
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good great funny bad worse boring

good 1 0.63 0.49 -0.58 -0.61 -0.58
great 0.63 1 0.40 -0.53 -0.33 -0.38
funny 0.49 0.40 1 -0.72 -0.61 -0.60
bad -0.58 -0.53 -0.72 1 0.72 0.85

worse -0.61 -0.33 -0.61 0.72 1 0.88
boring -0.58 -0.38 -0.60 0.85 0.88 1

Table 3: The cosine similarity of the subword embeddings
calculated based on EMBYTE .

good great funny bad worse boring

good 1 0.06 0.04 -0.01 -0.01 0.09
great 0.06 1.00 0.00 -0.08 0.00 0.01
funny 0.04 0.00 1.00 0.07 -0.01 0.00
bad -0.01 -0.08 0.07 1.00 0.03 0.00

worse -0.01 0.00 -0.01 0.03 1.00 0.04
boring 0.09 0.01 0.00 0.00 0.04 1.00

Table 4: The cosine similarity of baseline subword embed-
ding.

1821, respectively. The tokenizer is ”basic_english”
in the TorchText package. The minimum frequency
needed to include a token in the vocabulary is 5.
The maximum length of the sentence is 256.

Main results Table 3 and Table 4 demonstrate
that EMBYTE retains subword interpretability
through byte embeddings, grouping similar words
together and assigning negative correlations to
dissimilar ones, producing semantically intuitive
embeddings that align more closely with human
judgment than the subword baseline. In Table 3,
EMBYTE assigns high positive cosine similarity
scores to related words like ’good’ and ’great’
(0.74) and strong negative scores to antonyms like
’funny’ and ’boring’ (-0.70). In contrast, the base-
line subword embeddings (Table 4) fail to capture
these relationships, assigning near-zero similarity
to both synonyms (e.g., ’good’ and ’great’, 0.06)
and antonyms. This shows that the DeComp pro-
cess effectively preserves and even enhances se-
mantic structure.

Table 5 presents classification accuracy on the
SST-2 task, comparing EMBYTE with subword
embedding, gradient compression, and noisy gra-
dient defenses (Wainakh et al., 2022). While exist-
ing defenses offer protection against label-leakage,
they substantially degrade performance. In contrast,
EMBYTE provides strong resistance to gradient-
based privacy attacks while preserving high utility,
i.e., achieving higher accuracy than all baselines
and doubling the preservation of the privacy of
subword embeddings.

Table 6 shows the effect of varying the number

Method SST2 (%) IMDB (%)

Subword Embedding 79.2 85.6
Gradient Compression 53.5 48.9

Noisy Gradients 53.4 49.0
EMBYTE 84.1 85.8

Table 5: Comparison of accuracy of subword embedding and
baseline defense models on sentiment analysis.

M.# Bytes Accuracy Train Infer. # Params

Subword 0.814 120 19.4 5.93
EMBYTE 1 0.691 132 26.3 3.57
EMBYTE 2 0.816 129 15.9 3.60
EMBYTE 3 0.832 128 28.8 3.63
EMBYTE 4 0.817 129 18.6 3.67
EMBYTE 5 0.810 116 9.8 3.70
EMBYTE 6 0.823 126 18.0 3.73
EMBYTE 7 0.808 123 27.6 3.77
EMBYTE 8 0.832 116 19.7 3.80

Table 6: Experiment results for the baseline subword model
and various EmByte variants. M.#Bytes: Subword baseline or
EMBYTE model with different number of bytes per subword;
Train: Training time in seconds; Infer.: Inference time in
miliseconds per batch. #Pars: Parameter size in million.

of bytes (n) per subword in EMBYTE , for EM-
BYTE n (n = 1 to 8) on SST-2, compared to the
subword baseline. All EMBYTE variants reduce
parameter count significantly. While EMBYTE 1

performs poorly, accuracy improves with larger n,
with EMBYTE 3 and EMBYTE 8 outperforming
the baseline. Training and inference times vary
without a clear trend across n.

To validate our random mapping design choice,
we compared it with a semantically structured vari-
ant (Clustered EMBYTE) that groups similar sub-
words using k-means clustering. As shown in Ta-
ble 8, our random mapping consistently outper-
forms structured clustering across multiple bench-
marks, supporting our hypothesis that random map-
ping allows EMBYTE to generate more expres-
sive and information-rich representations, using
the same vocabulary size.

Compressor results Table 7 summarizes the per-
formance of various neural compression projector
architectures (Section 3.4) on SST-2, compared to
the Baseline and EMBYTE . All MLP models con-
sist of three layers, with the second layer having
128 dimensions and the third layer 256 dimensions.
We vary the input size of the first layer based on
the embedding size per byte. In MLP-256, each
of the eight byte embeddings has 32 dimensions,
resulting in a total input of 32×8 = 256. Similarly,
MLP-512 uses 64-dimensional byte embeddings
(64×8 = 512), and MLP-768 uses 96-dimensional
embeddings (96×8 = 768). In the AE-Enc models,
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EMBYTE Accuracy Train Infer. # Pars

Baseline 0.797 345 24.3 5.93
FFN 0.817 374 15.9 3.80
MLP-HD256 0.823 393 7.80 4.10
MLP-HD512 0.832 383 17.8 4.65
MLP-HD768 0.824 390 16.5 5.21
AE-Enc(512-256) 0.819 387 10.3 4.75
AE-Enc(1024-128) 0.813 417 9.00 5.78
TF-Enc-H4-FFN512 0.841 569 28.4 4.33
TF-Enc-H8-FFN1024 0.822 669 39.7 4.59

Table 7: Experiment results for EMBYTE with different
neural network for compression. Train: Training time in
seconds; Infer.: Inference time in milliseconds per batch; #
Pars: Parameter size in million.

Dataset Model Accuracy # Pars

SST-2 Clustered EMBYTE 80.88 3.80
SST-2 EMBYTE (Random) 84.10 3.80
IMDb Clustered EMBYTE 78.39 3.80
IMDb EMBYTE (Random) 85.80 3.80

Table 8: Random vs. Structured Mapping Performance

the autoencoder’s encoder consists of three layers:
an input layer of 2048 dimensions (8× 256), a sec-
ond layer with 512 dimensions, and a final layer
with 256 dimensions. Variants also include differ-
ent configurations of the second and third layers
while keeping the input fixed. Finally, TF-Enc-H-
FFN refers to Transformer encoder models with
varying numbers of attention heads and a single
feedforward network (FFN) of a specified output
dimension.

The compressor with FFN achieves 0.817 ac-
curacy with only 3.80M params, offering fast in-
ference and efficient training. Among MLP+FFN
variants, the best (MLP-512) reaches 0.832 accu-
racy with 4.65M params and 383s training time.
AE-Enc+FFN (dim-512→256) matches FFN with
0.819 accuracy and 4.75M params. Transformer
TF-Enc+FFN (H4, FFN-512) achieves the highest
accuracy of 0.841 using 4.33M params, but with
significantly higher training and inference time.
Overall, EMBYTE offers a strong balance, while
more complex projectors can improve accuracy at
a computational cost.

4.1.3 Machine Translation
Dataset and Evaluation Metrics We evaluate
on the medium-scale IWSLT14 (de→en) (Cettolo
et al., 2014) and large-scale WMT14 (en→de) (Bo-
jar et al., 2014) datasets, following the setups
of (Shaham and Levy, 2020; Zhang and Xu, 2022)
with Fairseq preprocessing (Ott et al., 2019). Eval-
uation uses case-sensitive SacreBLEU with the 13a
tokenizer (Post, 2018).

Datasets Embeddings # Params BLEU

IWSLT14

Subword 5.2M 34.54 ± 0.10
EMBYTE ar 4.3M 34.64 ± 0.15
EMBYTE cr 9.6M 35.32 ± 0.15
EMBYTE co 5.2M 35.44 ± 0.10

WMT14 Subword 22.3M 26.0
EMBYTE co 6.3M 26.0

Table 9: BLEU score of IWSLT14 and WMT14. EMBYTE
ar and EMBYTE cr: EMBYTE with added and concatenated
real-valued embeddings, respectively. EMBYTE co: EM-
BYTE with concatenated one-hot byte embeddings.

# Parameters Perplexity

Subword 12.8M 38.65
EMBYTE co 10.5M 37.24

Table 10: Perplexity of language modeling for subword em-
bedding and EMBYTE .

Embedding Memory Time

Subword O(Vwd) O(m2d)
Byte O(Vbd) O(c2m2d)
EMBYTE (Ours) O((nd+ Vb)d) O(m2d)

Table 11: Complexity for conventional subword embeddings,
byte embedding, and our proposed EMBYTE .

Main Results Table 9 shows that EMBYTE cr

and EMBYTE co outperform subword baselines on
IWSLT14 and match them on WMT14, with EM-
BYTE co using fewer parameters. Concatenation
yields better performance than addition for byte ag-
gregation (Section 3.2). EMBYTE reduces embed-
ding size while preserving accuracy and enhancing
privacy.

4.1.4 Language Modeling
Dataset and evaluation metrics We use the
same data as Fairseq did for the language modeling
tasks. The dataset we use is WikiText-103. We use
the same preprocessing and training settings as the
official Fairseq does. The number of samples for
training, testing, and validation are 1801350, 3760,
and 4358 respectively. We evaluate the language
modeling performance with perplexity.

Main results For language modeling, EMBYTE
achieves lower perplexity with fewer parameters
(Table 10), demonstrating its efficiency and effec-
tiveness over traditional subword embeddings.

4.2 Complexity Analysis and Evaluation
Analysis For the efficiency, we compare the
space and time complexity of different embedding
methods in Table 11. Subword embeddings re-
quire large vocabularies (Vw > 104), while byte-
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# Params Whole model Embedding BLEU

IWSLT14 37M 5.2M 34.54 ± 0.10
EMBYTE co 33M (↓ 12%) 0.7M (↓ 94%) 34.62 ± 0.12

SST2 5.9M 2.4M 81.2 ± 0.7
EMBYTE co 3.8M (↓ 36%) 0.8M (↓ 68%) 82.5 ± 0.7

IMDb 1.5M 1.5M 85.6 ± 0.5
EMBYTE co 0.4M (↓ 72%) 0.5M (↓ 80%) 85.8 ± 0.2

Table 12: Subword and EMBYTE numbers in machine
translation on IWSLT14 de-en, Sentiment analysis on
SST2, and Sentiment analysis on IMDb.
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Figure 2: Attack recovery performance per batch size
on WikiText-103. Orange: Subword; Blue: EMBYTE .

based methods, including EMBYTE , use much
smaller dictionaries (Vb ≤ 256), reducing memory
to O((nd+Vb)d). Unlike byte embeddings, which
increase input length by a factor c ≈ 5 (Shaham
and Levy, 2020), EMBYTE preserves subword
boundaries and thus retains the same time complex-
ity as standard subword embeddings.

Empirical evaluation Table 12 shows model and
embedding sizes on IWSLT14 and SST2. For
IWSLT14 de→en, EMBYTE with 256 hidden
units achieves comparable performance to sub-
words. Values in “()” indicating percentage reduc-
tions by EMBYTE compared to subword models.
Across all tasks, EMBYTE co consistently reduces
model size, enabling efficient on-device training
in memory-constrained settings without sacrificing
performance.

4.3 Experiments on Privacy Protection
Datasets, attack task, and evaluation met-
rics We followed the settings in the LLG at-
tack (Wainakh et al., 2022) and FILM attack
(Gupta et al., 2022). The dataset is WikiText-
103 (Merity et al., 2016). For the attack task, we use
GPT-2 base (Radford et al., 2019) with 117M pa-
rameters to recover the input batches. The ROUGE-
1/2/L F-Scores (Lin, 2004) are used to evaluate the
similarity between the recovered and original text.

Quantitative analysis of defense Figure 3 il-
lustrates the defense performance in attack suc-
cess rate of EMBYTE and subword-based models
against the frequency-based Label-Leaking Gra-
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Figure 3: LLG attack defense: EMBYTE versus Subword
from different layers: input layer, middle layer, and output
head layer over various batch size.

dient (LLG) attack from different level of neural
network layers, the input, middle, and head layer.

Figure 2a shows FILM attack performance dur-
ing pre-training on WikiText-103 with varying
batch sizes. Due to the large subword vocabu-
lary, we sample 7,000 random subwords plus those
from the original text. ROUGE-1 scores, averaged
over 5 batches, show near-perfect recovery for sub-
word embeddings at batch size 1 (ROUGE-1 is
approaching to 1), while EMBYTE yields much
lower scores, indicating stronger defense.

Figure 2b shows that after fine-tuning with EM-
BYTE on pretrained subword model, EMBYTE
further reduces recovery performance across batch
sizes 1, 4, 16, and 32, outperforming the subword
baseline.

On the other hand, gradient inversion attacks
(e.g., FILM, LLG) are most effective at small batch
sizes due to reduced gradient averaging. Although
EMBYTE cannot eliminate all attacks at batch size
1 (the worst case), it provides substantial improve-
ments across all batch sizes, with increasing pro-
tection as batch size grows, particularly relevant
for real-world training scenarios where batch sizes
typically range from 16-1024.

5 Related Work

Memory efficient embedding models We com-
pare EMBYTE with several memory-efficient vari-
ants of BERT (Devlin et al., 2019), including
DistilBERT (Sanh et al., 2019), TinyBERT (Jiao
et al., 2020), ALBERT (Lan et al., 2020), Mo-
bileBERT (Sun et al., 2020), and Quantized
BERT (Zafrir et al., 2019). While these models
offer comparable efficiency and minor decrease in
accuracy, they lack inherent privacy guarantees. In
contrast, our model is not only compact but also
designed with privacy in mind. A detailed compar-
ison is provided in Appendix B.8.
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Subword-level and byte-level models Subword
tokenization like BPE (Sennrich et al., 2015) is
widely used but limited by out-of-vocabulary is-
sues, language-specific tokenizers, and large em-
bedding matrices. Byte-level tokenization ad-
dresses these challenges (Shaham and Levy, 2020;
Zhang and Xu, 2022; Xue et al., 2022) using UTF-
8, which covers all languages and caps the vo-
cabulary at 256 bytes, enabling smaller, language-
agnostic embeddings. Building on this, we propose
EMBYTE , which improves accuracy, memory and
training efficiency with stronger privacy protection.

Subword-level model with character-/byte-level
fusion Character and byte models increase se-
quence length and computational cost. To mitigate
this, recent works fuse character/byte representa-
tions into subwords. CHARFORMER (Tay et al.,
2021) introduces a soft tokenization mechanism
that scores and aggregates subword blocks, fol-
lowed by downsampling. While efficient, it lacks
explicit subword boundaries, reducing interpretabil-
ity. And while CHARFORMER achieves higher
accuracy on some GLUE tasks, it lacks the privacy
guarantees and compression benefits that are cen-
tral to EMBYTE ’s contribution. LOBEF (Sreed-
har et al., 2022) preserves the word boundaries
by locally fusing bytes, but does not shorten the
sequences, limiting the efficiency of training and
inference. Our EMBYTE both preserves the sub-
word boundaries for interpretability and keep the
input length for efficiency. It significantly outper-
forms LOBEF (26.0 vs 21.5 BLEU on WMT14)
while maintaining subword-level inference speeds,
whereas LOBEF is approximately twice as slow.

Gradient attacks and defenses Defenses like
gradient encryption (Zhu et al., 2019; Deng et al.,
2021; Balunovic et al., 2022) can be costly and
ineffective against server-side leakage (Aono et al.,
2017; Huang et al., 2021; Fang and Qian, 2021).
Differential privacy (Zhu et al., 2019; Wei et al.,
2020; Yin et al., 2021; Li et al., 2021) can degrade
accuracy. While Zhang and Wang (2021) propose
a secure FL framework against gradient-based at-
tacks, it fails to prevent subword recovery from em-
bedding gradients (Gupta et al., 2022). As shown
in Table 5, EMBYTE outperforms defenses like
gradient compression and noise gradient (Wainakh
et al., 2022) on GIAs.

6 Conclusion

We present EMBYTE , a novel language represen-
tation method using DECOMP learning for effi-
cient, privacy-preserving training. By projecting

subword byte embeddings into lower dimensions,
EMBYTE reduces model size, improves accuracy,
and defends against gradient-based privacy attacks.
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7 Limitations

While EMBYTE shows strong performance across
diverse tasks, further evaluation on additional do-
mains remains future work: (1) evaluation on addi-
tional domains and languages beyond those tested,
(2) exploration of alternative privacy threats beyond
gradient inversion attacks, and (3) investigation of
learned or hybrid mapping strategies that might bal-
ance semantic structure with privacy preservation.

8 Ethical Considerations

We use AI to enhance grammar, conducting experi-
ments exclusively on public, non-sensitive datasets.
Our goal is to advance efficient and accurate NLP
while promoting secure and responsible model.

References
Yoshinori Aono, Takuya Hayashi, Lihua Wang, Shiho

Moriai, et al. 2017. Privacy-preserving deep learn-
ing via additively homomorphic encryption. IEEE
Transactions on Information Forensics and Security,
13(5):1333–1345.

Mislav Balunovic, Dimitar Dimitrov, Nikola Jovanović,
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A Environmental Settings

All the programs in our work are implemented us-
ing Python 3.12, PyTorch 1.13.0, and CUDA 12.2.
For the hardware environment, we run all codes on
a machine with Intel i7-11700K CPU, 64G mem-
ory, and NVIDIA GeForce RTX 3080 GPU.

B Experimental Details and More
Results

B.1 Experiment on Performance

B.1.1 Glue Tasks
Dataset and evaluation metrics We used
four standard benchmark datasets for GLUE
tasks (Wang et al., 2018). The Microsoft Research
Paraphrase Corpus (MRPC) (Dolan and Brock-
ett, 2005) manually annotated sentence pairs ex-
tracted from news sources to indicate whether the
sentences are semantically equivalent. The Quora
Question Pairs (QQP) contains over 400,000 po-
tential question duplicate pairs from the Quora
platform, labeled as duplicate or non-duplicate.
The Recognizing Textual Entailment (RTE) (Da-
gan et al., 2006) is to determine if a hypothesis
sentence can be inferred from a premise sentence.
The Corpus of Linguistic Acceptability (CoLA)
(Warstadt et al., 2019) uses sentences from linguis-
tics publications with binary acceptability judg-
ments that indicate whether they are grammati-
cally correct. We measured performance following
standard evaluation protocols, using accuracy and
F1 score for MRPC and QQP, accuracy for RTE,
and Matthews Correlation Coefficient (MCC) for
CoLA. The MCC metric is particularly appropriate
for CoLA as it effectively handles the class imbal-
ance present in the dataset. For all experiments, we
used the officially provided train/validation splits.

Implementation Details For all GLUE tasks, we
implemented comparable neural network models
with either subword embeddings (Vaswani et al.,
2017) or our EMBYTE approach. Each model
used a 2-layer BiLSTMs, a hidden dimension of
256, and a dropout rate of 0.5 for regularization.
For sentence pair tasks (MRPC, QQP, RTE), we
encoded both sentences separately using the same
LSTM network and then concatenated their repre-
sentations before the final classification layer. For
the single-sentence task (CoLA), we directly used
the final hidden state of the LSTM for classifica-
tion. The subword embedding dimension is 300,
while for SEB the byte vocabulary size is 256 with
8 bytes per subword and the hidden dimension is
128. All models are trained using the Adam opti-

mizer with a learning rate of 5e-4 and weight decay
of 1e-4. For QQP, due to its larger size, we use a
batch size of 128. For MRPC, RTE, CoLA, we use
a batch size of 32 and trained on the full datasets.

B.1.2 Sentiment analysis
Dataset and evaluation metrics We use
IMDb (Maas et al., 2011) and SST2 (Socher et al.,
2013) datasets provided by Hugging Face. We
use the accuracy for evaluation which is a routine
in prior work (Minaee et al., 2019; Yenter and
Verma, 2017).

We further investigated the impact of the num-
ber of bytes (n) used to represent each subword in
our EMBYTE approach. Table 6 presents these
findings, comparing various EMBYTE n (n ranges
from 1 to 8) against the Subword baseline model on
the SST-2 sentiment analysis task. Our EMBYTE
variants consistently show a significant reduction
in parameters. In terms of accuracy, although EM-
BYTE 1 (using a single byte per subword) per-
formed poorly, increasing the number of bytes
quickly improved model performance. The high-
estighest accuracy was observed with EMBYTE 3

and EMBYTE 8, both exceeding the baseline of the
subword. Training times and the inference time per
batch varied without a clear trend related to n.

Implementation Details We use 2-layer BiL-
STMs for both IMDb and SST2 classification tasks.
We keep all model architectures the same for the
baseline models and models with our EMBYTE

co except for the embedding parts. The subword
embedding dimension is 64 and 256 for IMDb and
SST2. The hidden units are 64 and 300 for IMDb
and SST2. The hidden dimension of 2-layer FFN in
EMBYTE co is 128 for both datasets. We optimize
the model using Adam (Kingma and Ba, 2014) and
the learning rate is 5 × 10−4 for the baseline and
our method on both datasets. The best model pa-
rameters evaluated on validation data are applied
for testing.

Compression Models The compression exper-
iments comparing different projector architec-
tures for our Subword Embedding from Bytes
(EMBYTE ) framework were carried out on the
SST-2 dataset. A Bidirectional LSTM (BiLSTM)
with 2 layers and a hidden dimension of 300 units
per direction was used as the base sentiment clas-
sification model. The final subword embedding
dimension fed into the BiLSTM was consistently
256. All models were trained for 15 epochs using
the Adam optimizer with a learning rate of 5×10-̂4
and a batch size of 64. A dropout rate of 0.4 was
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applied within the LSTM and to the output of the
embedding layer. For all SEB variants, n=8 bytes
were used to represent each subword, and these
bytes were initially represented as 256-dimensional
one-hot vectors. The specific configurations for the
tested projector architectures were as follows:

1. FFN: A two-layer Feed-Forward Network.
ReLU activation and dropout (0.4) were ap-
plied after the first hidden layer.

2. MLP-HD512: An additional MLP layer
(2048→512 with ReLU and dropout) was in-
serted before the original FFN. The main FFN
then became 512→128→256.

3. Attn-H4-D0.1: A multi-head self-attention
layer with 4 heads and an attention dropout of
0.1 operated on the sequence of 8 one-hot byte
vectors (each 256-dim). The output sequence
was then concatenated (to 8×256=2048 di-
mensions) and passed to the original FFN
(2048→128→256).

4. AE-Enc(512-256): An autoencoder-encoder
structure (2048→512 with ReLU/dropout
→256 with ReLU/dropout) processed the con-
catenated byte vectors. Its 256-dimensional
output was then fed into the original FFN
(256→128→256).

5. TFEnc-H4-FFN512-D0.1: A single Trans-
former Encoder layer processed the sequence
of 8 one-hot byte vectors. This layer had
4 attention heads, an internal FFN dimen-
sion of 512, and a dropout of 0.1. The
output sequence from the Transformer En-
coder was concatenated (to 8×256=2048 di-
mensions) and then passed to the original FFN
(2048→128→256).

Results of Compression Models Table 7 summa-
rizes the performance of variant projector architec-
tures (section 3.4) compared to a the Baseline tra-
ditional subword embedding model and EMBYTE
, all evaluated on the SST-2. Our EMBYTE model
using "FFN" improved accuracy to 0.817 while sub-
stantially reducing parameters to 3.80 million and
maintaining a comparable training time and faster
inference. Among the "MLP + FFN" variants, the
MLP with hidden-dimension of 512 yielded the
best accuracy of 0.832 with 4.65M parameters and
a training time of 383 seconds. The "Self-Attention
+ FFN" models generally underperformed that even
the best among them (Attention layer with 4 atten-
tion heads and dropout rate of 0.1) can only reach

an accuracy of 0.786.The "AE-Encoder + FFN"
model, specifically the Autoencoder-Encoder with
intermediate dimension of 512 and bottleneck di-
mension of 256, performed similarly to the original
FFN projector, achieving an accuracy of 0.819 with
4.75M parameters. Most notably, incorporating a
"TFEncoder + FFN" layer yielded the highest accu-
racy. The Transformer Encoder with 4 heads and
an internal FFN dimension of 512 achieved a top
accuracy of 0.841 using 4.33M parameters. How-
ever, this came at the cost of significantly increased
training time and a higher inference time compared
to the simple EMBYTE . These results suggest
that while the standard EMBYTE offers a strong
balance of accuracy and efficiency, more complex
projectors like a Transformer Encoder layer can
further enhance accuracy, although with increased
computational demands.

Results of Compression Models As our prior
results show, the Transformer consistently outper-
forms other models. Standalone attention per-
forms significantly worse than a Transformer be-
cause it lacks critical components—residual con-
nections, layer normalization, and positional encod-
ing—which are essential for stable training, deep
representation learning, and capturing sequence
order. A raw multi-head attention block, isolated
from these stabilizing elements, struggles to learn
effectively. To validate this, we conducted two ad-
ditional experiments to incrementally reconstruct a
full Transformer Encoder layer on top of our ‘Attn’
model (see Table 13):

1. Adding Positional Encoding: We first intro-
duced positional encodings to the byte vec-
tors before passing them to the attention layer.
This alone improved the accuracy of the ‘Attn-
H4-D0.2’ model substantially, raising it to
0.8080.

2. Adding Residuals and LayerNorm: Next,
we added residual connections and layer nor-
malization around both the attention and feed-
forward components, forming a full Trans-
former Encoder layer. This further boosted
accuracy to 0.8471, slightly surpassing our
original ‘TF-Enc-H4-FFN512’ projector.

These results lead to a clear conclusion: the ben-
efits of the more complex projector architecture
are only realized when the full, stabilized Trans-
former design is used. The simple FFN remains
a strong efficiency-performance baseline, while a
complete Transformer Encoder layer delivers the
highest accuracy. The failure of the standalone
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attention block highlights the importance of archi-
tectural completeness.

B.1.3 Machine Translation
Dataset and evaluation metrics In the trans-
lation task, we consider two datasets, one is
the medium-size IWSLT14 (Cettolo et al., 2014)
dataset and a large-scale dataset WMT14 (Bojar
et al., 2014). We follow the settings as prior
work (Shaham and Levy, 2020; Zhang and Xu,
2022) and translate German (de) to English (en) in
IWSLT14 (Cettolo et al., 2014). The translation of
WMT is English (en) to German (de) and the pre-
processing is the same as Fairseq (Ott et al., 2019).
We use SacreBLEU, case-sensitive, with the 13a
tokenizer (Post, 2018) as the evaluation metric.

Preprocessing Details For IWSLT14, there are
166K sentence pairs for training and validation and
5.6K for testing. The vocabulary shared by the
source and target languages is built by BPE (Sen-
nrich et al., 2015) with 10K tokens.

For WMT14, en-de contains 4.5M sentence
pairs. Newstest2013 is used for validation and
newstest2014 for testing respectively. The merge
operation is 32K for BPE and the dictionary is
shared by source and target.

Implementation Details The baseline we com-
pare is the transformer with subword embed-
ding (Vaswani et al., 2017). Our proposed method
only replaces the subword embedding with EM-
BYTE .

For IWSLT14, the encoder and decoder layers
are both 6 and have 4 attention heads. The hidden
dimension of attention is 512 and the dimension
of the feedforward layer is 1024. The optimizer
is Adam (Kingma and Ba, 2014) with an inverse
square root learning rate scheduler, and warm up
4000 steps. The learning rate is 5×10−4. The total
training epochs are 100, and we average the best 5
checkpoints for testing.

For WMT14, the encoder and decoder layers
are both 6 and have 8 attention heads. The hidden
dimension of attention is 512 and the dimension
of the feedforward layer is 2048. The optimizer
is Adam (Kingma and Ba, 2014) with an inverse
square root learning rate scheduler, and warm up
4000 steps. The learning rate is 5×10−4. The total
training epochs are 100 and we use the early stop
if the validation loss does not decrease in 5 epochs.
We average the best 5 checkpoints for testing.

B.1.4 Language modeling
Dataset and evaluation metrics We use the
same data as Fairseq did for the language modeling

tasks. The dataset we use is WikiText-103. We use
the same preprocessing and training settings as the
official Fairseq does. The number of samples for
training, testing, and validation are 1801350, 3760,
and 4358 respectively. We evaluate the language
modeling performance with perplexity.

Implementation Details In this experiment, we
also use a two-layer FFN in EMBYTE , which
has 4096 hidden units. The architecture is
transformer_lm in the Fairseq framework. We
share the input and output embedding in the en-
coder and the other hyperparameters and settings
are the same as Fairseq.

B.2 Complexity Analysis
To demonstrate the efficiency of the proposed EM-
BYTE , we summarize the space and time complex-
ity of each embedding method in Table 11. Here,
the column “Memory” represents the memory us-
age for each embedding, and the column “Time"
shows the time complexity in Transformer atten-
tion. For simplicity, we let d′ = d and use one
linear layer as FFN in EMBYTE which contains
nd2 parameters.

In terms of space complexity, subword embed-
dings typically have an exponentially large vocab-
ulary size Vw, exceeding 104, while the dictionary
size of byte embeddings is no more than 256. For
the proposed EMBYTE , the number of parameters
in embedding is O(nd2 + Vbd) = O((nd+ Vb)d),
including the FFN and byte embedding matrix. In
practice, nd + Vb ≪ Vw. As a result, both byte
embeddings and our proposed EMBYTE signif-
icantly reduce the memory cost required for em-
beddings. In 4.2, we show the analysis for space
complexity in our experiments. Regarding time
complexity, we analyze the attention in the widely
used Transformer (Vaswani et al., 2017). Given
the sequence length m, byte embedding is more
time-consuming since the input length is c times
longer than subword embedding. Here c is the
average ratio between the lengths of byte and sub-
word sequences. Based on the statistics (Shaham
and Levy, 2020), c is usually around 5. However,
our proposed EMBYTE maintains the same time
efficiency as conventional subword embeddings
because we preserve the subword sequence along
with its boundaries.

One may consider the frequency analysis in
cryptanalysis to get the original text if the attacker
also has information about the tokens used for the
text and the frequency of each byte. In Appendix C,
we discuss the frequency analysis is not applicable
to our proposed defense.
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Table 13: Performance comparison of different compression architectures with attention-based improvements.

Model Accuracy Train (s) Infer. (ms) # Params (M)

Baseline 0.797 345 24.3 5.93
FFN 0.817 374 15.9 3.80
Attn-H4-D0.1 0.786 444 23.1 4.06
Attn-H4-D0.2 0.734 141 10.5 4.06
Attn-H8-D0.1 0.745 470 9.0 4.06
Attn-H8-D0.2 0.779 458 14.6 4.06

Attn-H4-D0.2 (+PosEnc) 0.808 450 23.5 4.06
Attn-H4-D0.2 (+PosEnc +Res + LN) 0.847 575 28.6 4.33
TF-Enc-H4-FFN512 0.841 569 28.4 4.33

B.3 Sequence Length Preservation

In our Decomposition-Compression (DeComp)
learning framework, while the decomposition step
may initially increase the sequence length by break-
ing a token into multiple semantic components,
the subsequent compression phase reduces the
length by projecting those components into a lower-
dimensional representation.

To illustrate, suppose a token d has a direct em-
bedding of [2, 5, 6]. After decomposition, it is
represented by four semantic components (e.g., 14,
3, 10, 4), each of which is embedded into vectors
such as [1, 2, 5], [3, 4, 2], [3, 2, 4], and [6, 2, 9].
These higher-granularity embeddings are then com-
pressed into a single vector, e.g., [2, 3, 4], which
is of the same dimensionality as the original token
embedding. This means the final representation re-
mains aligned with the original embedding size, ef-
fectively preserving compatibility and model train-
ing and running time efficiency.

Importantly, our method allows for even more ag-
gressive compression. For instance, the final com-
pressed vector could be reduced to a smaller size
than the original token embedding, such as a scalar
[2], if desired. In the paper, we chose to maintain
the same dimensionality as the original embedding
(e.g., [2, 3, 4]) for simplicity and fair comparison,
not because of any technical limitation. In this way,
DeComp preserves the same sequence length as the
baseline subword embedding while requiring sig-
nificantly less memory, using embeddings over just
256 bytes instead of the entire subword vocabulary.

B.4 Privacy Results

The reason for that is the parameters of the conven-
tional subword embedding layer in BiLSTM take a
large portion of the model parameters, making the
model easily overfitting. In this experiment, EM-
BYTE co has smaller embedding parameters, which
can address overfitting. We show that EMBYTE
also learns the semantic meaning of subword
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Figure 4: The average coverage of subwords given a
random set of bytes with GPT-2 tokenizer.

B.5 Analysis for Memory Using

The Table 14 shows that, compared with the base-
line subword model, our EMBYTE (equivalent to
the FFN projector) demonstrated improved mem-
ory efficiency, requiring only 154.16 MB while
achieving a higher accuracy of 0.817. Adding an
MLP layer before the main FFN(MLP-HD512) re-
sulted in a modest increase in inference memory
to 168.51 MB, still below the baseline, and corre-
sponded with a notable accuracy of 0.832. Sim-
ilarly, the AE-Enc(512-256) model, which incor-
porates an autoencoder-encoder structure, showed
comparable memory usage at 170.14 MB with an
accuracy of 0.819. In contrast, projector archi-
tectures involving more complex attention mech-
anisms (Attn-H4-D0.1 and TFEnc-H4-FFN512-
D0.1) exhibited higher memory demands. These
results indicate that while the EMBYTE and its
MLP or AE-Encoder augmented variants offer re-
duced inference memory usage compared to the
baseline, the more powerful Transformer Encoder
layer, despite its accuracy benefits, yields a higher
memory cost during inference.

B.6 Parameter Reduction for Large Language
Models

To estimate the impact of EMBYTE on prominent
large language models (LLMs), we provide an an-
alytical calculation of the potential parameter sav-
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Figure 5: Recovery performance for batch size 1, 2, 4, 8 on WikiText-103. Orange: Subword; Blue: EMBYTE .
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Figure 6: Recovery performance for batch size 1, 4,
16, 32 on pretrained subword model and pretrained-
finetuned EmByte model.

Model Type Accuracy Infer GPU (MB)

Baseline Subword 0.7967 185.79
EMBYTE 0.8167 154.16
MLP-HD512 0.8315 168.51
Attn-H4-D0.1 0.7855 251.55
AE-Enc(512-256) 0.7967 170.14
TFEnc-H4-FFN512-D0.1 0.7967 232.68

Table 14: Memory usage of each compression model.

ings. The analysis uses the following formulas:

Ebaseline = V ×D

EEmByte = (256× n)×H +H ×D

∆ = Ebaseline − EEmByte

Where V is the subword vocabulary size, D is
the model’s hidden dimension, n is the number of
bytes per subword, and H is the FFN hidden layer
size in the EMBYTE projector.

The Table 15 shows the projected savings for
GPT-2 and LLaMA-7B, assuming n = 8 and H =
128.

As the analysis shows, for a model like GPT-2
small (117M), replacing its standard embedding
layer (approx. 38.6M parameters) with our EmByte

projector (approx. 0.36M parameters) would re-
duce the total model size by approximately 38.2M
parameters, a reduction of over 32%.

For a larger model like LLaMA-7B, the embed-
ding layer is proportionally smaller relative to the
total model size, but the absolute reduction remains
substantial. Replacing its embedding layer (approx.
131M parameters) with our EmByte projector (ap-
prox. 0.79M parameters) would reduce the model
size by approximately 130M parameters, repre-
senting a 1.9% decrease in total parameters. This
demonstrates EMBYTE’s significant compression
benefits even at a very large scale.

B.7 Analysis for Semantic Meaning
In this section, we will analyze whether the derived
subword embeddings from our method can truly
encode the meaning of the words in the embedding
space. To experiment on this aspect, we mainly
calculate the cosine similarity between two word
embeddings obtained based on our method EM-
BYTE . We list some examples in IMDb sentiment
analysis in Table 3.

The cosine similarity demonstrates that the sub-
word embedding of our proposed EMBYTE will
learn the semantic meaning from the task. For
example, positive words (good, great, and funny)
have positive and high-value similarities with each
other, which is also the same case for all nega-
tive words (bad, worse, and boring). However, all
the negative-positive pairs have negative similari-
ties, which means the subword embedding of our
proposed EMBYTE can automatically learn the
semantic meaning.

B.8 Comparison with BERT Models
Table 16 compares the memory, accuracy, and pri-
vacy properties of existing BERT models and EM-
BYTE . EMBYTE does not only reduce the mem-
ory footprint but also protect the privacy of the
models against gradient attacks.

B.9 Comparison with Gradient Prune Defense
We compare the defense method of gradient prun-
ing in the FILM attack for batch size = 8, 16, 32.
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Table 15: Projected parameter reduction for large language models using EMBYTE.

Model V D Baseline Params EmByte Params ∆ (Params Saved) ∆% of Full

GPT-2 small (117M) 50,257 768 38.6M 0.36M 38.2M 32.6%
GPT-2 medium (345M) 50,257 1,024 51.4M 0.39M 51.0M 14.8%
LLaMA-7B (7B) 32,000 4,096 131M 0.79M 130M 1.9%

Model Memory Reduction Accuracy Loss Good For Privacy
DistilBERT ∼ 40% Minimal General NLP tasks ✗

TinyBERT ∼ 50% Small Mobile, fast inference ✗

ALBERT ∼ 60% Minimal Pretraining & fine-tuning ✗

MobileBERT ∼ 50% None to small On-device applications ✗

Quantized BERT ∼ 50% Negligible Deployment, edge inference ✗

EMBYTE ∼ 20%− 90% Negligible Federated, memory-bound training ✓

Table 16: Comparison of training memory-efficient NLP models. Memory reduction refers to GPU/TPU memory
usage during training. EMBYTE offers significant memory savings and privacy benefits.

Tables 17,18, and 19 show the precision and recall
for gradient pruning and our method. Even without
pruning, our method has a very low recall com-
pared to FILM on subword embeddings when all
batch sizes we experimented on, which shows the
effectiveness of our defense.

Prune ratio Precision Recall

Subword SEB Subword SEB

0 1 1 1 0.003
0.9 1 1 1 0.003
0.99 1 1 1 0.003
0.999 1 1 0.53 0.003
0.9999 1 0.46 0.08 0.003

Table 17: Defense results on precision and recall for
batch size is 8.

Prune ratio Precision Recall

Subword SEB Subword SEB

0 1 1 1 0.005
0.9 1 1 1 0.005
0.99 1 1 1 0.005
0.999 1 1 0.49 0.005
0.9999 1 0.50 0.06 0.005

Table 18: Defense results on precision and recall for
batch size is 16.

C Discussion of Frequency Analysis

Frequency analysis is useful in cryptanalysis. For
simple substitution ciphers, there is a characteristic
distribution of letters that is roughly the same for
almost all samples of that language. Frequency
analysis uses the characteristic distributions of the
plaintext and ciphertext to guess the mapping be-
tween them.

Prune ratio Precision Recall

Subword SEB Subword SEB

0 1 1 1 0.009
0.9 1 1 1 0.009
0.99 1 1 1 0.009
0.999 1 0.99 0.51 0.009
0.9999 1 0.47 0.07 0.009

Table 19: Defense results on precision and recall for
batch size is 32.

In the scenario of the threat model and our pro-
posed method, the attacker only knows the gra-
dients, model parameters and the mapping from
subword to byte sequence. Based on these, the at-
tacker can only get the information about distinct
byte candidates which are updated in training. The
attacker cannot determine the frequencies of the
bytes based on the gradients.

To demonstrate the effectiveness of our method,
we further assume the attacker have the informa-
tion about the frequency of each byte. The goal of
the attacker is to get the plaintext, given the plain-
text to ciphertext mapping, and the characteristic
distributions of the ciphertext.

To infer the plaintext, the attacker needs to know
the order for combining all of the byte candidates
and then use the ciphertext to plaintext mapping to
obtain the original text. However, the attacker only
knows a bag of bytes without ordering. It is difficult
to infer the correct combination of the bytes as
possible combinations of bytes is extremely large.

D Statics of distribution

When the vocabulary sizes of subwords and bytes
are 50K and 256, the distribution of subword num-
ber, unique subword number, and unique byte num-
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Algorithm 3 Fixed-Output-Length Coding
Input: A word sequence
Parameter: base b
Output: A code sequence

1: L = ⌈log|V|b ⌉ where |V| is the vocabulary size
of the input word sequences, L is the code
length, and b is the parameter of the alphabet
size.

2: Generate all possible L-long code.
3: Shuffle the vocabulary words and assign one-

to-one mapping between each word and the
code.

4: for word in vocabulary do
5: Output its mapped code
6: end for
7: return

ber in batch sizes from 1 to 16 is shown in Figure 7.

E Subword-to-Byte Encoding Algorithm

Sensitivity analysis on FFN hidden units In
this experiment, we test the sensitivity of EM-
BYTE co on FFN hidden units, because it is
one of the major factors for embedding param-
eters. Here, we set different FFN hidden units
as {128, 256, 512, 1024, 2048, 4096}, with the to-
tal embedding parameter numbers of 0.3M, 0.7M,
1.3M, 2.7M, 5.2M, and 10.5M, respectively. The
number of embedding parameters and translation
BLEU scores are shown in the left of Figure 8.
When the numbers of hidden units are 256, 512,
and 1024, EMBYTE co can obtain better perfor-
mance with fewer parameters. Although the model
can still achieve better performance when hidden
units are larger than 2048, it does not have advan-
tages over the original transformer on model size.

Sensitivity analysis on Vb and n To investigate
the impact of the byte vocabulary size Vb and
number of bytes per subword n, we set Vb as
64, 128, 256 and n as 4, 8, 16. Based on the pre-
vious experiments, we set the hidden units in the 2-
layer FFN to 1024 in EMBYTE co, which provides
good performance with a small scale of parameters.
We first discuss the model size in terms of embed-
ding parameter numbers in Table 21. All settings
have smaller embedding parameter numbers than
the original Transformer. We further demonstrate
the translation performance under these settings in
Figure 8 (right). It indicates that increasing n leads
to better model performance for a fixed Vb. The

reason is increasing n results in more possible po-
sitions per byte token, providing more information
in the aggregated vector. Similarly, when we fix
n and increase Vb, the increased byte vocabulary
diversity makes the aggregated vector more expres-
sive. Therefore, increasing the byte vocabulary
size and the number of byte tokens per subword
can improve the model’s expressiveness, leading
to improved performance. Furthermore, Figure 8
(right) and Table 21 show that models with similar
amounts of parameters have similar performance.
As long as Vb and n ensure that EMBYTE co has
sufficient expressive ability, the model performance
is more related to the number of parameters than to
specific Vb and n.

Machine Translation Results For IWSLT14, we
run 5 trials and report the average performance with
the standard deviation. We show the translation re-
sults of Transformer with subword embedding and
EMBYTE in Table 9. The hidden dimension of
the two-layer FFN is 2048 for IWSLT because we
try to keep the total parameters of EMBYTE co

the same as the original Transformer. For WMT,
the hidden dimension of FFN is 4096. Here, we
test three variants of EMBYTE when aggregating
the byte embedding back to subword embedding:
added real-valued embedding (EMBYTE ar), con-
catenated real-valued embedding (EMBYTE cr),
and concatenated one-hot embedding (EMBYTE

co). In this experiment, the dimensions of real-
valued and one-hot vectors are 512 and 256. Table
9 shows that EMBYTE cr and EMBYTE co can
achieve better performances than subword embed-
ding. Concatenating the one-hot vectors yields
better results even with fewer model parameters
than concatenating byte embedding. Therefore, we
can conclude that EMBYTE is a better alternative
to using large subword embeddings. Additionally,
based on the comparison between EMBYTE ar and
EMBYTE cr, we find that concatenation is better
than the simple adding of byte embeddings. This
is expected as Section 3.2 because adding does not
consider the positional information of bytes. The
result of WMT14 shows the same performance as
the subword-based model but with a smaller size
of embedding parameters. It is important to em-
phasize that while privacy is improved, our model
achieves the same or better accuracy than the base-
line methods.
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(a) Batch size = 1 (b) Batch size = 4 (c) Batch size = 16

Figure 7: The distribution of subword number, unique subword number, and unique byte number in a batch when
batch size is 1, 4, 16. The vocabulary sizes of subwords and bytes are 50K and 256.

Original Sentence Best Recovered Sentence

Subword The historic rainfall caused several
dams to fill throughout northeast Mex-
ico.

The rainfall caused several historic dams to fill throughout north-
east Mexico.

EMBYTE Pujols is a highly regarded hitter who
has shown a "combination of con-
tact hitting ability, patience, and raw
power"

He is a professional who has a very high degree of ability, and
always takes great advice, without ever assuming power" ("Pivotal
Decision Making With Your Head". Retrieved 12 Dec 2007 16
Mar)

Table 20: The best recovered sentences by FILM using subword embedding and EMBYTE with batch size 1. Text
in green are successfully recovered phrases and words.

Byte Tokens
per Subword (n)

Byte Vocabulary Size (Vb)

64 128 256

4 0.79M 1.05M 1.57M
8 1.05M 1.57M 2.62M
16 1.57M 2.62M 4.72M

Table 21: Number of embedding parameters.
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Figure 8: Results on embedding parameters, vocabulary size, and number of bytes per subword. Left: The BLEU
scores versus hidden dimension in FFN and embedding parameters. Right: Comparison of mean BLEU scores for
different byte vocabulary sizes and different numbers of bytes per subword.
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