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Abstract

Web agents powered by Large Language Mod-
els (LLMs) show promise for next-generation
AI, but their limited reasoning in uncertain, dy-
namic web environments hinders robust deploy-
ment. In this paper, we identify key reason-
ing skills essential for effective web agents,
i.e., reflection & lookahead, branching, and
rollback, and curate trajectory data that ex-
emplifies these abilities by reconstructing the
agent’s (inference-time) reasoning algorithms
into chain-of-thought rationales. We conduct
experiments in the agent self-improving bench-
mark, OpenWebVoyager, and demonstrate that
distilling salient reasoning patterns into the
backbone LLM via simple fine-tuning can sub-
stantially enhance its performance. Our ap-
proach yields significant improvements across
multiple benchmarks, including WebVoyager,
Mind2web-live, and SimpleQA (web search),
highlighting the potential of targeted reasoning
skill enhancement for web agents.

1 Introduction

The rise of large language models (LLMs) has
sparked significant interest in developing intelli-
gent agents capable of interacting with the web
through a browser, commonly referred to as web
agents (Yao et al., 2023; Monica.Im, 2025; Liang
et al., 2025). However, despite recent advance-
ments, even the best-performing web agents still
lag far behind human performance—even when
compared to users unfamiliar with a website’s struc-
ture or functionality (Zhang et al., 2024b; Mialon
et al., 2024; Song et al., 2025). This performance
gap is primarily attributed to the limited reasoning
abilities of current language models when applied
to web agent workflows.

Despite recent advances in Large Reasoning
Models (LRM, e.g., DeepSeek-R1; DeepSeek-AI
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Figure 1: Overview of our framework. We leverage a
language model to translate inference-time processes,
i.e., reflection and look-ahead, branching, and rollback,
into natural language chain-of-thoughts, which are then
used to train the agent language model.

et al., 2025, QwQ; Qwen, 2025), these models pri-
marily focus on arithmetic reasoning and are prone
to overthinking and generating unnecessarily com-
plex solutions for agent tasks (Cuadron et al., 2025;
Kumar et al., 2025; Su et al., 2025). While di-
rectly applying Reinforcement Learning (RL) in
agentic environments (Qi et al., 2025; Li et al.,
2025; Liu et al., 2025; Singh et al., 2025; Wei
et al., 2025) is a viable alternative, the resulting
reasoning abilities are often unpredictable and lack
structured priors. Moreover, these approaches incur
prohibitively high costs (Xu et al., 2025; Dang and
Ngo, 2025) when conducting real-world rollouts.
Additionally, they often focus on static and deter-
ministic environments such as WebArena (Zhou
et al., 2024), whereas applying them to stochas-
tic real-world open-domain web environments can
be problematic due to the randomness inherent in
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rollouts. In contrast, distilling specific reasoning
patterns into agents (Chen et al., 2024; Zhao et al.,
2024; Hu et al., 2025) combines the adaptability of
learned policies with the interpretability and task-
aware heuristics of curated reasoning, mitigating
both the overthinking problem and the exploration
burden of pure RL.

In this paper, we carefully examine and design
the specific reasoning abilities required for effec-
tive web agents, and sample corresponding agent
trajectories to conduct Supervised Fine-Tuning
(SFT) on LLMs. In particular, we focus on three
key components: (1) reflection & lookahead, the
ability to reflect on previous failures and conjure
precise long-horizon plans. (2) branching, the abil-
ity to sample multiple possible actions and have
accurate awareness of the possible outcomes, se-
lecting the most promising one; and (3) rollback,
the ability to validate error, roll back to a previ-
ous state, and self-correct the agent’s mistake. To
study these abilities, we implement representative
algorithms for each component: a novel reflection-
and-lookahead module, WebDreamer (Gu et al.,
2024) for branching, and AgentRollback (Zhang
et al., 2025c) for rollback. Simple illustrations of
the three abilities are shown in Figure 1. For reflec-
tion and look-ahead, we analyze failed trajectories
or redundant steps, distill the corrected trajectories
after reflecting on errors, into key planning steps,
and further refine them into structured chain-of-
thought rationales using an LLM. For branching,
we sample multiple actions and select the best one
using an LLM, and then paraphrase this selection
process into a paragraph of rationale. For rollback,
we reference a successful trajectory and sample an
intermediate state to intentionally generate incor-
rect branches, thereby constructing a goback action
along with its corresponding rationale.

To validate the effectiveness of the proposed
method, experiments are conducted following the
settings in the web agent self-improvement bench-
mark, OpenWebVoyager (He et al., 2024b). Specifi-
cally, we use LLAMA-3.3 (Dubey et al., 2024; 70B)
as the backbone LLM for sampling web agent tra-
jectories, and employ GPT-4o to perform rationale
paraphrasing and action selection in reflection &
look-ahead, branching, and rollback. The collected
trajectories are then used to fine-tune LLAMA-3.3
as our final agent model. Our results demonstrate
that distilling these reasoning patterns into LLM
chain-of-thought yields significant performance
gains across multiple benchmarks, such as Web-

Voyager (He et al., 2024a), Mind2Web-Live (Pan
et al., 2024), and SimpleQA (Wei et al., 2024). The
approach substantially outperforms rejection sam-
pling baselines and even exceeds distillation from
more capable LRM like QwQ-32B (Qwen, 2025).
Overall, our research1 underscores the importance
of explicitly defining and instilling effective think-
ing and reasoning patterns for agent tasks.

2 Related Works

Web Agents. Leveraging advanced backbone
LLMs (Dubey et al., 2024; Jia et al., 2024; Ope-
nAI, 2023; Anthropic, 2025), web agents demon-
strate proficiency in interacting effectively with
diverse web environments, solving various tasks
within specialized frameworks (Yao et al., 2023;
Zhang et al., 2024a; Fang et al., 2025b). Recent re-
search increasingly explore data-driven methodolo-
gies (Pahuja et al., 2025; Sun et al., 2025; Xu et al.,
2024; Trabucco et al., 2025) to further enhance
the performance of open-source models in web-
based tasks. Additionally, several studies focus
on equipping agents with self-improvement mech-
anisms (Fang et al., 2025a; Aksitov et al., 2023;
Patel et al., 2024; Zhang et al., 2025c), enabling
models to iteratively refine their strategies through
bootstrapped learning. To more comprehensively
evaluate and promote advancements in web agent
capabilities, numerous benchmarks are proposed to
assessing performance across diverse web-related
tasks (Yao et al., 2022; Zhou et al., 2024; He et al.,
2024a; Wu et al., 2025a; Zhang et al., 2024b).

Agents with Reasoning. Integrating advanced
reasoning mechanisms into agents has garnered
substantial attention, significantly enhancing their
performance. Earlier frameworks , such as Re-
Act (Yao et al., 2023), SeRTS (Hu et al., 2024),
and Reflexion (Shinn et al., 2023), introduce it-
erative reasoning-action loops to improve agent
decision-making. Leveraging extended test-time
scaling (TTS), recent models like OpenAI-o1 (Ope-
nAI et al., 2024), Qwen-QwQ (Qwen, 2025), and
DeepSeek-R1 (DeepSeek-AI et al., 2025) have
demonstrated remarkable performance improve-
ments through explicit chain-of-thought reason-
ing (Wei et al., 2022). Several studies, including
WebThinker (Li et al., 2025), LAMs (Zhang et al.,
2025b), and Agent-Reasoning (Wu et al., 2025b),

1Information related to WebCoT dataset and code imple-
mentations can be found in https://github.com/Tencent/
SelfEvolvingAgent.
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have further showcased that TTS can elevate the
performance ceiling for agents. Similar to the ob-
servations in Meta Ability (Hu et al., 2025) that
RL is difficult to control and “aha” behaviors re-
main unpredictable, both TTS and Reinforcement
Learning alone struggle to equip agents with our
targeted capabilities such as reflection, branching,
and rollback. To address this limitation, we pro-
pose WEBCOT, a method that leverages carefully
curated chains of thought exemplifying essential
reasoning skills, thereby facilitating improved rea-
soning ability in web agents.

3 Preliminary

This section formalizes the web agent task and
presents the foundational components of our agent
optimization framework.

3.1 Problem Formulation
The web agent task is modeled as a Partially Ob-
servable Markov Decision Process (POMDP), de-
fined by (S,A,O, T ,R). State (S) represents the
state of the web environment, with st at step t. Ac-
tion (A) includes atomic web operations such as
click, type, goback, scroll, and stop (He et al.,
2024a). Observation (O) captures visible elements
of the environment, with ot = Ω(st), where Ω ex-
tracts content like accessibility trees. Transition
(T ) advances the state st deterministically based
on browser operations. Reward (R) provides eval-
uations on the agent trajectories.

The agent processes a natural language query
q requiring multi-step interactions in a web envi-
ronment. The agent’s policy π(ot, q) → at gen-
erates actions at based on the query q and the
current observation ot, forming a trajectory τ =
{(o1, a1), . . . , (ot, at)}. Rewards are computed us-
ing a self-assessment function r̂(τ, q) ∈ [0, 1].

For web navigation, given a query q and target
website w, the environment is initialized, and the
first observation o1 is obtained. Following Cogni-
tive Kernel (Zhang et al., 2024a), the accessibil-
ity tree represents ot. A Large Language Model
(LLM), parameterized by θ, serves as the policy
network, generating Chain-of-Thought reasoning
ht and actions at:

(ht, at) ∼ πθ(· | I, q, o1:t, h1:t−1, a1:t−1), (1)

where I denotes system instructions. The environ-
ment evolves based on:

st+1 = T (st, at), ot+1 = Ω(st+1), (2)

producing a trajectory τ = {(oi, hi, ai)}Ti=1, where
T is the total number of steps.

3.2 Optimization
We adopt a self-improvement optimization frame-
work as in OpenWebVoyager (He et al., 2024b). We
introduce the backbone agent foundation model, de-
noted as M, along with its corresponding policy
function, πM. The model M is used to sample
actions based on a given input query q, which are
subsequently utilized to collect web navigation tra-
jectories. As the core of the Cognitive Kernel, M
enables interactions with the web environment. To
inform its decisions, the agent observes the past m
steps of interaction, represented as webpage acces-
sibility trees.

For each query q ∈ Q, the set of all queries, a
trajectory τi is sampled from the policy πθM(τ |
I, q). To mitigate performance degradation caused
by excessively long contexts, we clip the trajectory
history ct when t− 1 > k, retaining only the most
recent k observations. Thoughts and actions are
preserved, as they contain compressed information
about the history:

c
clip
t =

(
h1, a1, h2, a2, . . . , ht−k, at−k,

ot−k+1, ht−k+1, at−k+1, . . . , ot−1

)
,

(1)

such that the new actions are generated with the
following function:

(ht, at) ∼ πθM(· | I, q, cclip
t ). (2)

For a train set with collected trajectories D =
{(q′i, τ ′i)}ti=1, we aim to maximize the following
objective function:

J (θ) = E(q′,τ ′)∼D

[
T∑

t=1

(
log πθ(at | q, cclip′

t , ht)

+ log πθ(ht | q, cclip′
t )

)]
,

to refine the training data, a rejection sampling
dataset Drej is constructed by filtering and retaining
only trajectories that satisfy an automatic evalua-
tion metric r(τ, q).

4 WEBCOT

In this section, we introduce the details of the WE-
BCOT reasoning patterns, reflection & lookahead,
branching, and rollback, and how to perform cu-
mulative training on top of the OpenWebVoyager
self-improvement framework. An overview of the
pipeline is shown in Figure 2.
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Figure 2: Overview of the components in WEBCOT. In Reflection & Lookahead, intermediate failures are identified
and removed. Verbalized lookahead planning rationales (hL

t ) are then used as a reconstructed chain-of-thought
to perform reflection. In Branching, the process of sampling and scoring alternative actions is verbalized as a
chain-of-thought (hB

t ). In Rollback, trajectories that require returning to a previous successful state are deliberately
constructed, and the rationale for rollback is distilled as hR

t .

4.1 Reflection & Lookahead

We start by identifying trajectories in D by de-
tecting intermediate failures. Then, we generate
Chain-of-thought such that the agent can reflect
from previous mistakes and make better look-ahead
planning (Zhang et al., 2025a).

We identify intermediate errors by detecting tra-
jectory loops, which emerge when either failed
actions or logical inconsistencies produce repeated
observations across different time steps. For-
mally, we denote such trajectories as τ loop =
{(ot, ht, at)}Tt=1, where exists oi = oj and i < j,
forming a loop.

First, we refine the trajectory by removing the
redundant sequences between oi and oj . Then,
we re-generate chain-of-thoughts in the refined tra-
jectory to guide the agent LLM toward improved
reflection and look-ahead planning. Specifically,
we verbalize the refined successful trajectory to
an abstract plan using GPT-4o-mini2 to replace
the original chain-of-thoughts {ht}Tt=1. At a cur-
rent time step tc, a plan is generated by refining
the trajectory history τt<tc , current observation
otc , current action atc , and future trajectory τt>tc

2We find that GPT-4o-mini is capable enough for the sim-
ple job of verbalization

. The detailed prompt template in Table 7 in the
Appendix. The original chain-of-thought htc is
then replaced with the generated Lookahead plan-
ning guidance hLtc to enhance the agent’s planning
ability. The resulting new trajectory are denoted
as τL = {(oi, hLt , at)}T−|i−j|+1

t=1 , where hLt is the
newly verbalized chain-of-thought.

We denote the resulting refined trajectories as
DL, indicating that they contain chain-of-thoughts
which both reflect on previous errors and incorpo-
rate Lookahead planning as part of their rationale.

4.2 Branching

The second reasoning enhancement, branching, fo-
cuses on the ability to sample several possible ac-
tions and determine the best one leading to success.
Tree search-based planning with real-world inter-
actions often incurs high computational costs and
risks irreversible actions, whereas simple Model
Predictive Control (MPC) can serve as an effi-
cient and effective substitute (WebDreamer; Gu
et al., 2024). We use a similar implementation as
in WebDreamer, to simulate possible future states
for each action sampled over a finite horizon us-
ing a function sim(o, a). Then, we score the ac-
tions with a scoring function score(sim(ot, a

(i)
t )),
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and execute the action aI with the highest score
I = argmaxi score(sim(ot, a

(i)
t )). The process

repeats after observing new states, allowing the
agent to adapt dynamically while minimizing un-
necessary interactions. In detail, at a time step t, we
generate k candidate actions {(h(i)t , a

(i)
t )}ki=1 for a

given observation ot, simulate two-step future pre-
diction for each action, and select the action with
the highest score to execute. The scoring function
and simulation function are all based on GPT-4o.
We leave the detailed prompts to Appendix B.

Despite its strengths, this approach still incurs
significant inference overhead. We aim to condense
the sophisticated multi-turn prompting pipeline into
a single chain-of-thought paragraph, thereby en-
hancing the agent’s branching ability. We begin
by sampling new trajectories on the original set
of query using WebDreamer, resulting in trajec-
tories τB = {(ot, hBt , aBt )}Tt=1. We then refine
the reasoning chain-of-thoughts {hBt }Tt=1 by fol-
lowing the template in Table 12, verbalizing the
action sampling and selection process as natural
language rationale. Finally, we collect all τB to
obtain the set of trajectories that were successfully
executed using WebDreamer, representing the abil-
ity to perform Branching. We denote this set as
DB = {(q, τB)}.

4.3 Rollback

Rollback introduces a complementary mechanism
to further enhance the reasoning and decision-
making capabilities of M by enabling it to vali-
date errors, roll back to a previous state, and self-
correct its mistakes (Zhang et al., 2025c). This
approach differs from Reflection & Lookahead in
that we explicitly focus on going back to a previ-
ous state, whereas Reflection & Lookahead is more
concerned with refining erroneous trajectories.

The core idea behind rollback is to equip M
with the ability to dynamically evaluate the valid-
ity of its actions and their consequences at each
step of the trajectory. When the outcome of an ac-
tion deviates from M’s plans or expectations, the
model identifies the erroneous action at and the
corresponding state ot where the trajectory began
to diverge. Subsequently, it rolls back to an ear-
lier valid state ot−1 and re-initiates the reasoning
process from that point onward. Such mechanisms
are particularly useful in tasks where irreversible
errors can significantly impact the overall perfor-
mance, such as web-based navigation or multi-step

reasoning tasks.
To implement Rollback, we first randomly

sample a successful trajectory, denoted as τR,
from the set of collected successful trajectories in
D,DL, and DB . Next, we randomly select n states,
{(oj , hj , aj)}nj=1, from the sampled trajectory τR.
For each observation oj , we generate an alternative
thought h′j and action a′j , ensuring that a′j ̸= aj .
This is achieved using the prompt provided in Ta-
ble 13. We then roll out the corresponding outcome
o′j+1 in a real web navigation environment, ensur-
ing that o′j+1 ̸= oj+1, such that there is a high
chance that the new observation will lead to failure.
If the rollout actually lead to failure, we then regard
the optimal strategy for o′j+1 as reverting to the pre-
vious observation oj using the goback action. Once
o′j+1 is determined as the state that requires goback,
we construct the corresponding thought h′j+1 using
the prompt specified in Table 15. Consequently,
we create new rollback trajectories in the form:
τR

′
= {· · · , (oj , hj , a′j), (o′j+1, h

′
j+1, goback)}.

These rollback trajectories are then aggregated into
the rollback training set DR = {(q, τR′

)}.

4.4 Cumulative Training

Instead of directly finetuning on all the trajec-
tories sampled by the reasoning algorithms, we
adopt a cumulative training strategy (Bengio et al.,
2009) to improve learning effectiveness and pre-
vent overthinking. The basic idea is that if a query
can be successfully executed through simple self-
exploration, there is no need to apply more com-
plex thinking. Starting from the baseline training
dataset Drej acquired by simple rejection sampling,
we progressively append new trajectories that are
successfully executed by the three reasoning algo-
rithms but fail during self-exploration. Based on
the execution difficulty, we tested three variations
of data mixing:
(1) Reflection & Lookahead:

Dc
L = Drej ∪

{
(q, τ) ∈ DL

∣∣ q /∈ Qrej
}

(2) Reflection & Lookahead + Branching:
Dc

B = Dc
L ∪ {(q, τ) ∈ DB | q /∈ Qc

L}
(3) WEBCOT: Reflection & Lookahead +
Branching + Rollback:
Dc

R = Dc
B ∪ {(q, τ) ∈ DR | q /∈ Qc

B}

5 Experiments

5.1 Setup

We use the web agent module of the Cognitive
Kernel (Zhang et al., 2024a) framework to conduct
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Method
WebVoyager M2W SimQA

Apple ArXiv BBC
Cour-
sera

ESPN
Git
Hub

Google
Map

HF Wolfram
Alpha

Avg. Acc. Acc.

GPT-4O-MINI 23.26 34.88 28.57 37.21 22.72 31.82 29.27 24.39 34.88 29.63 17.0 54.0
QWQ-32B 27.91 11.63 38.10 38.10 29.55 17.07 48.78 20.93 52.17 31.69 15.1 27.0
GPT-4O 30.23 20.93 28.57 51.16 30.95 38.64 24.39 29.27 56.52 34.54 18.8 61.0

LLAMA-3.3-70B 18.60 23.26 23.81 23.81 15.91 26.83 31.71 30.23 28.26 24.68 5.7 25.0
+ REJ. SAMPLING 34.88 6.98 24.39 38.10 22.73 34.15 48.78 19.05 36.96 29.50 7.5 33.0
+ QWQ DISTILL 32.56 20.93 23.81 40.48 29.55 34.15 31.71 25.58 36.96 30.65 18.9 52.0
+ WEBCOT 39.53 27.91 30.95 59.52 38.64 43.90 46.34 27.91 54.35 41.04 20.8 56.0

Table 1: Performance comparison across WebVoyager, Mind2Web-Live (M2W), and SimpleQA (SimQA). The
highest values are bolded, and the second highest is underlined. WEBCOT shows significant improvements,
with LLAMA-3.3-70B + WEBCOT outperforming GPT-4O, despite the latter’s stronger foundational capacity.
Furthermore, LLAMA-3.3-70B + WEBCOT surpasses + QWQ DISTILL by 10.4% on WebVoyager, highlighting
our approach’s effectiveness in web-specific reasoning tasks.

experiments. In this setup, the state space S encom-
passes the entire Internet, facilitated by Playwright.
The action space consists of primitive browser op-
erations, including type, click, scroll, goback,
stop, and restart. The observation at time step
t, ot, corresponds to the accessibility tree of visi-
ble components in the virtual browser—effectively
simulating the perceptual experience of a human
navigating the web. The transition function T ex-
ecutes the selected atomic browser actions based
on the current webpage state, updates the webpage
state, and propagates changes to the next observa-
tion ot+1. Execution errors (e.g., navigation time-
outs) are captured and relayed back to the reasoning
module for appropriate handling, continuing until
the task is completed or a predefined step limit is
reached.

For task evaluation, we define a reward func-
tion R that mitigates issues with potential false
negatives in human-annotated step-wise compar-
isons (Pan et al., 2024). Specifically, we em-
ploy GPT-4o for end-to-end task completion as-
sessment, following the methodology of He et al.
(2024a). This evaluation strategy is designed to
accommodate the inherent variability in task trajec-
tories, where multiple distinct action sequences can
achieve the same objective. GPT-4o is provided
the complete task trajectory and the original query
q, and it outputs a binary score (0 or 1) indicat-
ing whether the task has been completed. Detailed
prompts are presented in Table 11.

For all of our experiments, the agent leverages
Llama-3.3-70B as the backbone foundation model
M. We only use the training queries of OpenWeb-
Voyager (He et al., 2024b) for trajectory collection

and agent finetuning. During rejection sampling,
Llama-3.3-70B itself is used to evaluate whether
the task has been successfully completed or not.
More details regarding the agent system, includ-
ing definitions of the atomic operations, system
prompts, are detailed in Appendix A.

We evaluate the agent on three live web naviga-
tion benchmarks: WebVoyager (He et al., 2024a),
Mind2Web-Live (Pan et al., 2024), and Sim-
pleQA (Wei et al., 2024). These benchmarks re-
quire the web agent to interact with real-world
web environments to complete a variety of tasks.
To ensure experimental consistency, we filter out
websites that are inaccessible due to geographical
restrictions or IP blocks within our experimental
setup (details in Appendix H).

5.2 Baselines

In our experiments, we select four models as base-
lines for vanilla inference: GPT-4o-mini, GPT-4o,
the advanced reasoning model QwQ-32B , and
Llama-3.3-70b-Instruct . Additionally, we compare
three data generation approaches for fine-tuning
Llama-3.3-70b-Instruct: (i) Rejection Sampling
(Rej. Sampling), (ii) successful trajectories sam-
pled by QWQ-32B (QwQ Distill), and (iii) the
WEBCOT data proposed in our work for training.

5.3 Main Results

Table 1 presents the performance comparison be-
tween our method, WEBCOT, and various base-
lines using the LLAMA-3.3-70B model across
three benchmarks: WebVoyager, Mind2Web-
Live (M2W), and SimpleQA (SimQA). The re-
sults clearly demonstrate that WEBCOT achieves
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Method
WebVoyager M2W SimQA

Apple ArXiv BBC
Cour-
sera

ESPN
Git
Hub

Google
Map

HF Wolfram
Alpha

Avg. Acc. Acc.

LLAMA-3.3 18.60 23.26 23.81 23.81 15.91 26.83 31.71 30.23 28.26 24.68 5.7 25.0
+ Dc

L 30.23 9.30 38.10 42.86 20.45 46.34 31.71 25.58 42.22 31.77 17.0 49.0
+ Dc

B 37.21 18.60 30.95 40.48 36.36 34.15 32.50 34.88 43.48 34.38 15.1 52.0
+ WEBCOT 39.53 27.91 30.95 59.52 38.64 43.90 46.34 27.91 54.35 41.04 20.8 56.0

Table 2: Ablation study results on WebVoyager subtasks, M2W, and SimQA. The highest values are bolded, and the
second highest values are underlined. Dc

L, Dc
B , and WEBCOT are detailed in Section 4.4. The results highlight the

effectiveness of incorporating different reasoning components, with WEBCOT showing the best performance across
3 benchmarks.

substantial improvements across all benchmarks.
Specifically, the accuracy on WebVoyager in-
creases by 16.5 points (a 66.8% relative improve-
ment). Similarly, it achieves gains of 15.1 points
(264.9%) and 31 points (124.0%) on M2W and
SimQA, respectively.

Notably, the capability of WEBCOT even
surpasses that of GPT-4O, which has signifi-
cantly stronger foundational capacity compared to
LLAMA-3.3-70B (Achiam et al., 2023; Grattafiori
et al., 2024). These results underscore the potential
of our approach in developing highly efficient and
capable web agents.

Compared to the baseline QWQ DISTILL, the
systematically designed CoT in WEBCOT demon-
strates clear superiority. Unlike traditional reason-
ing models, which are primarily optimized for do-
mains like mathematics and coding, WEBCOT is
specifically tailored to excel in reasoning chains
for web-based tasks. This specialization makes it a
more effective solution for navigating and reason-
ing within web environments. Notably, WEBCOT
outperforms QWQ DISTILL by 10.4 points on We-
bVoyager, highlighting its ability to better harness
the potential of LLMs.

5.4 Analysis

5.4.1 Effects of Different Reasoning Ability
Table 2 presents the performance improvements
achieved by incorporating the training datasets cre-
ated from each reasoning component: Reflection &
Lookahead, Branching, and Rollback. The dataset
DR demonstrates a significant enhancement in the
reasoning capabilities of LLMs.

When comparing the use of Dc
L alone with the

combined dataset Dc
B , we observe a discernible

improvement across most benchmarks. This high-
lights the importance of instilling branching rea-
soning into LLMs. Furthermore, adding DR to Dc

B

yields even greater performance gains, highlight-
ing the value of equipping LLMs with robust error
validation capabilities to enable more efficient task
completion within limited attempts.

Method WebVoyager M2W SimQA

+ Dc
L 31.77 17.0 49.0

VANILLA COT 31.43 11.3 47.0

+ Dc
B 34.38 15.1 52.0

VANILLA COT 28.01 20.8 48.0

Table 3: Ablation study on the effect of verbalizing new
reasoning chain-of-thought versus using the original
self-generated chain-of-thought (Vanilla CoT). Using
the newly verbalized CoT will lead to more improve-
ments in general.

5.4.2 Effects of Rationale Verbalization
In Reflection & Lookahead and Branching, newly
successful queries are executed and their corre-
sponding trajectories are added to the training set.
In WEBCOT, we further verbalize lookahead plan-
ning and action selection as natural language ra-
tionales. To assess the impact of rationale verbal-
ization, we conduct an ablation study: we com-
pare finetuning the model with the new trajectories
using either the original self-generated chain-of-
thought or the WEBCOT rationales, to determine
which contributes more to performance improve-
ments. Specifically, we replaced all refined reason-
ing processes in Dc

L and Dc
B with their original,

self-generated versions. Based on the LLAMA-3.3-
70B checkpoint, we fine-tuned two corresponding
variants of VANILLA COT. The results are shown
in Table 3.

For Dc
L , the performance degradation in its

corresponding VANILLA COT variant is relatively
small on the WebVoyager benchmark. This indi-
cates that the trajectory refinement in DL plays a

5161



5 0 5
0

10

20
Co

un
t

Figure 3: Distribution of ∆Li. Including rollback mech-
anisms would lead to a reduced number of steps, indi-
cating an improved action generation ability.

critical role in boosting performance. However, the
significant performance drops on M2W and SimQA
further underscore the importance of reasoning pro-
cess refinement in improving overall LLM abilities.

For the combined dataset Dc
B , the impact of re-

moving reasoning refinement is even more pro-
nounced. The performance gap is substantial, with
improvements of 6.4 points on WebVoyager bench-
mark and 4.0 points on SimQA. These results em-
phasize the necessity of refining the reasoning pro-
cess to maximize the model’s performance.

5.4.3 Effects of Rollback on Task Efficiency
We evaluate the effect of rollback reasoning by
comparing the task completion efficiency of agents
fine-tuned with Dc

B (Reflection & Lookahead +
Branching) and Dc

R (Reflection & Lookahead +
Branching + Rollback). To ensure a fair compari-
son, we identify 97 queries from the WebVoyager
benchmark that both agents successfully completed
(out of 428 total queries).

For each query, we measure the trajectory length
(i.e., the number of steps to complete the task) for
both agents. To focus on differences, we exclude
queries where the trajectory lengths are identical,
leaving 59 cases. For each of these, we calculate
the trajectory length difference as:

∆Li = |τBi | − |τRi |, (3)

where |τBi | and |τRi | are the trajectory lengths for
agents fine-tuned with Dc

B and Dc
R, respectively. A

negative ∆Li means the Dc
R agent required fewer

steps. Figure 3 shows the distribution plot of ∆Li.
On average, ∆̄Li = −0.23, and the median is
∆̃Li = −1.0. These results indicate that the agent
fine-tuned with Dc

R consistently completes tasks
with fewer steps compared to the agent fine-tuned
with Dc

B . This highlights the efficiency improve-
ment introduced by Rollback reasoning, demon-
strating its ability to reduce unnecessary attempts

Method WebVoyager M2W SimQA

+ Dc
L 31.77 17.0 49.0

+ D̂c
L 19.22 9.4 49.0

Table 4: Ablation on the effect of cumulative training.
We fine-tune the LLM on D̂c

L, which applies look-ahead
planning CoT to all input queries rather than only the
flawed ones, and find that this leads to degraded perfor-
mance.

0 2000 4000 6000 8000
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50

100

150
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un

t

webdreamer
branching

Figure 4: Distribution of generated token number per
query for WebDreamer (branching) and WEBCOT. A
significantly smaller number of reasoning tokens is re-
quired for our method.

and optimize task execution.

5.4.4 Effects of Cumulative Training

To validate our design choice of Cumulative Train-
ing, we conduct the following experiment: we con-
struct a variant dataset, D̂c

L, by refining all rea-
soning processes h in trajectories—both with and
without loops—from Drej . In contrast, Dc

L adheres
to the cumulative training principle outlined in Sec-
tion 4.4, refining h only in trajectories with loops
while leaving those without loops unchanged. The
results, shown in Table 4, demonstrate a significant
performance drop across nearly all benchmarks
when using D̂c

L. Furthermore, hallucination be-
havior is frequently observed in the trajectories
of LLAMA-3.3 fine-tuned by D̂c

L (detailed in the
Appendix F). These findings further validate the
effectiveness of our proposed design.

5.4.5 Token Efficiency of WEBCOT

Figure 4 shows the distribution of tokens gener-
ated per query for WEBCOT and WebDreamer on
the WebVoyager test set. WebCoT uses signifi-
cantly fewer tokens (mean: 422.2, median: 332.0)
compared to WebDreamer (mean: 2665.6, me-
dian: 1580.0), highlighting WebCoT’s efficiency
and lower computational overhead. These results
demonstrate that WebCoT achieves strong perfor-
mance with reduced resource requirements.
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6 Conclusion

We presented WEBCOT, a framework that en-
hances the reasoning ability of LLMs for web-
based agent tasks through reflection & lookahead,
branching, and rollback. By curating and fine-
tuning reasoning trajectories, WEBCOT can im-
prove the efficiency and task completion accuracy
by a large margin. Our experiments across bench-
marks such as WebVoyager, Mind2Web-Live, and
SimpleQA show significant performance gains over
baselines, including GPT-4o and QwQ-32B. These
results highlight the value of targeted reasoning
ability enhancements in bridging the gap between
human and machine web agents.

Limitations

Our work focuses on enhancing web agent rea-
soning through explicit reflection, branching, and
rollback mechanisms, but it does not include a
comparison with Reinforcement Learning (RL)-
based approaches. This omission is primarily due
to the challenges associated with real-world web
interactions, which are time-intensive and compu-
tationally expensive to simulate. Furthermore, real-
world web environment rollouts are inherently non-
deterministic, with variations in website behavior,
latency, and accessibility affecting the outcome of
RL experiments. These factors make direct com-
parisons with RL approaches infeasible within the
scope of this study. Future work could explore hy-
brid methods that combine our structured reasoning
framework with RL to further enhance web agent
performance.
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A Details of WebCoT Implementation

We provide additional details about the prompts
used for the web agent in our experiments. The
prompts are categorized as follows: {Prompt Re-
finement Hints}, {Environment Description},
and {Agent Hints}. These are provided in Table 8,
Table 9, and Table 10, respectively. The system-
level prompt used for web agent action generation
is detailed in Table 14. For the automatic evaluation
conducted using GPT-4O, the evaluation prompt is
listed in Table 11.

For the Reflection & Lookahead mechanism, the
prompt used to construct hLt is provided in Table 7.
Similarly, the prompt for the Rollback mechanism,
which involves constructing the rollback CoT, is
shown in Table 15.

All OpenAPI calls were configured with the fol-
lowing parameter settings: max_tokens was set to
1,000, the random seed was fixed at 42, and the
temperature was set to 0 to ensure reproducibility.

Regarding inference settings, max_tokens was
set to 10,240 for QWQ-32B and LLAMA-3.3-70B
+ QWQ DISTILL to accommodate their extended
reasoning capabilities, while it was limited to 2,048
for all other model variants. Across all experiments,
the temperature parameter was fixed at 0 to ensure
deterministic outputs and reproducibility.

In Table 5, we show the number of tokens and
API price induced for the whole WebCoT. This re-
sults in exceptionally low operational costs, making
our approach scalable, cost-effective, and practical
for real-world applications.

B Implementation Details of
WebDreamer

The prompt designs for proposing possible actions,

(h
(i)
t , a

(i)
t )

k

i=1, simulating the outcomes of these ac-
tions, and evaluating them based on the simulations

Method TOKEN NUM. PRICE $

REFLECTION 5,943,491 26.15
BRANCHING 289,886 1.28
ROLLBACK 54,233 0.24
TOTAL 6,287,610 27.67

Table 5: Generated token number and price (in USD)
from using GPT-4O-MINI in WebCoT.

Method WebVoyager M2W SimQA

REJ. SAMPLING 22.08 46.00 16.98
GPT-4O DISTILL 22.59 22.00 16.98
WEBCOT 25.52 47.00 18.87

Table 6: Performance of WebCoT on Qwen3 8B.

are provided in Table 16, Table 17, and Table 18,
respectively.

C Details of Finetuning

We use the Megatron-LM3 framework to finetune
all the models. On each dataset, one epoch is
trained, using a learning rate of 1e-5 and a batch
size of 64.

D Performance of WebCoT on Qwen3-8B

To assess WebCoT’s broader applicability, we con-
ducted supplementary experiments using QWEN3-
8B-INSTRUCT. The results in Table 6 show that
WebCoT maintains its performance advantage over
rejection sampling across all evaluated benchmarks.
These findings demonstrate that our fine-tuning
approach generalizes beyond LLAMA-3.3-70B-
INSTRUCT, confirming WebCoT’s robustness.

E Performance of GPT-4o Distillation

We also present the results of the baseline perfor-
mance of QWEN3-8B distilled from GPT-4O tra-
jectories in Table 6. Specifically, we sampled suc-
cessful trajectories generated by GPT-4o on the
training queries of the WebVoyager dataset and
fine-tuned the Qwen3 model under identical ex-
perimental settings. The results demonstrate that
WebCoT offers a clear advantage over GPT-4o dis-
tillation on the WebVoyager dataset. Interestingly,
we observe that GPT-4o distillation harms OOD
performance in the SimpleQA setting compared to
other baselines. This finding reinforces the con-
clusion that WebCoT fundamentally enhances the
generalizability of LLMs by introducing critical
cognitive behaviors absent in other approaches.

3https://github.com/NVIDIA/Megatron-LM
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{Environment Description}

{Prompt Refinement Hints}

Chain of Thought demonstration: {htc}
The task: {q}
The navigation history: {τ}
The current observation (web page’s accessibility tree): {τt<tc}
The current action you are about to exactly choose: {atc}
The navigation lookahead: {τt>tc}

Please directly generate your thoughts and critiques.

Table 7: Prompt for constructing hL
t .

Please directly generate your chain of thoughts and critiques, and reasoning right before exactly choosing the given
current action {atc} according to the task, the navigation history/lookahead, and the current observation. Your thoughts
should be focused on: What important information for the task completion can be expected after performing the current
action based on the current observation within the broader navigation context? How does the current action, based
on the current observation, contribute to achieving the overall task goal within the broader context of the navigation
overview? How necessary is the current action based on the current observation for the task completion in the context of
the overall navigation overview? Additionally, provide a detailed plan outlining the next steps after completing the
current action, ensuring it aligns with the navigation overview.

Hints:
1. Be aware of the task’s constraints while offering your insights.
2. Try to avoid mentioning the current action at the beginning of the chain of thought.
3. Write the chain of thought supposing that the given current action has not been taken, and you are giving a look-ahead
of what will happen in the future.
4. Your chain of thought should be shorter as length of navigation lookahead decreases, which means you are closer to
the task completion.

Table 8: Prompt for {Prompt Refinement Hints}.

You are an autonomous intelligent agent tasked with navigating a web browser. You will be given web-based tasks.
These tasks will be accomplished through the use of specific actions you can issue.
Here’s the information you’ll have:
The user’s objective: This is the task you’re trying to complete.
The current observation (web page’s accessibility tree): This is a simplified representation of the webpage, providing
key information. Optionally, you may be provided with a screenshot of the webpage. You should pay close attention to
the screenshot to make decisions.
The open tabs: These are the tabs you have open.
The previous actions: You can refer to the conversation history with the user to see the actions you have taken. It may
be helpful to track your progress.

The actions you can perform are the following:
‘click [id]‘: This action clicks on an element with a specific id on the webpage.
‘type [id] [content] [press_enter_after=0|1]‘: Use this to type the content into the field with id. By default, the "Enter"
key is pressed after typing unless press_enter_after is set to 0.
‘scroll [direction=down|up]‘: Scroll the page up or down.
‘goback‘: Navigate to the previously viewed page.
‘restart‘: Navigate to the original homepage at first. When you can’t find information on some websites, try starting
over from the beginning.
‘stop [answer]‘: Issue this action when you believe the task is complete. If the objective is to find a text-based answer,
provide the answer in the bracket. If you believe the task is impossible to complete, provide the answer as "N/A" in the
bracket.

Table 9: Prompt for {Environment Description}.
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To be successful, it is very important to follow the following rules:
1. If you are uncertain about the next action, follow these steps: First, generate up to three of the most likely and valid
actions based on the current observation. Then, for each of these possible actions, simulate and describe the expected
future outcome in free text, detailing the next observation that would result from performing the action. Next, evaluate
the correctness of each action by considering both the current observation and the simulated future results. Assign a
numerical score from 0 to 1 to indicate the likelihood of correctness for each action: a score of 1.0 means "complete",
0.5 means "on track", and 0 means "incorrect". Provide your rationale for each score before assigning it. Finally, select
and output the action with the highest score from the evaluated actions.
2. You should only issue an action that is valid given the current observation. For example, you should NOT type into
buttons or click on statictext.
3. You should only issue one action at a time.
4. STRICTLY Avoid repeating the same action if the webpage remains unchanged. You may have selected the wrong
web element or numerical label.
5. Issue stop action when you think you have achieved the objective. Don’t generate anything after stop.
6. If you ever need to login, login with Google. Try to skip any follow-up questions that may appear after logging in.
Your reply should strictly follow the format:

<think>
1. Thought: {{Your brief thoughts (briefly summarize the info that will help complete the task)}}
Possible Step: {{One of the logical and valid actions to take based on the current observation.}}
Simulated Output: {{A prediction of what the next observation or result will be after performing the action.}}
Critic Evaluation: {{Your rationale on the effectiveness of the action as well as a score from 0 (poor performance) to 1
(excellent performance), judging the corresponding action’s s effectiveness.}}
2. ... (continue with subsequent steps as needed in the same format)
</think> (Optional: You can choose to include the steps between ‘<think>‘ and ‘</think>‘ if necessary or skip them
based on the task’s complexity.)

Thought: Your brief thoughts (briefly summarize the info that will help complete the task) Action: “‘The final action
you choose to take in the process.“‘

Table 10: Prompt for {Agent Hints}.

As an evaluator, you will be presented with three primary components to assist you in your role:
1. Web Task Instruction: This is a clear and specific directive provided in natural language, detailing the online activity
to be carried out. These requirements may include conducting searches, verifying information, comparing prices,
checking availability, or any other action relevant to the specified web service (such as Amazon, Apple, ArXiv, BBC
News, Booking etc).
2. Result Webpage Accessibility Tree: This is a representation of the web page showing the result or intermediate state
of performing a web task. It serves as proof of the actions taken in response to the instruction.
3. Result Response: This is a textual response obtained after the execution of the web task. It serves as textual result in
response to the instruction.

– You DO NOT NEED to interact with web pages or perform actions such as booking flights or conducting
searches on websites.
– You SHOULD NOT make assumptions based on information not presented in the webpage when comparing it to the
instructions.
– Your primary responsibility is to conduct a thorough assessment of the web task instruction against the outcome
depicted in the screenshot and in the response, evaluating whether the actions taken align with the given instructions.
– NOTE that the instruction may involve more than one task, for example, locating the garage and summarizing the
review. Failing to complete either task, such as not providing a summary, should be considered unsuccessful.
– NOTE that the screenshot is authentic, but the response provided by LLM is generated at the end of web browsing, and
there may be discrepancies between the text and the screenshots.
– Note the difference:
1) Result response may contradict the screenshot, then the content of the screenshot prevails, 2) The content in the
Result response is not mentioned on the screenshot, choose to believe the content.

You should elaborate on how you arrived at your final evaluation and then provide a definitive verdict on
whether the task has been successfully accomplished, either as ’SUCCESS’ or ’NOT SUCCESS’.

Table 11: Prompt for GPT-4o automatic evaluation.
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<think>
......
k. Thought: {h(k)

t }
Possible Step: {a(k)

t }
Simulated Output: {sim(oj , a

(k)
t )}

Critic Evaluation: {score(sim(oj , a
(k)
t ))}

</think>

Thought: {h(I)
t }

Table 12: Template of constructing hB
t .

{Environment Description}

{Agent Hints}

Previously, the action "{aj}" has been attempted. Please explore a different action.

Table 13: Prompt for generating alternative thoughts and actions.

{Environment Description}

{Agent Hints}

Table 14: System prompt for web agent.

{Environment Description}

{Agent Hints}

Previously, the action "{a′
j}" has been attempted, and this action will not lead to the task completion. Please provide an

action for going back to the last observation following the aforementioned format. Give your brief reason why this
action cannot help to complete the task.

Last Observation: {oj}
Current Observation: {o′j+1}

Table 15: Prompt for constructing Rollback CoT.

{Environment Description}

{Agent Hints}

Please generate actions different from {(h(i)
t , a

(i)
t )}k−1

i=1 .

Table 16: Prompt for proposing (h
(k)
t , a

(k)
t ) in WebDreamer.

F Case Study of Hallucination

Table 19 presents two common types of hallucina-
tion errors observed in the web agent fine-tuned on
D̂c

L. In the first example, the agent fabricates the

statement: “the price starts at $799 for the 128G
model,” despite the fact that “128G” does not exist
in the webpage observation. The second example
demonstrates a hallucination in the accessibility
tree, where the agent incorrectly assumes the exis-
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You are a web server. You are given the current observed accessibility tree of the web page, and an action to perform.
The expected output is a short description on what the next observation is, in the form of free text.

The definitions of the actions are as follows: The actions you can perform are the following:
‘click [id]‘: This action clicks on an element with a specific id on the webpage.
‘type [id] [content] [press_enter_after=0|1]‘: Use this to type the content into the field with id. By default, the "Enter"
key is pressed after typing unless press_enter_after is set to 0.
‘scroll [direction=down|up]‘: Scroll the page up or down.
‘goback‘: Navigate to the previously viewed page.
‘restart‘: Navigate to the original home page and restart the action.

Table 17: Prompt for action simulation in WebDreamer.

You are an evaluator of a web agent task, evaluating the correctness of the action, conditioned on the current observation
and a simulated future result.
You are given the task query, the current observed accessibility tree, the action performed, and a textual description of
the simulated output after performing this action.
You are expected to give a numerical score (0 to 1) to indicate whether the simulated output is correct. The higher the
score, the more likely the action is correct.

Here are some example scores: complete (1.0), on track (0.5), or incorrect (0).
Output your rationale first and then the score.

Output format:
Thought: XXXX. Score: {a score from 0 to 1}.

Table 18: Prompt for action evaluation in WebDreamer.

tence of an element with ID [11] to click, whereas
the webpage’s maximum element ID is only 5.

G Case Comparison between WebCoT
and Rejection Sampling

Here we include a case comparison in Table 20
demonstrating scenarios where WebCoT-optimized
LLMs outperform baseline models in web naviga-
tion tasks. For example, in the task Find out which
musician made the headlines in Music News, the
WebCoT variant exhibited a deeper understanding
of the webpage interface. When the "Music" but-
ton was not explicitly available on the page, the
WebCoT model correctly inferred that the relevant
link could be found under the "Culture" section.
In contrast, the rejection sampling baseline began
to hallucinate and erroneously selected the [15]
"Travel" link instead.

H Additional Details on Mind2web-live
and WebVoyager Dataset

We conduct our evaluations using a subset of the
testing portion of Mind2Web-Live4 and WebVoy-

4https://huggingface.co/datasets/iMeanAI/
Mind2Web-Live/blob/main/mind2web-live_test_
20241024.json

ager5. The list of websites that are excluded is in
Table 21.

5https://github.com/MinorJerry/WebVoyager/
blob/main/data/WebVoyager_data.jsonl
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OBJECTIVE: latest iPhone model price and screen size comparison between iPhone Pro and iPhone
Pro Max
OBSERVATION: Tab 0 (current): Apple[1] RootWebArea ’iPhone - Apple’ focused: true[2] navigation
’Global’[3] link ’Apple’[4] link ’Store’[5] button ’Store menu’ expanded: false[6] link ’Mac’[7]
button ’Mac menu’ expanded: false[8] link ’iPad’[9] button ’iPad menu’ expanded: false[10]
link ’iPhone’[11] button ’iPhone menu’ expanded: false[12] link ’Watch’[13] button ’Watch menu’
expanded: false[14] link ’Vision’[15] button ’Vision menu’ expanded: false[16] link ’AirPods’[17]
button ’AirPods menu’ expanded: false[18] link ’TV and Home’[19] StaticText ’TV & Home’[20]
button ’TV and Home menu’ expanded: false[21] link ’Entertainment’[22] button ’Entertainment
menu’ expanded: false[23] link ’Accessories’[24] button ’Accessories menu’ expanded: false[25]
link ’Support’[26] button ’Support menu’ expanded: false[27] button ’Search apple.com’[28] button
’Shopping Bag’[29] link ’iPhone 16 Pro’[30] link ’iPhone 16’[31] link ’iPhone 16e New’[32] link
’iPhone 15’[33] link ’Compare’[34] link ’AirPods’[35] link ’AirTag’[36] link ’Accessories’[37]
link ’Apple Card’[38] link ’iOS 18’[39] link ’Shop iPhone’[40] StaticText ’Get $170–’[41]
StaticText ’$630 in credit toward iPhone 16 or iPhone 16 Pro when you trade in iPhone 12 or
higher.’[42] link ’Footnote * symbol’[43] link ’Shop iPhone’[44] StaticText ’Designed to be
loved.’[45] button ’Play iPhone 16 lineup animation’
THOUGHT: The current observation indicates that I am on the page for the iPhone 16 Pro, which
is the latest model in the iPhone series. The page provides essential details about the device,
including its price, which is listed as starting at $799 for the 128GB model. This information
is crucial for completing the task, as it directly answers the question regarding the latest
model and its price. Given that the task is to find the latest model of the iPhone and its price,
the current action of stopping and providing the answer is both necessary and sufficient. The
navigation history shows that I have successfully navigated to the relevant page and retrieved
the required information. There are no further actions needed, as I have already obtained the
answer to the task. After completing this action, there are no additional steps required, as
the task will be considered complete. The answer will be provided in the specified format, and
I can conclude the navigation process. In summary, the current action is essential for task
completion, and since I have all the necessary information, I can confidently proceed to stop
and provide the answer.
ACTION: “‘stop [The latest model of the iPhone is the iPhone 16 Pro, and its price starts at
$799 for the 128GB model.]“‘

OBJECTIVE: A 175cm tall, 85kg, 40yo man climbs 2500 steps at about 18cm per step and 40 steps
per minute metabolic properties"
OBSERVATION: Tab 0 (current): Wolfram|Alpha: Computational Intelligence[1] RootWebArea
’Wolfram|Alpha: Computational Intelligence’ focused: true[2] button ’UPGRADE TO PRO’ hasPopup:
menu expanded: false[3] button ’APPS’ hasPopup: menu expanded: false[4] link ’TOUR’[5] button
’Sign in’
THOUGHT: The current observation indicates that the input query regarding the energy expenditure
of a 40-year-old male has been successfully entered into the Wolfram Alpha input field. The
next logical step is to click the "Compute input button" (identified as button [11]), which will
trigger the computation necessary to provide the answer to the query. By clicking this button,
I expect to be directed to a results page that will contain the calculated energy expenditure
for the specified activity. This action is crucial for progressing towards the task completion,
as it directly leads to the acquisition of the desired information. Without this step, the task
would remain unfulfilled, as I would not receive the answer needed.After performing the click
action, the immediate next steps would involve examining the results presented on the following
page. I would look for the specific answer regarding the energy expenditure, which should be
prominently displayed. If the answer is clear and satisfactory, I would then proceed to stop
the task and provide the final answer. If the results are unclear or do not address the question
adequately, I may need to consider alternative actions, such as refining the query or seeking
additional information. However, given the context, it is likely that the results will provide
the necessary information to complete the task.
ACTION: “‘click [11]“‘

Table 19: Examples of hallucination in D̂c
L. Parts with hallucination are marked in red.
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OBSERVATION:
Tab 0 (current): BBC News - Breaking news, video and the latest top stories from the U.S. and
around the world

[1] RootWebArea ’BBC News - Breaking news, video and the latest top stories from the
U.S. and around the world’ focused: true
- [2] button ’Open menu’
.........
- [11] link ’Business’
- [12] link ’Innovation’
- [13] link ’Culture’
- [14] link ’Arts’
- [15] link ’Travel’
- [16] link ’Earth’
- [17] link ’Audio’
- [18] link ’Video’
- [19] link ’Live’
.........
- [31] link ’BBC InDepth’
- [32] button ’More’

OBJECTIVE: Find out which musician made the headlines in Music News. Please interact with the
BBC News website.
THOUGHT: The current page is the homepage of BBC News, and the objective is to locate
musician-related headlines in Music News. To achieve this, I need to navigate to the "Music"
section.
ACTION: click [15] (Incorrectly selects the "Travel" link due to hallucination.)

OBSERVATION:
Tab 0 (current): BBC News - Breaking news, video and the latest top stories from the U.S. and
around the world

[1] RootWebArea ’BBC News - Breaking news, video and the latest top stories from the
U.S. and around the world’ focused: true
- [2] button ’Open menu’
.........
- [11] link ’Business’
- [12] link ’Innovation’
- [13] link ’Culture’
- [14] link ’Arts’
- [15] link ’Travel’
- [16] link ’Earth’
- [17] link ’Audio’
- [18] link ’Video’
- [19] link ’Live’
.........
- [31] link ’BBC InDepth’
- [32] button ’More’

OBJECTIVE: Find out which musician made the headlines in Music News. Please interact with the
BBC News Website.
THOUGHT: To find Music News, I need to navigate to the "Music" section. Although there is no
direct link to "Music," the "Culture" link might lead to music-related news.
ACTION: click [13] (Correctly selects the "Culture" link, demonstrating inference capability.)

Table 20: Case comparison between rejected sampling baseline (upper half) and WebCoT (lower half). Parts with
hallucination are marked in red, and correct ones are colored in cyan.
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EXCLUDED_WEBSITES_MIND2WEB = { ’exploretock’, ’kohls’, ’united’, ’parking’, ’viator’,
’delta’, ’redbox’, ’soundcloud’, ’gamestop’, ’travelzoo’, ’amctheatres’, ’ryanair’,
’cargurus’, ’resy’, ’rentalcars’, ’kbb’, ’cabelas’, ’menards’, ’yellowpages’, ’tripadvisor’,
’tiktok.music’, ’stubhub’, ’thumbtack’, ’weather’, ’uhaul’, ’health.usnews’, ’healthgrades’,
’theweathernetwork’, ’zocdoc’, ’usnews.education’, ’epicurious’, ’osu.edu’, ’ups’,
’dmv.virginia.gov’, ’extraspace’, ’finance.yahoo’, ’pinterest’, ’sixflags’, ’spothero’,
’justice.gov’, ’foxsports’, ’ign’, ’koa’, ’tvguide’, ’webmd’, ’sports.yahoo’, ’babycenter’,
’tesla’, }
EXCLUDED_WEBSITES_WEBVOYAGER = { ’booking’, ’espn’, ’amazon’, ’google’, ’googleflight’,
’allrecipes’, ’cambridgedictionary’ }

Table 21: List of omitted websites.
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