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Abstract

Fine tuning pretrained language models for
downstream NLP tasks, while effective, can
be costly when the model size and the number
of tasks increase, as it requires full parame-
ter updates and a separate model served for
each task. Parameter-efficient tuning (PET)
addresses the issue by keeping the pretrained
parameters fixed while introducing minimal
task-specific parameters. There are two es-
sential PET paradigms: prompt-based tun-
ing and adapter-based tuning, each with dis-
tinct limitations. Prompt-based methods suf-
fer from increased input lengths and sensitivity
to weight initialization, whereas adapter ap-
proaches can substantially increase inference
time. To overcome these limitations, we pro-
pose prompt adaptive tuning (PrAd), a general
prompt-based tuning framework for decode-
only models that delivers strong performance
with high efficiency, even in multi-task scenar-
ios. Unlike conventional prompt-based tuning
which uses soft tokens to "wrap" inputs, PrAd
employs adapters for flexible input transforma-
tion. While traditional adapter-based tuning
adapts both the prompt and decoded tokens,
PrAd only adapts the prompt. PrAd enables the
creation of diverse prompt-based approaches
while providing critical advantages for real-
world use: (1) it can maintain original input
lengths with easy initialization during training,
like adapter-based methods; (2) it can reduce
management costs while facilitating deploy-
ment and efficient batch inference of different
tasks, like prompt-based tuning.; and (3) it in-
troduces no additional inference latency in the
decoding phase even when serving multiple
tasks concurrently. Experiments on six diverse
tasks demonstrate that PrAd can consistently
attain comparable or better performance and
higher inference efficiency.

1 Introduction

It has been a dominant paradigm to fine tune a
pretrained language model (PLM) for the transfer

learning of downstream NLP tasks. Though pow-
erful, fine tuning all the parameters and serving a
new tuned model for each task can be prohibitively
expensive when the number of tasks and model size
grow. Parameter-efficient tuning methods (PETs),
such as prompt-based tuning (Lester et al., 2021;
Li and Liang, 2021), adapter tuning (Houlsby et al.,
2019; Pfeiffer et al., 2020; He et al., 2021; Lei
et al., 2024; Zhang et al., 2023b), and LoRA (Hu
et al., 2021), represent effective approaches to ad-
dressing this issue. PETSs can attain high parameter
sharing by only updating a small number of extra
parameters for each task and keeping the pretrained
parameters frozen.

Despite their widespread adoption, current main-
stream PETSs exhibit distinct limitations in prac-
tical applications. Prefix Tuning and its variants
(Li and Liang, 2021; Wu et al., 2022; Chen et al.,
2022; Yang et al., 2023) prepend the input with
additional trainable prefixes, which increases the
input length and reduces the usable sequence length
for downstream tasks. Meanwhile, Prefix Tuning is
hard to optimize and its performance changes non-
monotonically in trainable parameters (Hu et al.,
2021). While adapter-based methods demonstrate
superior overall performance and greater stability
compared to Prefix Tuning (He et al., 2021; Ding
et al., 2023), they are much less efficient in terms
of batch inference across diverse tasks, and may in-
cur more management costs and notable additional
inference latency in certain scenarios. It has been
shown that adapter-based methods can introduce
over 20% additional inference latency in an online,
short-sequence-length scenario (Hu et al., 2021).
Riicklé et al., 2020 propose to drop the adapters
in the lower layers of the pretrained models for
higher training and inference efficiency. Condi-
tional Adapter (Lei et al., 2024) reduces significant
computation by selecting only a small subset of
input tokens to query the pretrained model. How-
ever, this method is intricate and only applicable
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for encoder-only models. LoRA (Hu et al., 2021)
introduces no additional inference latency when
serving a single task by enabling the merging of
its trainable parameters into the pretrained model.
However, in multi-task settings, LoRA’s efficiency
benefit is compromised as task-specific adapters
must be maintained separately, preventing weight
merging and introducing additional inference la-
tency.

To overcome the limitations of existing PET
methods, we introduce PrAd, a novel and efficient
PET framework for decoder-only LMs that delivers
strong performance while maintaining high effi-
ciency, even in multi-task scenarios. PrAd utilizes
adapters exclusively during the refill stage. It pro-
vides several key advantages for practical utiliza-
tion: 1. It can facilitate deployment and batch
inference of different tasks, and reduce the man-
agement and memory costs incurred by adapters
by up to 50% in practical scenarios where the pre-
fill and decoding phases are dis-aggregated (Zhong
et al., 2024). 2. Its ease of implementation and
training, coupled with robust performance across
various NLU and NLG tasks, are pivotal for prac-
tical adoption. 3. It does not increase the input
length, thereby not reducing the available input
length for downstream tasks, addressing a major
limitation of existing prompt-based methods. 4. It
introduces negligible additional inference latency
even when serving multiple tasks concurrently. Our
main contributions are summarized as below:

* We propose PrAd, a general prompt-based tun-
ing framework for decode-only models, fea-
turing in "transforming" the prompt with train-
able modules only in the prefill phase, giving
rise to various novel prompt-based methods.
Existing prompt-based approaches can also be
conceptualized as specific instances of PrAd.

* We propose sequential and parallel adapter-
enhanced prompt tuning strategies which syn-
ergistically integrate the advantages of both
prompt-based and adapter-based tuning. Our
approach is unique in that it does not incur
any extra inference latency during decoding
while serving multiple tasks concurrently.

* We conduct extensive experiments across var-
ious tasks to validate the effectiveness of our
methods. PrAd stands out for causing negligi-
ble extra inference latency in single-task set-
tings and far greater efficiency in multi-task

Prefill Decode
Step Step 1 Step 2 Step n+1

‘ M

ppegpsghest

Figure 1: PrAd Inference. "M" represents the pre-
trained LM. "A" denotes inserted adapters. The prompt
and output tokens are represented by @ and y; respec-
tively. "KV" denotes the key-value caches. "EOS" is the
stop token. PrAd differs from traditional adapter-based
approaches by utilizing adapters exclusively during the
prefill stage. It slashes the management and memory
overhead associated with adapters by 50% in decou-
pled deployments, while introducing zero additional
inference latency during decoding.

scenarios while still delivering competitive
performance and facilitating deployment. Our
code is publicly available !

2 Background

2.1 Decoder-only language model

The Transformer model (Vaswani et al., 2017)
is now the most widely-used architecture for the
majority of successful PLMs. A standard Trans-
former model consists of an encoder and a de-
coder. Decoder-only LMs only use the decoder
for pretraining with the task of language model-
ing (Radford et al., 2018). A typical Decoder-
only LM comprises of an Embedding layer, fol-
lowed by a stack of Transformer Blocks and a LM
head at the end. Each Transformer Block com-
prises of two sub-layers: Multi-head Self-Attention
Layer (ATTN) and a fully connected Feed-Forward
Network (FFN). Decoder-only LMs demonstrated
strong performance on many NLP tasks in the zero-
shot and few shot settings (Brown et al., 2020)
and have garnered popularity nowadays. Formu-
lating various NLP tasks as conditional Natural
Language Generation (NLG) problems has been
a popular practice in NLP as it allows us to use a
unified learning framework while maintaining com-
petitive performance across various tasks (Raffel
et al., 2020). Let us denote @ = [zg, T1, ..., Ty,
as the input (or prompt), and y = [y0, Y1, .-+, Yn)
as the output sequence. A decoder-only LM such
as (Radford et al., 2019; Brown et al., 2020; Tou-
vron et al., 2023) generates the target sequence

Code: https://github.com/younengma/prad
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auto-regressively as below:

yi = LM([z, y<;]) (1)

The inference process comprises of two phases:
Prefill: encode the input and generate the first out-
put token. Decode: generate the rest of tokens
based on tokens that come before them. During
the inference process, as each token only depends
on past tokens, the keys and values of the past to-
kens can be cached and reused for the generation
of future tokens. The computation of prefill phase
and decode phase differs in latency preference for
different forms of parallelism. It is often beneficial
to dis-aggregate those two phases for optimized ser-
vice serving in real scenarios (Zhong et al., 2024).

2.2 Parameter-efficient Tuning

Nowadays, as pretrained models become increas-
ingly larger, fine tuning all parameters and serving
a tuned model for each task can be prohibitively
expensive, especially when a large number of tasks
are involved. PET is an effective approach to mit-
igate the issue. The main idea of PET is to fix
the pretrained model’s parameters and introduce a
small set of extra trainable parameters for task adap-
tation, yielding high parameters sharing. PETSs are
promising for several reasons. Firstly, they can of-
ten perform comparable with Fine Tuning while be-
ing much more parameter efficient (Houlsby et al.,
2019; Li and Liang, 2021; Hu et al., 2021; He et al.,
2021). Secondly, many of these methods support
efficient batch inference across multiple tasks con-
veniently, a particularly valuable feature for large-
scale applications like cloud services where simul-
taneous processing of numerous tasks is essential.
Finally, in low-resource settings, PETs demonstrate
superior extrapolation performance than Fine Tun-
ing (Li and Liang, 2021). Many innovative PETs
have been introduced and summarized in the liter-
ature (Ding et al., 2023; Han et al., 2024). Here,
we introduce the methods that are particularly per-
tinent to our work.

Prompt-based tuning: A prompt usually refers
to the input to a LM at the input layer. Broadly
speaking, a prompt can also refer to an input to
deep layers of the LM. Prompt-based tuning fea-
tures in wrapping the input with additional tokens
to convert various downstream NLP tasks to a uni-
fied language modeling task (Brown et al., 2020;
Liu et al., 2023). It is a powerful and attractive
paradigm as it allows the LM to perform few-shot

or even zero-shot learning with plain texts. How-
ever, designing manual prompts or searching for
discrete prompts can be time-consuming and sub-
optimal (Liu et al., 2022a). Some works propose to
combine soft trainable prompts with text prompts
(Lester et al., 2021; Li and Liang, 2021; Liu et al.,
2022b). Prompt Tuning (Lester et al., 2021) in-
serts soft prompts in the input layer and it become
more competitive as the model size grows. In-
stead of adding prompts only at the input layer,
Prefix Tuning (Li and Liang, 2021) introduces train-
able continuous tokens (prefixes) to at every Trans-
former layer, and significantly enhances model per-
formance. Instead of using fixed prefixes, recent
methods propose to incorporate dynamic prefixes
that are dependent on input instances (Chen et al.,
2022; Wu et al., 2022; Yang et al., 2023). These
methods have shown enhanced performance, albeit
with an increase in complexity. An advantage of
prompt-based methods over other methods is that
they usually do not modify the architecture of the
PLM, a feature that streamlines the implementa-
tion and makes deployment in real-world scenarios
more convenient. Although prompt-based methods
have shown very competitive performance in vari-
ous downstream tasks, they are relatively difficult
to optimize especially for tasks with long input and
generally converge slower (Li and Liang, 2021; Hu
et al., 2021; Chen et al., 2022). Meanwhile, adding
prefixes to the input increases the input length and
reduces the available sequence length for down-
stream tasks.

Adapter-based tuning: Adapter-based tuning
approaches (Rebuffi et al., 2017; Zhu et al., 2021;
He et al., 2021) insert lightweight neural modules,
termed adapters, into the pre-trained model and
tune only the adapters for task adaptation. From
a broader perspective, all PETs can be conceptu-
ally seen as specialized forms of adapter-based ap-
proaches, as they fundamentally share the principle
of incorporating lightweight neural modules for
task adaptation, despite variations in module de-
sign and application. Adapters were first proposed
by Rebuffi et al., 2017 for domain transfer learn-
ing in computer vision. Houlsby et al., 2019 then
applied adapters for efficient NLP transfer learn-
ing and designed a popular adapter architecture
which comprises of a down projection W, and a up
projection W,, with a residual connection for the
Transformer Layer (Vaswani et al., 2017) as below:

A(x) = ReLU (xWy)W,, + x )
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Adapter-based methods are very competitive
as they can often perform on par (or only
slightly under-perform) compared with Fine Tun-
ing (Houlsby et al., 2019; Lin et al., 2020; Riicklé
et al., 2020; He et al., 2021). There are two types
of adapters: Sequential Adapter (SA) (Houlsby
et al., 2019) and Parallel Adapter (PA) (He et al.,
2021; Zhu et al., 2021). SA is inserted after the
PLM module, the PLM module and the adapter
process the input sequentially. In contrast, PA is
inserted beside the PLM module, the PLM mod-
ule and the adapter process input in parallel. An
graphical illustration of SA and PA is depicted in
Figure 2(a) and (c). PA has demonstrated better
performance than SA in many scenarios (He et al.,
2021; Zhu et al., 2021). In terms of computational
efficiency, compared with standard Fine Tuning,
adapters can be up to 60% faster in training while
being 4-6% slower at inference on average (Riicklé
et al., 2020). However, the inference latency in-
troduced by adapters can be significant (>20%)
in an online, short-sequence-length scenario (Hu
et al., 2021). Riicklé et al., 2020 showed that drop-
ping the adapters from lower transformer layers
can improve the inference speed considerably in
multi-task settings. Conditional Adapter (Lei et al.,
2024) attained an impressive 2x to 8x inference by
selecting only a small subset of input tokens to be
processed by the slower pretrained model and all to-
kens processed by the fast adapter layer. However,
this method is only applicable to encoder models
and introduces significant complexity. Inspired by
that fact that pretrained models reside on a low in-
trinsic dimension (Li et al., 2018; Aghajanyan et al.,
2020), Hu et al., 2021 proposed Low-Rank Adap-
tation (LoRA) approach which injects trainable
decomposition low-rank matrices into each layer
of the Transformer architecture for task adaptation.
LoRA can be regarded as a special case of PA. One
key advantage of LoRA is that task-specific weights
can be merged into the pretrained model, introduc-
ing no additional inference latency. However, this
benefit is lost in multi-task scenarios, where dif-
ferent tasks require separate LoRA weights and
merging is no longer feasible. Similarly, in single-
task settings involving concurrent deployment of
multiple adapter versions—such as during A/B test-
ing—weight merging cannot be applied, limiting
LoRA’s deployment flexibility. LoRA has gained
much popularity recently and has been further de-
veloped (Valipour et al., 2022; Zhang et al., 2023a;
Liu et al., 2024).

3 Our Method

We introduce Prompt Adaptive Tuning (PrAd) for
decoder-only LMs, a novel and versatile prompt-
based framework which extends existing prompt-
based approaches while integrating the advantages
of adapter-based methods. The core innovation of
PrAd lies in its general and dynamic input trans-
formation mechanism during the prefill phase, for-
mally expressed as: @’ = A(x), where "A" repre-
sents a parameterized prompt transformation mod-
ule,  denotes input representation. As illustrated
in Figure 1, the inference of decoder-only LMs
comprises of two distinct operational phases: prefill
and decode. Disaggregating these two phases can
often lead to optimized service performance and
efficiency (Zhong et al., 2024). We decouple these
phases into separate computational models - specif-
ically, a prefill model and a decode model. PrAd ex-
clusively modifies the prefill model by incorporat-
ing "A" into its structure for task adaptation, while
keeping the decode model intact. Notably, conven-
tional prompt-based methods (Li and Liang, 2021;
Chen et al., 2022; Wu et al., 2022; Yang et al., 2023)
can also be regarded as special instances of PrAd.
PrAd offers substantial versatility in the choice of
"A", enabling the derivation of numerous PrAd
variants. However, selecting an appropriate "A"
remains crucial for achieving successful outcomes.
Empirical findings from existing prompt-based ap-
proaches indicate that an effective transformation
"A" should create a strong dependency between
x and z’. Human-designed prompts should be
relevant to the input topic (Brown et al., 2020).
The soft prefixes should be initialized using task-
specific token embeddings for more stable train-
ing (Li and Liang, 2021). Incorporating input-
dependent prefixes has been shown to improve
model performance (Chen et al., 2022; Wu et al.,
2022; Yang et al., 2023). Prompt-based methods
are closely correlated with adapter-based methods.
He et al., 2021 demonstrated that the underlying
mechanism of prompt-based tuning can be can be
mathematically formulated as implementing PA in
the ATTN layer. However, unlike adapter-based
methods that can employ identity initialization in
the residual adapters for stable training (Houlsby
et al., 2019), Prefix Tuning lacks the residual struc-
ture, which may partially account for the optimiza-
tion difficulties observed in Prefix Tuning. Con-
ventional prompt-based methods primarily perform
input transformations limited to the ATTN layer via
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Figure 2: Graphical illustration of the computation of standard adapters and the proposed PrAd variants when
decoding the 7*" target token. Here, "M" represents a certain sublayer of the PLM that is frozen. "A" denotes an
inserted trainable adapter that works together with "M". "x" denotes the input hidden states related to prompt.

o oo

"y ;" represents the input hidden states related to the already decoded tokens. "x’" and "y ~; " represent the output
hidden states. Standard adapters process both "z" and "y ;" with "M" and "A" as denoted in (a) and (c). In contrast,
the proposed methods process "x" with "M" and "A", but process "y;" only with "M" as shown in (b) and (d).

’additional attention values’. As Wang et al., 2024
theoretically proves, the limitation makes them less
adaptable than methods employing flexible direct
input transformations. This rigidity may explain
why prompt-based methods often underperform
adapter methods on challenging tasks.

Building upon these theoretical insights and
empirical observations, we propose the adapter-
based prompt transformation, leveraging residual
adapters to enable powerful input transformation,
while enforcing a strong dependence relationship
between x and =’ and enabling identity initializa-
tion for stable training. When decoding the i*"
token of target sequence, the input is the concate-
nation of prompt & and the already decoded token
sequence Y;. Let us denote a’, y”; as the corre-
sponding outputs of x, y; respectively. A stan-
dard parallel adapter (He et al., 2021) computes its
output together with a pretrained module as below:

[yl = M([z, y<i]) + Allz,y<i]) )

where "IM" denotes the frozen pretrained module
and "A" denotes the adapter. As we can see in the
function, the standard parallel adapter processes
both the prompt @ and the already decoded tokens
Y. Inspired by the fact a PLM can be effectively
steered only by prompts, we propose to apply a
parallel adapter only on the prompt :

=, yZil = M([z, y<i]) + [A(2), 0] 4)

As the proposed approach incorporates a paral-
lel adapter that exclusively processes the prompt,
it’s termed Prompt Adaptive Tuning with Parallel

Adapter (PrAd-PA). Accordingly, we also propose
the sequential variant of PrAd (PrAd-SA). A con-
ventional sequential adapter (Houlsby et al., 2019),
together with a pretrained module, processes the
input as below:

Applying the sequential adapter only on the prompt
x yields PrAd-SA:

@, yls] = [A(M(@, y<i):0),M(z, yi) 1]

(6)
where [ is the length of x, tensor slicing oper-
ations (eg."[: []" and "[I :]") follow the rule of
PyTorch. Figure 2 depicts the different compu-
tation processes between standard adapters and the
proposed methods. The key distinction between
PrAd and prior adapter methods (Houlsby et al.,
2019; He et al., 2021) is that adapters of PrAd
only process the prompt, while adapters of previ-
ous methods process both the prompt and already
decoded tokens. Our design eliminates adapter
requirements during decoding, reducing their mem-
ory footprint and management overhead by 50%
in prefill-decode deployments while also boosting
decoding efficiency. PrAd can also be viewed as a
dynamic prompt tuning method (Wu et al., 2022),
as its adapters generate instance-specific prompts
for modules after them. However, unlike previous
methods, PrAd maintains the original input length
and offers broader applicability as it’s not restricted
to ATTN layer. PrAd introduces no additional infer-
ence latency during decoding even in multi-task set-
tings. As far as we know, this is only PET method
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that possesses this merit. Although this article pri-
marily focuses on adapter-based methods given
their effectiveness and broad usage, it is worth not-
ing that other PrAd variants can be easily derived.
In most cases, for an existing PET method, we can
apply it exclusively to the prefill model to develop a
corresponding PrAd variant. For instance, by only
tuning the bias terms of the prefill model using Bit-
fit (Zaken et al., 2021), we can derive PrAd-Bitfit.
Similarly, applying DoRA (Liu et al., 2024) only
during the prefill phase yields PrAd-DoRA.

4 Experiments

4.1 Tasks, datasets and metrics

To validate the effectiveness of the proposed meth-
ods, we conduct experiments on both NLU and
NLG tasks with six diverse datasets as below:
SST2: A sentence-level binary classification task.
We use the binary version Stanford Sentiment Tree-
bank (Socher et al., 2013), a corpus of movie re-
views with human annotations of their sentiment.
The model needs to predict the sentiment label (pos-
itive/negative) of a given sentence. We report the
accuracy metric on the development set.

MNLI: A Natural Language Inference NLU task.
We use the Multi-Genre Natural Language Infer-
ence Corpus (Williams et al., 2017). The model
needs to determine whether a premise-hypothesis
pair is entailment, neutral or contraction. We report
the accuracy score of the matched section on the
development set.

E2E: A table-to-text NLG task. We use the E2E
datasets (Novikova et al., 2017) which contains
around 50K examples with 8 distinct fields in the
restaurant domain. The model needs to generate
natural language responses based on attributes. We
report BLEU (Papineni et al., 2002), NIST (Belz
and Reiter, 2006), METEOR (MET) (Banerjee and
Lavie, 2005), ROUGE-L (Lin, 2004) and CIDEr
(Vedantam et al., 2015) with the official evaluation
script.

WebNLG: A table-to-text NLG task. We use the
WebNLG-challenge (Gardent et al., 2017) dataset
which contains triplets-text pairs of 9 categories in
the train and validation set and five extra unseen
categories in the test set. The model needs to gen-
erate sensible sentences based on short triplets. We
report BLEU, MET and TER (Snover et al., 2005)
for All (A), Seen (S) and Unseen (U) categories on
the test set following notations in Prefix Tuning (Li
and Liang, 2021).

MT: A German to English translation task. We use
the IWSLT2014 GE-EN dataset. We report BLEU.
XSUM: An English summarization task. We use
XSum (Narayan et al., 2018) dataset. The model
needs to predict a summary given a news article.
We report ROUGE-1/2/L (Lin, 2004).

4.2 Baselines and proposed model variants

To validate the proposed methods, we use the fol-
lowing representative methods as the baselines:
Fine Tuning: Fine Tuning is a classic approach
for adaptation which updates all the parameters in
the pretrained model. It can show a relative upper
bound performance of the tasks.

Prefix Tuning: Prefix Tuning (Li and Liang, 2021)
is a seminar work of prompt-based tuning meth-
ods. It prepends trainable prefix vectors to the keys
and values of every ATTN layer for task adaptation.
We use the re-parametrization trick (Li and Liang,
2021) in all the experiments for stable training.
PA: Parallel Adapter inserts an adapter in parallel
into an existing sublayer. We focus on the appli-
cation of parallel adapters in the FFN layer as it
attains better performance (He et al., 2021).
LoRA: LoRA is a special kind of PA where train-
able pairs of rank decomposition matrices are in-
serted in parallel to existing weight matrices. By
default, we mainly focus on the basic variant which
applies LoRA to query, value projection matrices
in the ATTN layer (Hu et al., 2021).

SA: Sequential Adapter inserts an adapter after an
existing sublayer (Houlsby et al., 2019). We focus
on the application of sequential adapter in the FFN
layer for simplicity.

We mainly consider the following variants of the
proposed PrAd methods and provide experiment re-
sults of additional PrAd variants in Appendix C.2.
PrAd-PA: The "PA version" of PrAd. Like PA, we
insert an adapter into the FFN layer. However, in
PA, the inserted adapter processes both the prompt
x and the decoded tokens y.; as shown in Figure
2(c). In PrAd-PA, the inserted adapter processes
only « as shown in Figure 2(d).

PrAd-LoRA: In LoRA, the inserted adapter pro-
cesses both x and y; as shown in Figure 2(c). In
PrAd-LoRA, the inserted adapter only processes
x as shown in Figure 2(d). By default, we apply
LoRA only in the ATTN layer.

PrAd-SA: The sequential version of PrAd. While
adapters in SA process both x and y; as depicted
in Figure 2(a), adapters in PrAd-SA only process
x as shown in Figure 2(b).
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SST2 MNLI E2E WebNLG
Accuracy  Accuracy  BLEU NIST MET ROUGE-L  CIDEr BLEU MET TERJ
Fine Tll[lil’lg 91.36.73 81.52.18 68.2270 8.742,058 0.4644001 70.78453 2.441_014 45-33.88 0.375.002 0.5344013
Prefix Tuning 91 .32,42 68.31 81 @,06 8.743,009 0.4654001 71.4115 2.462_005 529541 m.[)()l 0.4424004
PA 91.74 34 80.0036  67.7649 8.637 054 0.464001  70.2717 2382931 50.6933 0.402901 0.465 03
LoRA 90.83 73 80.3295 683527 8761019 0464002 70.6228 2427024 52.0736 0.406001 0.448 o6
PrAd-PA 91.63 09 799623 684003 8736028 0462002 709102 2396004 513821 0.400001 0.454 06
PrAd-LoRA 90.4442 80.74,24 68.55_20 8.744 025 0.464 001 709523 2.397,007 51-72.64 04398,001 0.465009

Table 1: Performance on tasks SST2, MNLI, E2E and WebNLG with GPT-2 Small. Here, we report metrics for
"All categories" on WebNLG. The PETs have similar sizes of parameters to store during inference. We run each
experiment 3 times with random seeds and report the mean value with standard deviation in the subscript. The best

scores among PETs are boldfaced and second best scores are underlined.

GPT-2 Large LLaMA-7B
SST2 MNLI MT XSUM SST2 MNLI MT XSUM
Accuracy Accuracy BLEU ROUGE-1/2/L Accuracy Accuracy BLEU ROUGE-1/2/L
PA 94.53 14  85.6434 33.9423 38.32(3/16.700:/31.145; 969016 90.1403 40.73 17 43.941,/21.59 12/36.15 14
LoRA 944211 853835 33.1305 37.89.13/16.36,08/30.7799 969025  90.4503 40.4216 43.66.12/21.3215/35.90 15
PrAd-PA 94.65,4 857313 34353 38.1313/16.4911/31.0113 97.051; 90.3004 40.5616 43.8810/21.5003/36.15 o9
PrAd-LoRA 942734 853597 33.0009 37.9216/16.2810/30.80.19 96.9025  90.4614 40.4619 43.7811/21.4020/36.05 16

Table 2: Performance on tasks SST2, MNLI, MT and XSUM with GPT-2 Large and LLaMA-7B.

MT XSUM
BLEU ROUGE-1/2/L
Fine Tuning 311804  35.11.10/13.97 09/28.17 o7
Prefix Tuning 16.72.16  30.84 ¢3/10.49 ¢5/24.41 g
SA 29.9201  33.38,09/12.67 05/26.77 o7
PA 30.6316 34.09.09/13.24 (4/27.34 o5
LoRA 29.57 11 33.72,04/12.70 03/26.94
LoRA-FFN 311803  33.93,04/13.01 02/27.21 o7
PrAd-SA 277114  33.71,07/12.83 04/27.09 o7
PrAd-PA 294019 34.19 05/13.20 06/27.55 o7
PrAd-LoRA 26.67 33  33.6102/12.72 04/27.00 o3

PrAd-LoRA-FFN = 29.96 99  34.11 ¢6/13.19 03/27.49 05

Table 3: Performance on tasks MT and XSUM with
GPT-2 Small.

4.3 Experiment settings

We use GPT-2 Small (124M), GPT-2 Large (774M)
(Radford et al., 2019) and LLaMA-7B (Touvron
et al., 2023) as the PLMs. We formulate all
tasks as NLG problems. For example, instead of
adding a classification head for label index pre-
diction, we directly generate the sentiment label
(positive/negative) conditioned on the input text
for SST2. We mainly focus on the variants of par-
allel PrAds and their counterparts, PA and LoRA
given their superiority (He et al., 2021; Zhu et al.,
2021; Ding et al., 2023). As a general rule, we
use a smaller parameter budget for easier tasks (e.g.
SST2 and MNLI) and larger parameter budget for
harder tasks (e.g. MT and XSUM). For a fair com-
parison, the sizes of the parameters to store during
inference of different PETs are set to be nearly
the same for the same task. For data processing,
we follow the sample practice by Lin et al., 2020,

which inserts task tokens into the input to help the
model better understand the semantic structure of
the input. We run the experiments with 3 random
seeds and report the average score with standard
deviation in the subscript. More experiment details
are provided in the Appendices A and B.

4.4 Results and Analysis

GPT-2 small: The performance on tasks SST2,
MNLI, E2E and WebNLG is presented in Table
1. For NLU tasks SST2 and MNLLI, the proposed
PrAd methods consistently achieve comparable or
superior performance relative to PA and LoRA,
thereby validating their effectiveness. In contrast,
Prefix Tuning exhibits a substantial performance
degradation on MNLI, suggesting inherent opti-
mization challenges of the method. For E2E, Prefix
Tuning achieves the best overall performance on
the task. The performance gap of Prefix Tuning on
MNLI and E2E demonstrates that a method which
underperforms on one task may excel on another,
underscoring the importance of evaluating methods
across diverse tasks. Our methods keep perfor-
mance parity. Notably, PrAd-LoRA achieves the
highest BLEU score and exhibits superior perfor-
mance compared to both PA and LoRA, suggest-
ing that our approaches can outperform conven-
tional adapter-based methods in specific task. For
WebNLG, PETs generally outperform Fine Tun-
ing and the proposed methods perform comparable
with baselines. Table 3 presents the results on the
more challenging XSUM and MT tasks. Prefix
Tuning exhibits a significant drop in performance.
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Number of Tasks 8 16 64
Inference Phase  Prefill Decode Total Speedup  Prefill Decode Total Speedup  Prefill Decode Total ~ Speedup
LoRA 27.54 174791 1775.05 - 45.05 2774.53 2819.59 140.39 8588.22 8728.61 -
PA 15.67 937.09  952.76 x0.86 22.69 1329.27 135196  x1.09 70.13  3429.28 349941  x1.49
PrAd-LoRA 27.54 482.05  509.59 x2.48 45.05 496.56  541.62 x4.21 140.39 513.29  653.68  x12.35
PrAd-PA 15.67 482.05 497.72 x2.57 22.69 496.56  519.25 x4.43 70.13 51329 58342  x13.96

Table 4: Inference latency with GPT-2 Large measured in milliseconds averaged across 50 runs on an Nvidia A100
40G in multi-task scenarios. In each run, we simultaneously encode multiple task samples of 64-token length and
generate output sequences of equal length. The number of trainable parameters of different PETs are set nearly
the same and the bottleneck dimension in the adapters is 16. The speedup is compared with LoRA. The shortest
inference time among the PETs is shown in bold, while the second shortest is underlined.

While our methods show slightly inferior perfor-
mance to PA and LoRA on MT, they demonstrate
improved performance on XSUM. Notably, PrAd-
PA outperforms all baselines on XSUM. More-
over, the results reveal that implementing LoRA in
the FFN layer (LoRA-FFN and PrAd-LoRA-FFN)
yields better performance, which aligns with previ-
ous research (He et al., 2021).

GPT-2 Large and LLaMA-7B: We further con-
duct experiments on 4 tasks: SST2, MNLI, XSUM
and MT with GPT-2 Large and LLaMA-7B. We
only compare our methods with LoRA and PA
given their superiority (He et al., 2021; Hu et al.,
2021; Ding et al., 2023). Table 2 presents the per-
formance on the 4 tasks. Our method matches or
exceeds strong baselines (PA/LoRA). On GPT-2
Large, PrAd-PA emerges as the top-performing
method across three tasks: SST-2, MNLI, and
MT, while securing the second-best performance in
XSUM. PrAd-LoRA maintains comparable perfor-
mance against the baselines. On LLaMA-7B, PrAd-
LoRA achieves optimal performance in MNLI,
while PrAd-PA ranks first in SST2 and ranks sec-
ond in both MT and XSUM tasks. Notably, while
our methods underperform on MT with GPT-2
Small (as shown in Table 3), they can outperform
the baselines on the large models, suggesting that
our approaches become more competitive with the
increase in model scale.

Inference efficiency: Prior research (Hu et al.,
2021; Riicklé et al., 2020) has found that adapters
can introduce significant additional inference la-
tency in certain scenarios, which is also observed
in our experiments. Figure 3 presents the inference
time of different methods with various sequence
lengths and batch sizes with GPT-2 Small in single
task settings. PrAd-LoRA, like LoRA, introduces
no extra inference latency, whereas PrAd-PA and
Prefix Tuning have minimal impact. PA, however,
leads to a significant latency increase. These find-
ings are further corroborated by our extended ex-

Batch Size =1 Batch Size = 8

N
S

Methods

PA
—x- LoRA
- PrAd-PA
-+ PrAd-LoRA
—e+— Prefix Tuning

Methods

PA
«= LoRA
PrAd-PA
PrAd-LoRA
—e— Prefix Tuning

@

12.5

3

.

o

. A
o i\

Tgg

Increased Inference Latency (%)
Increased Inference Latency (%)
3
°

peme

3 A . 7
%, H cag” Sy RN g
S~ DT s AN IR et T e

o

0 100 200 300

Sequence Length

400 0 100 200 300

Sequence Length
Batch Size = 32

Methods
PA

LoRA

e PrAd-PA
-+ PrAd-LoRA
—e— Prefix Tuning

400

Batch Size = 16

-
15 Methods

PA
«= LoRA
------ PrAd-PA
=+ PrAd-LoRA
—e— Prefix Tuning

Increased Inference Latency (%)
3
Increased Inference Latency (%)

K ———ar®
P N P e

R e Oy e

_e—t—e
e

0

0 100 200 300

Sequence Length

400 0 100 200 300

Sequence Length

400

Figure 3: The increased inference latency (%) com-
pared with Fine Tuning averaged over 50 runs on an
NVIDIA A100 40G with GPT-2 Small. In each run, we
encode an input of "Sequence Length" and generate an
output sequence of the same length. The prefix length
and bottleneck dimension in the adapters are set as 32.

periments on large models in Appendix C.1. Table
4 presents the inference time when handling mul-
tiple tasks simultaneously. The results show our
methods achieves substantially higher efficiency
than PA and LoRA. While LoRA achieves high
inference efficiency in single-task settings, it is
much less efficient than our approach in multi-task
scenarios due to the use of task-specific adapters
during both prefill and decoding phase, which pre-
vents effective batched computations. In contrast,
as PrAd doesn’t use any task-specific modules in
the decoding phase, it attains high inference ef-
ficiency in multi-task environments by enabling
batched inference across tasks and introducing al-
most no additional computational overhead during
decoding.

Management costs reduction: In real-world de-
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ployments, the prefill and decode phases are often
decoupled for service optimization. PrAd intro-
duces adapters exclusively during the prefill phase,
leaving the decode model unchanged throughout
the adapter lifecycle. This design confines adapter
maintenance—including updates, removals, and
version control—to the prefill model only, result-
ing in a 50% reduction in adapter management
overhead.

5 Conclusion

We propose PrAd, a general prompt-based tuning
framework for decoder-only LMs. PrAd enables
the development of diverse prompt-based methods
and integrates the strengths of both prompt-based
and adapter-based tuning. PrAd (1) maintains input
length and allows simple initialization during train-
ing, while performing on par with or surpassing
strong baselines (e.g., PA, LoRA) across diverse
tasks; 2) introduces zero additional inference la-
tency during decoding, even when serving multi-
ple tasks concurrently; 3) facilitates deployment
and batch inference of various tasks, reducing 50%
management and memory costs of adapters while
significantly boosting inference efficiency in multi-
task scenarios. With its strong performance, greater
efficiency and lower management costs, PrAd can
be a superior choice for real-world use, especially
in multi-task scenarios.

6 Limitations

As our methods use additional adapters in the pre-
fill phase during inference, it can introduce addi-
tional computation cost when generating the first to-
ken. While the overall performance of our method
remains competitive with other strong PET tech-
niques in most scenarios, it may underperform
compared to state-of-the-art methods depending on
task-specific characteristics. As studied in previous
works, the choice of hyper-parameters in adapter-
based methods can have an impact on the final
performance (Valipour et al., 2022; Zhang et al.,
2023a), further research is required to understand
the impact of the choice of hyper-parameters in our
methods.

Additionally, our work currently focuses only
on decoder-only models, although the concept of
prompt adaptive tuning could potentially be ex-
tended to other architectures involving autoregres-
sive decoding (e.g., encoder-decoder models), its
efficacy across different architectures remains an

open question that we leave for future work.
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A Experiment Details for GPT-2 Models

We use "huggingface transformers" and PyTorch
packages for the implementation of different meth-
ods. For all tasks we use linear scheduler with
warm-up ratio of 0.06 and grad norm is set as 1.
We use beam search for decoding during inference,
with beam size set as 1 for MNLI and SST2, beam
size as 3 for the rest of the tasks. The training
hyperparameters are selected as follows: to main-
tain consistency, we standardize the batch size and
epoch settings across all methodologies for a given
task. The learning rate for Fine Tuning is set at
the widely-adopted value of 5e-5. In the case of
PETs, the learning rate is carefully chosen within
the spectrum of 1e-4 to 3e-3, guided by the vali-
dation loss metrics and settings in previous works
(Lin et al., 2020; Hu et al., 2021; He et al., 2021).

GPT-2 Small: The hyper parameters used for
GPT-2 Small are shown in Table 5. For The bottle-
neck dimension of adapters is set as 16 in SST2 and
32 in MNLI, which results in around 0.24% train-
able parameters in SST and 0.48% in MNLI for
the PETs. For E2E challenge and WebNLG, a bot-
tleneck dimension of 108 is used for the adapters,
around 1.6% trainable parameters are introduced
in PETs. For XSUM and MT tasks, a bottleneck di-
mension of 200 used for the adapters, around 2.9%
trainable parameters are introduced. The prefix
length in Prefix Tuning and the rank of introduced
matrices in LoRA are adjusted accordingly so that
all PETs have similar sizes of parameters to store
during inference.

GPT-2 Large: The hyper parameters used for
GPT-2 Large are shown in Table 6. The bottleneck
dimension of adapters is set as 16 in SST2 and
32 in MNLI, which results in around 0.19% train-
able parameters in SST and 0.39% in MNLI for
the PETs. For XSUM and MT tasks, a bottleneck
dimension of 100 used for the adapters, around
1.19% trainable parameters are introduced. The
rank of introduced matrices in LoRA are adjusted
accordingly so that all PETs have similar sizes of
parameters to store during inference.

The data processing procedure for GPT-2 fol-
lows the practice by Lin et al., 2020. For each task,
we add task-related embedding at certain positions
to help the model better identify the different parts
of the inputs. The main difference is that we do
not use the segment embedding (or token type em-
bedding), as in our initial experiments we found
that adding segment embedding didn’t contribute
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to the performance improvement. We list the data
processing detail for different tasks in the following
part.

A1l SST2

We convert the classification task as a generation
task. We directly generate the sentiment label (pos-
itive or negative) of the input. For example, the
training sample: {text: a sometimes tedious film.
label: O } is processed as {input: <start>a some-
times tedious film.<sep>, label: negative<end>
}. Tokens in angle brackets (e.g. <start>, <sep>
and <end>) are special tokens with trainable em-
beddings. The special token <end> is used as the
stop generation token for all tasks. The maximum
length of input is set as 128 tokens.

A.2 MNLI

We convert this task as a generation task. For the
following train sample:

* premise: Everyone really likes the newest
benefits

* hypothesis: The new rights are nice enough

* label: 2

We prepend the prefix text to the hypothesis and
premise, and insert special task embedding at cer-
tain positions:

* input: <start>/hypothesis|:Everyone really
likes the newest benefits [premise]:The new
rights are nice enough<sep>

¢ label: entailment<end>

where [hypothesis] and [premise] are plain text
prefix, <start>, <sep> and <end> are special to-
kens. The maximum length of the input is set as
128 tokens.

A3 E2E

For E2E generation task, we follow the practice by
Lin et al., 2020. The following train sample:

¢ meaning representation: name: Alimentum,
area: city centre, familyFriendly:no

* human reference: There is a place in the city
centre, Alimentum, that is not family-friendly.

is processed as:

* input: <start><name>Alimentum<area>city
centre<familyFriendly>no<sep>

* label: There is a place in the city centre, Ali-
mentum, that is not family-friendly.<end>

Learning Rate Batch Size Train Steps
SST2:
Fine Tuning Se-5 32 5 epochs
Prefix Tuning le-4 32 10 epochs
PA le-3 32 10 epochs
LoRA Se-4 32 10 epochs
DoRA le-3 32 10 epochs
PrAd-PA le-3 32 10 epochs
PrAd-LoRA le-4 32 10 epochs
PrAd-DoRA le-3 32 10 epochs
MNLI:
Fine Tuning Se-5 32 5 epochs
Prefix Tuning 2e-3 32 5 epochs
PA 2e-3 32 5 epochs
LoRA le-4 32 5 epochs
PrAd-PA 2e-3 32 5 epochs
PrAd-LoRA le-4 32 5 epochs
E2E:
Fine Tuning Se-5 32 60000
Prefix Tuning 2e-3 32 60000
PA 2e-3 32 60000
LoRA Se-4 32 60000
PrAd-PA le-3 32 60000
PrAd-LoRA Se-4 32 60000
XSUM:
Fine Tuning Se-5 32 60000
Prefix Tuning le-3 32 60000
SA Se-4 32 60000
PA 2e-3 32 60000
LoRA Se-4 32 60000
DoRA Se-4 32 60000
LoRA-FFN Se-4 32 60000
PrAd-SA Se-4 32 60000
PrAd-PA 2e-3 32 60000
PrAd-LoRA Se-4 32 60000
PrAd-LoRA-FFN Se-4 32 60000
PrAd-DoRA Se-4 32 60000
WebNLG:
Fine Tuning Se-5 32 18000
Prefix Tuning le-3 32 18000
SA le-4 32 18000
PA Se-4 32 18000
LoRA Se-4 32 18000
PrAd-SA Se-4 32 18000
PrAd-PA le-3 32 18000
PrAd-LoRA Se-4 32 18000
MT:
Fine Tuning Se-5 32 60000
Prefix Tuning 2e-3 32 60000
SA 8e-4 32 60000
PA le-3 32 60000
LoRA le-3 32 60000
LoRA-FFN le-3 32 60000
PrAd-SA le-3 32 60000
PrAd-PA 3e-3 32 60000
PrAd-LoRA 6e-4 32 60000
PrAd-LoRA-FFN le-3 32 60000

Table 5: Hyper parameters settings for different tasks
with GPT-2 Small.
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Learning Rate Batch Size Train Steps
SST2:
PA 2e-4 16 5 epochs
LoRA 2e-4 16 5 epochs
PrAd-PA Se-4 16 5 epochs
PrAd-LoRA 2e-4 16 5 epochs
MNLI:
PA 2e-4 16 5 epochs
LoRA 8e-5 16 5 epochs
PrAd-PA 2e-4 16 5 epochs
PrAd-LoRA 8e-5 16 5 epochs
XSUM:
PA 2e-4 8 5 epochs
LoRA 2e-4 8 5 epochs
PrAd-PA 2e-4 8 5 epochs
PrAd-LoRA 2e-4 8 5 epochs
MT:
PA 2e-4 16 10 epochs
LoRA Se-4 16 10 epochs
PrAd-PA Se-4 16 10 epochs
PrAd-LoRA 2e-4 16 10 epochs

Table 6: Hyper parameters settings for different tasks
with GPT-2 Large.

where tokens in angle brackets (e.g.<start>,
<name> etc.) are special tokens. The maximum
length of the input and label are both set as 256
tokens.

A4 WebNLG

For the WebNLG task, the input consists of multi-
ple triples. We also insert special tokens to identify
the different parts and concatenate them as texts.
For the example:

* triples: (United States, capital, Washing-
ton D.C.), (Albany Oregon, isPartOf, United
States)

* text: Albany, Oregon is part of the United
States, where Washington, D.C. is the capital.

is processes as:

e input: <start> <subject> United States
<property> capital <object> Washington
D.C. <triple-sep> <subject> Albany Oregon
<property> isPartOf <object> United States
<sep>

* label: Albany, Oregon is part of the United
States, where Washington, D.C. is the capi-
tal.<end>

where tokens in angle brackets are special tokens.
The maximum length of input and label are both
set as 256 tokens.

A.5 XSUM and MT

The inputs of XSUM and MT are processed simi-
larly. Suppose the task input is "[task input]" and
the target sequence is "[task output]". We insert
"<start>" at the begging and "<sep>" at end of
the task input. We also append an "<end>" at the
end of the target sequence. And we get the input-
label pair as input: <start>[task input]<sep>, la-
bel: [task outputl<end>. We set the maximum
length as 100 tokens for both input and output in
MT. In XSUM, the maximum length is 400 tokens
for input and 130 for output.

B Experiment Details for LLaMA-7B

For experiments with LLaMA-7B, the experiments
of SST2, MNLI and MT were ran on 4 NVIDIA
A100 40G. The experiments of XSUM were ran on
4 NVIDIA A800 80G. We use greedy decoding dur-
ing inference for all tasks. The bottleneck dimen-
sion of the adapters is set as 4 in SST2 and MNLI
, which leads to around 0.031% trainable parame-
ters (compared with the base model) in the PETs.
For XSUM and MT, a bottleneck dimension of 32
is used for the adapters, which results in around
0.248% trainable parameters in the PETs. We use
"huggingface transformers" and PyTorch packages
for the implementation of different methods. We
use deepspeed package for efficient training. For
all tasks, we use warm-up steps of 500 and grad
norm of 1. We use AdamW as the optimizer. Other
hyper parameters used are shown in Table 7.

We use a simple data processing procedure for
all the tasks. Suppose the task input is "[task in-
put]" and the target sequence is "[task output]". The
training sequence is formulated as "#INPUT: [task
input] #OUTPUT: [task output]". For example, for
task SST2, we have a task input: "a sometimes te-
dious film" and task output: "negative". The model
needs to generate the label: "negative" conditioned
on the text: "#INPUT: a sometimes tedious film
#OUTPUT:". The maximum input length for SST2,
MNLI, MT is set as 256 tokens. The maximum
input length for XSUM is set as 512 tokens. The
maximum output length for MT and XSUM is set
as 256 tokens.

C Additional Experiment Results

C.1 Inference Time Comparison

This section presents supplementary experimen-
tal evaluations on inference time. The average
inference time across 50 experimental runs was
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Learning Rate  Batch Size  Train Steps
SST2:
PA Se-5 32 3 epochs
LoRA Se-5 32 3 epochs
PrAd-PA Se-5 32 3 epochs
PrAd-LoRA Se-5 32 3 epochs
MNLI:
PA 2e-3 32 2 epochs
LoRA le-4 32 2 epochs
PrAd-PA 2e-3 32 2 epochs
PrAd-LoRA le-4 32 2 epochs
XSUM:
PA 2e-4 32 3 epochs
LoRA 2e-4 32 3 epochs
PrAd-PA 2e-4 32 3 epochs
PrAd-LoRA 2e-4 32 3 epochs
MT:
PA 2e-4 32 3 epochs
LoRA 2e-4 32 3 epochs
PrAd-PA 2e-4 32 3 epochs
PrAd-LoRA 2e-4 32 3 epochs

Table 7: Hyper parameters settings for different tasks
with LLaMA-7B.

SST2 XSUM
Accuracy ROUGE-1/2/L
DoRA 92.09 32.97/12.16/26.40
MaM 90.94 33.67/12.94/26.92
PrAd-DoRA 92.09 32.94/12.15/26.34
PrAd-MaM 90.48 33.91/13.04/27.20

Table 8: Performance of DoRA and MaM on task SST2,
XSUM on GPT 2 Small.
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Figure 4: The inference latency (s) of different meth-
ods averaged over 50 runs on an NVIDIA A100 40G
with GPT-2 Small. In each run, we encode an input of
"Sequence Length" and generate an output sequence of
the same length. The prefix length in Prefix Tuning and
the bottleneck dimension in the adapters are set as 32.

measured for each method using a single NVIDIA
A100 GPU with 40GB memory. In each run, we
encode an input of "Sequence Length" and gen-
erate an output sequence of the same length. We
insert parallel adapters only in the FFN layer. The
increased latency of adapter-based methods com-
pared with Fine Tuning on GPT-2 Small is depicted
in Figure 3. The results indicate that PA can intro-
duces 15% to 25 % additional inference latency,
while PrAd-PA introduces negligible additional in-
ference latency in most cases. Figure 5 presents
the increased inference latency compared with Fine
Tuning for GPT-2 Large. While PA introduces sig-
nificant additional inference latency during short
sequence and small batch generation, PrAd main-
tains nearly negligible latency impact under iden-
tical conditions. Figures 6 and 7 present the infer-
ence time of the adapter-based PETs at batch sizes
of 1 and 16 respectively, providing empirical evi-
dence for the superior efficiency of our approach
when applied to large-scale models.

C.2 Experiments with DoRA and MaM

The flexibility of the framework allows for easy
derivation of other PrAd variants. To further val-
idate our approach, we perform additional exper-
iments using MaM (He et al., 2021) and DoRA
(Liu et al., 2024). MaM combines Prefix Tuning
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WebNLG

BLEU MET TER|
S U A S U A S U A
Fine Tuning 61 .68‘70 27.6737 4533,88 0.444.002 0.302'003 0.375'002 0.362'010 0.737‘017 0.534013
Prefix Tuning 62.41‘44 40.7977 52.95'41 0.444.002 0.362'002 M'om 0.351'003 0-550,008 0.442‘004
SA 62.01 95 38.2753 513641 0442901 0351002 0.399001 0.357 904 0.584004 0.461 o4
PA 6328190 36.0850 50.6933 0450000 0.350001 0.402001 0346002 0.605009 0.465 03
LoRA 634720 382663 52.0736 0.453000 0.353.001 0.406001 0.340002 0.575001 0.448 06
PrAd-SA 629114 380555 513623 04450 0354000 0402002 0357003 0.59% 97 0.465 g0
PrAd-PA 63.1821 369114 513891 0446901 0351001 0400001 0.349001 0.592008 0.454 006
PrAd-LoRA  62.85925 37.5596 51.7264 0.445001 0345002 0.398001 0.347 o2 0.60520 0.465 o9

Table 9: Performance on the task WebNLG with GPT-2 Small. "U" denotes unseen categories, "S" denotes seen
categories, and "A" indicates all categories in the test set of WebNLG.
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Figure 5: The increased inference latency (%) com-
pared with Fine Tuning on GPT-2 Large. The bottleneck
dimension in the adapters are set as 16.

and PA and leverages the strengths of both. DoRA
is an enhanced version of LoRA, demonstrating
superior performance across specific task domains.
Conventional DoRA and MaM use adapters both
in the prefill phase and decode phase. By applying
the adapters only in the prefill phase, we develop
PrAd-DoRA and PrAd-MaM. We insert adapters
only in the FFN layer with bottleneck dimension
set as 4 for SST2 and 40 for XSUM. The prefix
length is set 8 for SST2 and 30 for XSUM in MaM
and PrAd-MaM. The experimental results in Table
8 indicate that our methods achieve comparable
performance to existing approaches, demonstrating
their effectiveness.

C.3 Performance on WebNLG
Table 9 presents the detailed results on WebNLG.

Methods "
175 PA =
—#- Fine Tuning e 12
150 @ PrAd-PA e

N
2
\,

Methods

— g
5 z
£ 5
=100 7 T PA
3 5
8 ya E —-%- Fine Tuning
85 2 g @ PrAd-PA
E ¢,
50 Z =
/,.
O 2
25 7
2 A R A N A
00 ¥ 0
0 100 200 300 400 0 100 200 300 400

Sequence Length Sequence Length

Figure 6: The inference latency of adapter-based meth-
ods compared with Fine Tuning on LLaMA-7B. The
batch size is set as 1. The bottleneck dimension in the
adapters are set as 4.
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Figure 7: The inference latency of adapter-based meth-
ods compared with Fine Tuning on LLaMA-7B. The
batch size is set as 16. The bottleneck dimension in the
adapters are set as 4.
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