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Abstract

Mannual annotation for dependency parsing is both labourious and time costly, resulting in the
difficulty to learn practical dependency parsers for many languages due to the lack of labelled
training corpora. To compensate for the scarcity of labelled data, semi-supervised dependency
parsing methods are developed to utilize unlabelled data in the training procedure of dependency
parsers. In previous work, the autoencoder framework is a prevalent approach for the utiliza-
tion of unlabelled data. In this framework, training sentences are reconstructed from a decoder
conditioned on dependency trees predicted by an encoder. The tree structure requirement brings
challenges for both the encoder and the decoder. Sophisticated techniques are employed to tackle
these challenges at the expense of model complexity and approximations in encoding and decod-
ing. In this paper, we propose a model based on the variational autoencoder framework. By
relaxing the tree constraint in both the encoder and the decoder during training, we make the
learning of our model fully arc-factored and thus circumvent the challenges brought by the tree
constraint. We evaluate our model on datasets across several languages and the results demon-
strate the advantage of our model over previous approaches in both parsing accuracy and speed.

1 Introduction

Dependency parsing is the task of finding syntactic dependency relations between words in sentences
(Kübler et al., 2009). For each sentence, the dependency arcs between words are constrained to form
a tree structure. A main bottleneck for learning a practical dependency parser is the lack of adequate
training corpora as labelling raw text with dependency trees is both labourious and time costly. Semi-
supervised dependency parsing utilizes unlabelled data to compensate the scarcity of labelled data in
training dependency parsers (Sagae and Tsujii, 2007; Chen et al., 2009; Suzuki et al., 2011; Li et al.,
2014).

In previous work, the autoencoder framework is a prevalent approach for the utilization of unlabelled
data (Ammar et al., 2014; Kingma and Welling, 2014). When this framework is applied to dependency
parsing, training sentences are reconstructed from a decoder conditioned on dependency trees predicted
by an encoder. Concretely, the autoencoder approaches to dependency parsing are mainly divided into
two categories: the Conditional Random Field (CRF) Autoencoder (Cai et al., 2017) and the Variational
Autoencoder (VAE) (Corro and Titov, 2019; Li et al., 2019). The CRF autoencoder predicts the de-
pendency structure with the encoder and tries to reconstruct the input sentence based on the predicted
structure. The variational autoencoder assumes the decoder is a generative model which generates the
observed sentence from a group of latent variables containing information of the dependency tree, while
the encoder tries to infer the posterior of the latent variables from the observed sentence.

The tree structure constraint of the dependency parsing brings challenges to approaches of both cat-
egories. For the CRF autoencoder, the encoder predicts the dependency tree structure using dynamic
programming with the time complexity of O(n3) (Eisner, 1996), which is quite time-consuming in prac-
tice. For the VAE, the learning objective function contains an expectation over the posterior of the parse
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tree modeled by the encoder and sophisticated sampling techniques have to be applied to approximate it
in previous work.

Another problem in previous approaches is related to the incorporation of contextual information in the
decoding procedure. The decoder of the CRF autoencoder of Cai et al. (2017) independently generates
each word of the sentence using only information from its dependency head, which is linguistically unre-
alistic. The decoder in the VAE approaches uses complicated models such as Long Short-Term Memory
(LSTM) network (Hochreiter and Schmidhuber, 1997) and Graph Convolutional Network (GCN) (Kipf
and Welling, 2017) to leverage context information, but only part of the context can be used as the
generation is constrained to follow the left-to-right order.

In this work, to handle the challenges mentioned above, we propose our method based on the VAE
framework with the following features. We relax the tree constraint in both encoding and decoding
during training and make the learning of our model fully arc-factored. For the encoder, the relaxation of
the tree restriction transforms the task of finding the most probable tree to head selection for each token,
hence eliminating the need for the time-consuming dynamic programming parsing algorithms as well as
the need to sample tree structures when computing the expectation in VAE training. This makes training
faster and stabler. The decoder is also arc-factored similar to that used by the CRF autoencoder, but an
important difference is that we introduce a continuous latent variable for each head word representing its
contextual information from both left and right to influence the generation of each child word.

We evaluate our model on datasets of several languages and the experiment results demonstrate that
our model is effective in utilizing unlabelled data and achieves better parsing accuracy and faster speed
than previous work.

2 Related Work

Dependency parsing is a classic research topic in the Natural Language Processing (NLP) community.
Because of the difficulty in obtaining dependency annotations, approaches to dependency parsing with
scarce or even no labelled training data have been widely studied. Most of such approaches(Naseem et
al., 2010; Tu and Honavar, 2012; Jiang et al., 2016; Noji et al., 2016) are extended from Dependency
Model with Valence (DMV) proposed by Klein and Manning (2004), a generative model adapting the
Expectation-Maximization (EM) algorithm for its parameter optimization. Limited by strong context-
free assumption, DMV and its variants fail to capture useful contextual information in the sentence when
scoring dependency parses. There are attempts made to incorporate discriminative information with
DMV to remedy this problem (Han et al., 2019), leading to models similar to autoencoders. Another line
of research is to incorporate traditional machine learning methods for unlabelled data utilization, such as
self-training and tri-training (McClosky et al., 2006; Clark et al., 2018; Søgaard and Rishøj, 2010). A
third line of research is to utilize the autoencoder framework, as discussed in Section 1.

Previous work has already broadly applied the autoencoder framework in many NLP tasks other than
dependency parsing such as Part-Of-Speech (POS) tagging (Zhang et al., 2017a) and sentence generation
(Guu et al., 2018). Among them, VAE has been proved to be a useful tool in modelling problems with
latent representations. However, compared with the CRF autoencoder, it is more difficult to use VAE in
tasks involving latent structures. The main reason is that VAE requires marginalizing all latent variables
(approximated by Monte Carlo sampling in implementation), which is intractable when both continuous
and structural latent variables are present.

Corro and Titov (2019) alleviate the problem by first dividing the latent variables into two parts: the
discrete ones containing structural information and the continuous ones containing sentence content in-
formation. Then they develop a sophisticated sampling method to the approximately marginalize the
structural latent variables and employ the Gumbel-Softmax trick (Jang et al., 2017) to facilitate back-
propagation in the training process of the structural variables while the continuous variables are treated
with traditional VAE procedures. In the area of transition-based dependency parsing and semantic pars-
ing, the REINFORCE algorithm is introduced to VAE-based models for the marginalization of structural
latent variables (Yin et al., 2018; Li et al., 2019).

On the other hand, Chen et al. (2018), which apply VAE in structure related semi-supervised sequence
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Figure 1: The graphical model representation. The observed variables are shaded. M is the number of
sentences in the dataset.

labeling tasks, avoid the marginalization of the structural variables by completely ignoring the structural
constraints in model learning. Their success suggests the possibility of trying a similar solution for de-
pendency parsing. In fact, in fully supervised parsing, Zhang et al. (2017b) and Dozat and Manning
(2017) have shown that it is possible to relax the tree structure constraint during the training of depen-
dency parsers. Further studies (Zhang et al., 2019) demonstrate that dropping the tree constraint only
causes minor impact to the parsing accuracy.

3 Model

Inspired by the previous work mentioned in section 2, we propose our semi-supervised dependency
parsing model based on the VAE framework. Following the classic VAE setting, our model assumes
that all the observed data are generated from a generative model based on a set of latent variables. The
generative model forms the decoder part of VAE while the encoder part tries to infer the posterior of the
latent variables.

Formally, for an observed sentence represented by a sequence of tokens x = x1:T , we assume it is
generated from a sequence of continuous latent vectors z = z1:T according to a latent dependency tree
structure y. y and z are assumed to be independent. The tree structure y is also represented as a sequence
by defining y = y1:T , where yi is the index of the dependency head for xi. We generate each token xi
conditioned on the latent vector zyi that corresponds to the dependency head of xi. We use yi = 0 to
denote the root token of the dependency tree, the probability of generating the whole sentence is the
product of arc-wise generation probabilities: P (x|z,y) =

∏T
i=1 p(xi|zyi). Note that although we follow

Corro and Titov (2019) to divide the latent variables into discrete y and continuous z, an important
difference is that we define z as a sequence of continuous vectors respectively assigned to each token
in the sentence, while Corro and Titov (2019) define a single continuous vector representing the whole
sentence. Our definition of z is intended to make arc-factored autoencoding possible.

Maximizing the log likelihood of the observed sentence logPΘ(x) with distribution parameter Θ
requires marginalizing all the latent variables, which is intractable with the presence of continuous latent
variables. Therefore, VAE seeks to instead maximize the lower bound of the likelihood by introducing an
auxiliary variational distribution QΦ(z,y|x) that is parameterized by Φ. We assume that QΦ is also arc-
factored: Q(z,y|x) = Q(z|x)Q(y|x) =

∏T
i=1 q(yi|x)q(zi|x). Note that by assuming arc-factorization

with respect to y, we can no longer enforce that y represents a valid tree structure. This relaxation,
however, leads to tractable computation. We illustrate the graphical model representation of x,y,z in
Fig. 1. The derivation of the lower bound, formally known as the Evidence Lower Bound Objective
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(ELBO), follows that of the vanilla VAE with the additional discrete latent variable y:

logP (x) =
∑
y

∫
Q(z,y|x) logP (x,y, z)dz −

∑
y

∫
Q(z,y|x) logP (z,y|x)dz

≥ E
Q(z,y|x)

logP (x|z,y)−KL(Q(z,y|x)||P (z,y))

=
T∑
t

E
Q(zyt |x)

E
Q(yt|x)

logP (xt|zyt , yt)−KL(Q(yt|x)Q(zyt |x)||P (yt)P (zyt))

(1)

The prior for z and y are set to be the standard normal distribution and uniform distribution respectively,
so closed-form computation for the Kullback-Leibler (KL) divergence can be achieved.

Biaffine Encoder
The variational distributionQΦ(z,y|x) with parameter set Φ forms the encoder part of VAE as it encodes
the observed sentence into the space of latent variables z and y.

We first run a Bi-LSTM network over the input sentence, where each token xi is represented by the
concatenated embedding of the word ei(word) and its POS tag ei(tag):

xi = ei(word)⊕ ei(tag)

hi = BiLSTM(xi)

Here we include POS tag information because we find that it is beneficial to learning when labelled
training data is relatively scarce. The POS tag input for each token is obtained directly from the gold
annotations in the datasets to avoid the parsing results from being influenced by the performance of
POS taggers. For simplicity of the model, except aforementioned word and POS tag embeddings, we
do not include any other representations of the tokens in the input sentences such as the character-based
embedding outputted by a Convolutional Neural Network (CNN) encoder. The hidden state hi produced
by Bi-LSTM network is then used to compute q(zi|x) and q(yi|x) respectively.

For q(yi|x), since y represents a dependency tree, we follow Dozat and Manning (2017) and first pass
hi through two Multi-Layer Perceptrons (MLP), producing representations of the token as a dependency
head and a dependant respectively, denoted as hheadi and hdepi :

hheadi = MLP head(hi),h
dep
i = MLP dep(hi)

Then a biaffine function is used to compute the score sij for the dependency arc directed from xj to xi:

sij = hheadj Whdepi + bij

where W is a d× d square matrix, d is the dimension of hheadj and hdepi , and b is bias scalar. Finally we
compute the probability q(yi = j|x) by applying softmax to all the scores of possible heads for xi:

q(yi = j|x) =
exp(sij)∑T
t=0 exp(sit)

For Q(zi|x), we follow the inference networks in vanilla VAE and assume that q(zi|x) is assumed
to be a Gaussian distribution with its mean mi ∈ Rk and variance σ2

i ∈ Rk×k (k is the dimension of
zi) being the outputs of two MLPs denoted as MLP V AEm and MLP V AEσ that take hi as inputs. We
sample zi from q(zi|x) and use the reparameterization trick to pave the way for the backpropagation in
learning. The process is formulated below:

mi = MLP V AEm(hi) σi = MLP V AEσ(hi) zi ∼ N (mi, σi)
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<latexit sha1_base64="10QuM8a2bMX/h/G8ui+3xSk6xuA=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLUjaBCxb6gFknSaR2bl8lErMWVP+BWf0z8A/0L74wpqEV0QpIz595zZu69dujyWBjGa0abmp6ZncvO5xYWl5ZX8qtrjThIIofVncANopZtxczlPqsLLlzWCiNmebbLmvbgQMabNyyKeeDXxDBkHc/q+7zHHUsQ1ajw47PayUW+YBQNtfRJYKaggHRVg/wLztFFAAcJPDD4EIRdWIjpacOEgZC4DkbERYS4ijPcI0fahLIYZVjEDujbp107ZX3aS89YqR06xaU3IqWOLdIElBcRlqfpKp4oZ8n+5j1SnvJuQ/rbqZdHrMAlsX/pxpn/1claBHrYVzVwqilUjKzOSV0S1RV5c/1LVYIcQuIk7lI8Iuwo5bjPutLEqnbZW0vF31SmZOXeSXMTvMtb0oDNn+OcBI1S0dwplk53C+VKOuosNrCJbZrnHso4RBV18r7CI57wrB1p19qtdveZqmVSzTq+Le3hA59mkSY=</latexit>

Biaffine
<latexit sha1_base64="bYCQQc17mHgJ0Y2txPk2mxvuLtM=">AAACy3icjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLUjRuhgn1ALZJMJ3VoXiQToVaX/oBb/S/xD/QvvDOmoBbRCUnOnHvOnbn3urEvUmlZrwVjbn5hcam4XFpZXVvfKG9utdMoSxhvsciPkq7rpNwXIW9JIX3ejRPuBK7PO+7oRMU7NzxJRRReyHHM+4EzDIUnmCOJ6jaE43lkvSpXrKqllzkL7BxUkK9mVH7BJQaIwJAhAEcISdiHg5SeHmxYiInrY0JcQkjoOMc9SuTNSMVJ4RA7ou+Qdr2cDWmvcqbazegUn96EnCb2yBORLiGsTjN1PNOZFftb7onOqe42pr+b5wqIlbgm9i/fVPlfn6pFwsOxrkFQTbFmVHUsz5Lprqibm1+qkpQhJk7hAcUTwkw7p302tSfVtaveOjr+ppWKVXuWazO8q1vSgO2f45wF7VrVPqjWzg8r9UY+6iJ2sIt9mucR6jhFEy09x0c84dk4M1Lj1rj7lBqF3LONb8t4+ACx8JJj</latexit>

MLPhead
<latexit sha1_base64="LFl8QEMyksuFDl3JA9A41vcwqhs=">AAACzXicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLoxoViBfvAWkqSTttgmoTJRCi1bv0Bt/pb4h/oX3hnnIJaRCckOXPuPWfm3uvGgZ8Iy3rNGDOzc/ML2cXc0vLK6lp+faOWRCn3WNWLgog3XCdhgR+yqvBFwBoxZ87ADVjdvTmW8fot44kfhZdiGLPWwOmFftf3HEHU1dlppT3qM6czbucLVtFSy5wGtgYF6FWJ8i+4RgcRPKQYgCGEIBzAQUJPEzYsxMS1MCKOE/JVnGGMHGlTymKU4RB7Q98e7ZqaDWkvPROl9uiUgF5OShM7pIkojxOWp5kqnipnyf7mPVKe8m5D+rvaa0CsQJ/Yv3STzP/qZC0CXRyqGnyqKVaMrM7TLqnqiry5+aUqQQ4xcRJ3KM4Je0o56bOpNImqXfbWUfE3lSlZufd0bop3eUsasP1znNOgVirae8XSxX6hfKRHncUWtrFL8zxAGSeooEreIR7xhGfj3EiNO+P+M9XIaM0mvi3j4QPGlJM1</latexit>

sampling
<latexit sha1_base64="vLHtbAjWyqsADoGquxP40iu3rEU=">AAACy3icjVHLSsNAFD2Nr1pfVZdugkVwVRIVdFl040aoYB9QiyTptA7Ni8xEqNWlP+BW/0v8A/0L74xTUIvohCRnzj3nztx7/TTkQjrOa8GamZ2bXygulpaWV1bXyusbTZHkWcAaQRImWdv3BAt5zBqSy5C104x5kR+ylj88UfHWDcsET+ILOUpZN/IGMe/zwJNEtYUX0Snx4KpccaqOXvY0cA2owKx6Un7BJXpIECBHBIYYknAID4KeDlw4SInrYkxcRojrOMM9SuTNScVI4RE7pO+Adh3DxrRXOYV2B3RKSG9GThs75ElIlxFWp9k6nuvMiv0t91jnVHcb0d83uSJiJa6J/cs3Uf7Xp2qR6ONI18CpplQzqrrAZMl1V9TN7S9VScqQEqdwj+IZ4UA7J322tUfo2lVvPR1/00rFqn1gtDne1S1pwO7PcU6D5l7V3a/unR9Uasdm1EVsYRu7NM9D1HCKOhp6jo94wrN1Zgnr1rr7lFoF49nEt2U9fABcPJKq</latexit>

0
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MLPdec
<latexit sha1_base64="RNNWyj3lfbUwLCrXgxIZf4Epd7A=">AAACzHicjVHLSsNAFD2Nr1pfVZdugkVwVdIq6LLoxoVKBfuQWkoyndbQvJhMhBK69Qfc6neJf6B/4Z0xBbWITkhy5tx7zsy914k8N5aW9Zoz5uYXFpfyy4WV1bX1jeLmVjMOE8F4g4VeKNqOHXPPDXhDutLj7Uhw23c83nJGpyreuucidsPgWo4j3vXtYeAOXGZLom4uzuu9tM/ZpFcsWWVLL3MWVDJQQrbqYfEFt+gjBEMCHxwBJGEPNmJ6OqjAQkRcFylxgpCr4xwTFEibUBanDJvYEX2HtOtkbEB75RlrNaNTPHoFKU3skSakPEFYnWbqeKKdFfubd6o91d3G9HcyL59YiTti/9JNM/+rU7VIDHCsa3CppkgzqjqWuSS6K+rm5peqJDlExCncp7ggzLRy2mdTa2Jdu+qtreNvOlOxas+y3ATv6pY04MrPcc6CZrVcOShXrw5LtZNs1HnsYBf7NM8j1HCGOhrk7eMRT3g2Lg1ppMbkM9XIZZptfFvGwwerFpLF</latexit>

0
3

MLPV AEm
<latexit sha1_base64="zwqc3pB3HasYCmYUKfpnTgn4css=">AAAC0HicjVHLSsNAFD2Nr1pfVZdugq3gqqR1ocuqCC4UqtgH1FKS6bSG5mUyEUsp4tYfcKtfJf6B/oV3xhTUIjohyZlz7zkz914rcOxIGMZrSpuanpmdS89nFhaXlleyq2u1yI9DxqvMd/ywYZkRd2yPV4UtHN4IQm66lsPrVv9Qxus3PIxs37sQg4C3XLPn2V2bmYKoVv70pNIe1vaP2u4o387mjIKhlj4JignIIVkVP/uCS3TggyGGCw4PgrADExE9TRRhICCuhSFxISFbxTlGyJA2pixOGSaxffr2aNdMWI/20jNSakanOPSGpNSxRRqf8kLC8jRdxWPlLNnfvIfKU95tQH8r8XKJFbgi9i/dOPO/OlmLQBd7qgabagoUI6tjiUusuiJvrn+pSpBDQJzEHYqHhJlSjvusK02kape9NVX8TWVKVu5ZkhvjXd6SBlz8Oc5JUCsVijuF0lkpVz5IRp3GBjaxTfPcRRnHqKBK3td4xBOetXPtVrvT7j9TtVSiWce3pT18AB7gk68=</latexit>

MLPV AE�
<latexit sha1_base64="YOwdXeF2w64kabUdeLEuvavg83o=">AAAC2XicjVHLSsNAFD2Nr1pf9bFzE2wFVyWtC11WRXChUME+oC0lScc6NC+SiVBLF+7ErT/gVn9I/AP9C++MKahFdEKSM+fec2buvVbg8EgYxmtKm5qemZ1Lz2cWFpeWV7Kra7XIj0ObVW3f8cOGZUbM4R6rCi4c1ghCZrqWw+pW/0jG69csjLjvXYhBwNqu2fP4JbdNQVQnu5E/O610hrWD486wFfGea45G+U42ZxQMtfRJUExADsmq+NkXtNCFDxsxXDB4EIQdmIjoaaIIAwFxbQyJCwlxFWcYIUPamLIYZZjE9unbo10zYT3aS89IqW06xaE3JKWObdL4lBcSlqfpKh4rZ8n+5j1UnvJuA/pbiZdLrMAVsX/pxpn/1claBC6xr2rgVFOgGFmdnbjEqivy5vqXqgQ5BMRJ3KV4SNhWynGfdaWJVO2yt6aKv6lMycq9neTGeJe3pAEXf45zEtRKheJuoXReypUPk1GnsYkt7NA891DGCSqokvcNHvGEZ62p3Wp32v1nqpZKNOv4trSHD/AUlx4=</latexit>

q(zj |x)
<latexit sha1_base64="gwC6kPqLlio4Qv8+LrmdxAxEMAA=">AAAC2nicjVG5TsNAEH2YK4QrgKhoLBIkaCInFFBG0FCCRA6JoGi92YDBF/YaEUwaOkTLD9DCByH+AP6C2cVIHEKwlu23b+a93ZmxQ9eJpWU9DxnDI6Nj47mJ/OTU9MxsYW6+EQdJxEWdB24QtWwWC9fxRV060hWtMBLMs13RtE+3Vbx5LqLYCfx92Q/FoceOfKfncCaJ6hQWS2erl530ZHDV9pg8tnvpxWCt1CkUrbKll/kTVDJQRLZ2g8IT2ugiAEcCDwI+JGEXDDE9B6jAQkjcIVLiIkKOjgsMkCdtQlmCMhixp/Q9ot1Bxvq0V56xVnM6xaU3IqWJFdIElBcRVqeZOp5oZ8X+5p1qT3W3Pv3tzMsjVuKY2L90H5n/1alaJHrY1DU4VFOoGVUdz1wS3RV1c/NTVZIcQuIU7lI8Isy18qPPptbEunbVW6bjLzpTsWrPs9wEr+qWNODK93H+BI1qubJeru5Vi7WtbNQ5LGEZqzTPDdSwg13UyTvFPR7waLSNa+PGuH1PNYYyzQK+LOPuDSVSl/8=</latexit>

· · ·<latexit sha1_base64="vqpAnr4xaGqQu1ehF84ZE4exar0=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLoRnBTwT6gLZJMpzU2L5OJWIsrf8Ct/pj4B/oX3hmnoBbRCUnOnHvPmbn3urHvpcKyXnPGzOzc/EJ+sbC0vLK6VlzfaKRRljBeZ5EfJS3XSbnvhbwuPOHzVpxwJ3B93nSHxzLevOFJ6kXhuRjFvBs4g9Dre8wRRDU6rBeJ9KJYssqWWuY0sDUoQa9aVHxBBz1EYMgQgCOEIOzDQUpPGzYsxMR1MSYuIeSpOMc9CqTNKItThkPskL4D2rU1G9JeeqZKzegUn96ElCZ2SBNRXkJYnmaqeKacJfub91h5yruN6O9qr4BYgUti/9JNMv+rk7UI9HGoavCoplgxsjqmXTLVFXlz80tVghxi4iTuUTwhzJRy0mdTaVJVu+yto+JvKlOycs90boZ3eUsasP1znNOgUSnbe+XK2X6peqRHnccWtrFL8zxAFSeooU7eV3jEE56NU+PauDXuPlONnNZs4tsyHj4A8b+RtA==</latexit>
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q(yi|x)
<latexit sha1_base64="P6LaLOmnq2AeLYbeN3BohIg0Zrg=">AAAC2HicjVHLSsNAFD3G97vq0k2wCHVT0iroUnTjUsGqWKUk47QdmpeTiRhiwZ249Qfc6heJf6B/4Z0xgg9EJyQ5c+49Z+be68W+SJTjPA9Yg0PDI6Nj4xOTU9Mzs6W5+YMkSiXjDRb5kTzy3IT7IuQNJZTPj2LJ3cDz+aHX29bxwwsuExGF+yqL+WngdkLRFsxVRLVKC+eVrJWL/tVJ4Kqu184v+yutUtmpOmbZP0GtAGUUazcqPeEEZ4jAkCIARwhF2IeLhJ4manAQE3eKnDhJSJg4Rx8TpE0pi1OGS2yPvh3aNQs2pL32TIya0Sk+vZKUNpZJE1GeJKxPs008Nc6a/c07N576bhn9vcIrIFahS+xfuo/M/+p0LQptbJgaBNUUG0ZXxwqX1HRF39z+VJUih5g4jc8oLgkzo/zos200iald99Y18ReTqVm9Z0Vuild9Sxpw7fs4f4KDerW2Wq3vrZU3t4pRj2ERS6jQPNexiR3sokHeGe7xgEfr2Lq2bqzb91RroNAs4Muy7t4AH3eXow==</latexit>

· · ·<latexit sha1_base64="vqpAnr4xaGqQu1ehF84ZE4exar0=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLoRnBTwT6gLZJMpzU2L5OJWIsrf8Ct/pj4B/oX3hmnoBbRCUnOnHvPmbn3urHvpcKyXnPGzOzc/EJ+sbC0vLK6VlzfaKRRljBeZ5EfJS3XSbnvhbwuPOHzVpxwJ3B93nSHxzLevOFJ6kXhuRjFvBs4g9Dre8wRRDU6rBeJ9KJYssqWWuY0sDUoQa9aVHxBBz1EYMgQgCOEIOzDQUpPGzYsxMR1MSYuIeSpOMc9CqTNKItThkPskL4D2rU1G9JeeqZKzegUn96ElCZ2SBNRXkJYnmaqeKacJfub91h5yruN6O9qr4BYgUti/9JNMv+rk7UI9HGoavCoplgxsjqmXTLVFXlz80tVghxi4iTuUTwhzJRy0mdTaVJVu+yto+JvKlOycs90boZ3eUsasP1znNOgUSnbe+XK2X6peqRHnccWtrFL8zxAFSeooU7eV3jEE56NU+PauDXuPlONnNZs4tsyHj4A8b+RtA==</latexit> · · ·<latexit sha1_base64="vqpAnr4xaGqQu1ehF84ZE4exar0=">AAACyXicjVHLSsNAFD2Nr1pfVZdugkVwVZIq6LLoRnBTwT6gLZJMpzU2L5OJWIsrf8Ct/pj4B/oX3hmnoBbRCUnOnHvPmbn3urHvpcKyXnPGzOzc/EJ+sbC0vLK6VlzfaKRRljBeZ5EfJS3XSbnvhbwuPOHzVpxwJ3B93nSHxzLevOFJ6kXhuRjFvBs4g9Dre8wRRDU6rBeJ9KJYssqWWuY0sDUoQa9aVHxBBz1EYMgQgCOEIOzDQUpPGzYsxMR1MSYuIeSpOMc9CqTNKItThkPskL4D2rU1G9JeeqZKzegUn96ElCZ2SBNRXkJYnmaqeKacJfub91h5yruN6O9qr4BYgUti/9JNMv+rk7UI9HGoavCoplgxsjqmXTLVFXlz80tVghxi4iTuUTwhzJRy0mdTaVJVu+yto+JvKlOycs90boZ3eUsasP1znNOgUSnbe+XK2X6peqRHnccWtrFL8zxAFSeooU7eV3jEE56NU+PauDXuPlONnNZs4tsyHj4A8b+RtA==</latexit>

z0
<latexit sha1_base64="Ic9BCetq+/QVm14FkFcxIxnGOeg=">AAACyHicjVHLSsNAFD2Nr1pfVZdugkVwVRIVdFl0I64qmLZQS0mm0zo0L5KJUks3/oBb/TLxD/QvvDOmoBbRCUnOnHvPmbn3erEvUmlZrwVjbn5hcam4XFpZXVvfKG9uNdIoSxh3WORHSctzU+6LkDtSSJ+34oS7gefzpjc8U/HmLU9SEYVXchTzTuAOQtEXzJVEOffdsTXplitW1dLLnAV2DirIVz0qv+AaPURgyBCAI4Qk7MNFSk8bNizExHUwJi4hJHScY4ISaTPK4pThEjuk74B27ZwNaa88U61mdIpPb0JKE3ukiSgvIaxOM3U8086K/c17rD3V3Ub093KvgFiJG2L/0k0z/6tTtUj0caJrEFRTrBlVHctdMt0VdXPzS1WSHGLiFO5RPCHMtHLaZ1NrUl276q2r4286U7Fqz/LcDO/qljRg++c4Z0HjoGofVg8ujyq103zURexgF/s0z2PUcI46HPIWeMQTno0LIzbujNFnqlHINdv4toyHD609kTI=</latexit>

zj
<latexit sha1_base64="kp+bkgR/WNB1U2Mn3ZY93ZwmFqE=">AAACyHicjVHLTsJAFD3UF+ILdemmkZi4Ii2a6JLoxrjCxAIJEtIOA46UtmmnGiRs/AG3+mXGP9C/8M5YEpUYnabtmXPvOTP3Xi/yRSIt6zVnzM0vLC7llwsrq2vrG8XNrXoSpjHjDgv9MG56bsJ9EXBHCunzZhRzd+j5vOENTlW8ccvjRITBpRxFvD10+4HoCeZKopz7zvhm0imWrLKllzkL7AyUkK1aWHzBFboIwZBiCI4AkrAPFwk9LdiwEBHXxpi4mJDQcY4JCqRNKYtThkvsgL592rUyNqC98ky0mtEpPr0xKU3skSakvJiwOs3U8VQ7K/Y377H2VHcb0d/LvIbESlwT+5dumvlfnapFoodjXYOgmiLNqOpY5pLqrqibm1+qkuQQEadwl+IxYaaV0z6bWpPo2lVvXR1/05mKVXuW5aZ4V7ekAds/xzkL6pWyfVCuXByWqifZqPPYwS72aZ5HqOIMNTjkLfCIJzwb50Zk3Bmjz1Qjl2m28W0ZDx83RpFs</latexit>

zT
<latexit sha1_base64="DEcATUoH3IRYv1qltUQjCuomgFo=">AAACyHicjVHLTsJAFD3UF+ILdemmkZi4Ii2a6JLoxrjChAIJEtIOA04obdNONUjY+ANu9cuMf6B/4Z2xJCoxOk3bM+fec2buvV7ki0Ra1mvOWFhcWl7JrxbW1jc2t4rbO40kTGPGHRb6Ydzy3IT7IuCOFNLnrSjm7sjzedMbnqt485bHiQiDuhxHvDNyB4HoC+ZKopz77qQ+7RZLVtnSy5wHdgZKyFYtLL7gGj2EYEgxAkcASdiHi4SeNmxYiIjrYEJcTEjoOMcUBdKmlMUpwyV2SN8B7doZG9BeeSZazegUn96YlCYOSBNSXkxYnWbqeKqdFfub90R7qruN6e9lXiNiJW6I/Us3y/yvTtUi0ceprkFQTZFmVHUsc0l1V9TNzS9VSXKIiFO4R/GYMNPKWZ9NrUl07aq3ro6/6UzFqj3LclO8q1vSgO2f45wHjUrZPipXro5L1bNs1HnsYR+HNM8TVHGBGhzyFnjEE56NSyMy7ozxZ6qRyzS7+LaMhw8C8JFW</latexit>

p(xi|zyi
, yi = j)

<latexit sha1_base64="YkCRHfs7ox2PfoNoGLlQgt3ARxw=">AAAC33icjVHLSsNAFD2Nr1pfVXe6CRahgpS0CroRim5cVrC1UEtJ0mkdmyYhmYi1Fty5E7f+gFv9G/EP9C+8M6agFtEJmTlz7j1n5s61fIeHwjBeE9rY+MTkVHI6NTM7N7+QXlyqhF4U2Kxse44XVC0zZA53WVlw4bCqHzCzaznsxOocyPjJBQtC7rnHouezetdsu7zFbVMQ1Uiv+NnLRp8Prq8a/Z4Eg0217J1vNNIZI2eooY+CfAwyiEfJS7/gFE14sBGhCwYXgrADEyF9NeRhwCeujj5xASGu4gwDpEgbURajDJPYDs1t2tVi1qW99AyV2qZTHPoDUupYJ41HeQFheZqu4pFyluxv3n3lKe/Wo9WKvbrECpwR+5dumPlfnaxFoIVdVQOnmnzFyOrs2CVSryJvrn+pSpCDT5zETYoHhG2lHL6zrjShql2+ranibypTsnJvx7kR3uUtqcH5n+0cBZVCLr+VKxxtZ4r7cauTWMUastTPHRRxiBLK5H2DRzzhWTO1W+1Ou/9M1RKxZhnfhvbwASh8mr8=</latexit>

Figure 2: The overall encoding-decoding procedure illustrated by the reconstruction of token xi from its
dependency head xj .

Arc-Factored Decoder

The decoder part models the generative distribution PΘ(x|y, z), which is factorized into p(xi|yi, zyi)
and computed as follows:

ri = MLP dec(zi)

p(xi|zyi , yi) =
exp(rTyiei(xi))∑
w∈V exp(rTyiei(w))

where V is the vocabulary andMLP dec denotes layers in the decoding network. Note that different from
previous work, our decoder generates each word based on zyi , which contains contextual information of
the head word from both left and right.

As shown in Eq. 1, the ELBO computation involves expectation over the latent variables y and z. We
first follow the traditional VAE procedure to approximate the expectation over zt by sampling zt from
the inference distribution q(zt|x). Then we compute the exact expectation over yt by enumerating all
possible T + 1 dependency heads.

We illustrate the whole encoding-decoding procedure with the reconstruction of token xi from its de-
pendency head xj in Fig. 2. For each training sentence, the ELBO loss is computed with the distributions
listed in Fig. 2 for each possible depedency arc and the KL divergence terms.

4 Semi-Supervised Learning

In the semi-supervised scenario, we divide the training datasetD into labelled data L and unlabelled data
U. Gold dependency parse trees are known for L only. The loss function L(D) thus consists of labelled
loss Ll(L) and unlabelled loss Lu(U):

L(D) = αLl(L) + (1− α)Lu(U) (2)

where α is the hyperparameter used to balance the importance of the two parts.
The labelled loss is further divided into the parser loss and the reconstruction loss. Recall that our

encoder share the same configuration with the biaffine parser. When the gold parse tree y∗ is available,
we can optimize it with the probability of correctly predicting the gold parse tree q(y∗|x), which forms
the parser loss. The reconstruction loss is the direct application of the ELBO in Eq. 1 which ignores the
gold parse tree. The unlabelled loss is solely ELBO since gold parse trees are unknown. We rewrite the
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loss function as the sum of three terms:

Lθ,φ(D) = −α
∑

(x,y∗)∈L

qφ(y∗|x)

− α
∑
x∈L
Eφ,θ(x)− (1− α)

∑
x∈U
Eφ,θ(x) (3)

where E denotes the ELBO formulation of Eq 1. The training process to minimize L is fully end-to-end
with the reparameterization trick used to facilitate backpropagation of ELBO as mentioned earlier.

Directly training autoencoders unsupervisedly may cause the learned latent structures to diverge from
the linguistically correct structures (Williams et al., 2018). Therefore, in each training epoch, we start
with optimizing the parsing loss on the labelled data to pretrain the encoder and then optimize the com-
plete loss function on both labelled and unlabelled data.

Note that the tree constraint over y is not enforced in training. Our definition of y only enforces the
head selection constraint that each token has exactly one head. On the other hand, we enforce the tree
constraint during the validation and the test phases when the encoder of our model works as a dependency
parser, predicting the most probable tree with commonly used Maximum Spanning Tree (MST) decoding
algorithms such as Eisner’s algorithm based on the score computed for each dependency arc. The decoder
part does not participate in the prediction.

5 Evaluation

Settings
We evaluate the parsing performance of our model on datasets across 7 languages: English, French,
German, Italian, Spanish, Swedish and Hindi. To make our evaluation comparable with that of Corro
and Titov (2019), for English and French we choose corpora from Stanford Dependency conversion
(De Marneffe and Manning, 2008) of the Penn Treebank (Marcus et al., 1993) and the French Treebank
distributed for the SPMRL 2013 shared task (Abeillé et al., 2000). The corpora for the rest five languages
are all from the Universal Dependencies (UD) v2.0 (Zeman et al., 2017). In Table 1 we list the number
of sentences in training, validation and test sets.

Training Development Test
English 39832 1700 2416
French 14759 1235 2541
German 14118 799 977
Italian 12838 564 482

Swedish 4303 504 1219
Hindi 13304 1659 1684

Spanish 14187 1400 426

Table 1: The number of sentences in treebanks used for our evaluation. The split of training, development
and test sets follow the default split setting for each treebank.

We adopt the default split of training, development and test sets for the SPMRL and UD corpora
and the commonly used split for the Penn Treebank corpus (section 2-22 for training, section 22 for
development and section 23 for test).

Following Corro and Titov (2019), we split the training set of each dataset into a labelled set and an
unlabelled set with the ratio of 1:9 and choose a sentence as labelled one if its index modulo 10 equals
zero.

The dimensions for the word embeddings and POS tag embeddings are set to 100 and 25. The di-
mensions in LSTMs and MLPs are uniformly set to 200 except for the layer before word generation,
whose dimension is set to 100 in order to fit the word embedding size. The word embeddings used in the
encoder part and the decoder part share the same initialization. Pre-trained word embeddings are used
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for all the datasets. For English, we use the 100 dimensions version of GLOVE embedding (Pennington
et al., 2014). For all the other languages, the embeddings released for the 2017 CoNLL Shared Task on
Universal Dependency Parsing are used. The network parameters are optimized by Adam (Kingma and
Ba, 2015) with the setting of learning rate 0.002, β1 = 0.9, and β2 = 0.9. The hyperparameter α varies for
different datasets: α = 0.2 for English and French, α = 0.9 for Spanish and α = 0.8 for the other corpora.
The number of epochs taken to train the parser until convergence also varies in different datasets, but
none of them is above 150 epochs. All the hyperparameters are tuned on the development set for each
treebank.1

English French German Italian Spanish Hindi Swedish
Ours-Sup 92.00 84.58 80.41 87.11 84.63 92.22 80.29

Self-Training 91.82 85.27 81.33 87.62 85.08 91.74 78.33
NCRFAE 91.94 84.83 80.70 87.33 84.31 92.49 80.33
Ours-Semi 92.55 85.57 81.52 88.58 85.46 92.56 80.85

Table 2: The UAS results of our semi-supervised model compared with three baseline models on the
datasets of 7 languages. The best result for each column is shown in bold.

Results

In Table 2 we list the parsing results of our model and three baseline models. Ours-Sup stands for the
encoder of our model as a supervised dependency parser trained on labelled data only. Self-Train is
the traditional self-training method that uses the prediction on unlabelled data as extra labelled training
samples (we follow the common self-training implementation that uses the parser to iteratively predict
parse trees of the unlabelled data and uses them to update the model). NCRFAE is the neural version of
a semi-supervisedly trained CRF autoencoder. We develop this neural version based on the implemen-
tation of CRF autoencoder dependency parser by Cai et al. (2017) which runs in the fully unsupervised
scenario. In our neural version we replace the original discrete feature extractor with a BiLSTM network
and neuralize all the computations involved. Ours-Semi is our semi-supervised model. The evaluation
metric that we report is Unlabelled Attachment Score (UAS), which measures the percentage of depen-
dency heads that are correctly found. We do not evaluate Labelled Attachment Score (LAS) because our
model focuses on learning parse tree structures. Both the baselines and our model are evaluated after
being fine-tuned on the development set for each treebank to ensure that the differences in results do not
depend on the hyperparameter settings.

In Table 3, we also compare our model with the method proposed in Corro and Titov (2019) denoted
as C&T. Our model is not directly comparable with C&T because our encoder is stronger than theirs in
terms of supervised parsing accuracy. Therefore, we report the evaluation results after weakening our
encoder by removing the POS input and applying weaker scoring functions (the one used in Kiperwasser
and Goldberg (2016) instead of Dozat and Manning (2017)).

English French
C&T-Sup 88.79 84.09

Ours-Sup (weakened) 88.58 84.05
C&T 89.50 84.69

Ours-Semi(weakened) 89.67 84.94

Table 3: The UAS results of our semi-supervised model compared with the method of Corro and Titov
(2019). ”-Sup” stands for the encoder of the model being used as a supervised dependency parser trained
on labelled data only . “weakened” means our encoder is deliberately weakened to make it comparable
with that of C&T. The best result for each column is shown in bold.

1Our code is available at https://github.com/mikufan/SemiVariationalParser.
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From Table 2 we observe moderate but consistent boost of performance by our model over the baseline
models on all the languages evaluated, which proves the effectiveness of our model in utilizing unlabelled
data to improve parsing accuracy. The results in Table 3 further demonstrate that our model can achieve
results on par with a state-of-the-art model that employs more complex model structures and learning
techniques.

6 Analysis

In this section we conduct a series of analysis on the English Penn Treebank corpus to shed more insights
into our model and reveal where its advantage lies compared with other models.

Varying the Proportion of Labelled Data

In our evaluation in section 5, we uniformly set the ratio of labelled and unlabelled data to 1:9. However,
since our motivation is to use unlabelled data to remedy the scarcity of labelled data, we are interested
to know whether our model still works when there is far less labelled data. On the other hand, we also
want to know how much labelled data is enough to diminish the utility of unlabelled data.

To analyze the impact brought by the amount of labelled data, we vary the proportion of labelled
data from 1% to 50% on the Penn Treebank training corpus and observe the changes in the UAS score
evaluated on the corresponding test set. The results are shown in Table 4.

Ratio Ours-Sup Ours-Semi ∆ UAS
0.01:0.99 85.72 86.21 +0.49

0.1:0.9 92.00 92.55 +0.55
0.3:0.7 93.94 94.15 +0.21
0.5:0.5 94.38 94.41 +0.03

Table 4: The UAS results of our supervised model and semi-supervised model when the proportion
of labelled data varies. ∆ UAS denotes the UAS difference between the ”Ours-Semi” column and the
”Ours-Sup” column.

From the results in Table 4, we see a clear trend that as the proportion of labelled data increases, the
UAS goes up for both the semi-supervised model and the supervised model. However, the advantage in
performance of the semi-supervised model quickly diminishes with the increase of labelled proportion.
When the proportion rises to 50%, the UAS difference is almost reduced to none. The results accord
with the intuition that the more substantial the labelled data is, the more unnecessary it is to utilize extra
training data. We also notice that even when the labelled data proportion is set to as small as 1%, our
semi-supervised model still robustly outperforms the supervised model.

Time Efficiency

As our model is arc-factored without the tree constraint, the time efficiency in both encoding and decod-
ing is one of our prominent advantages.

For encoding, given a sentence of length T , the time complexity for our encoder is O(T 2), while the
two counterpart methods NCRFAE and C&T employ variants of Eisner’s algorithm with time complexity
of O(T 3). We evaluate the running speed of our encoder and the NCRFAE encoder on the training set of
English Penn Treebank in the environment of NVIDIA Titan V servers. The results are shown in Table
5, which reflects the difference in the theoretical time complexity. Here we do not report the running
time of encoder comparison with C&T since it is not fully open-sourced and difficult to reimplement,
but it is straightforward to deduce that our model should be more time efficient than C&T: except for the
sampling part, the encoder of C&T is almost the same as that of NCRFAE, which has been shown to be
much slower than the encoder of our model by the experimental results.

As for the decoder, NCRFAE employs a decoder similar to ours in structure and hence has similar
time efficiency. In C&T, however, the reconstruction of each sentence moves strictly from left to right,
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while in our model it is arc-factored and can be implemented parallelly. It is thus reasonable to suggest
that our model still holds the advantage in time efficiency in decoding.

Note that there still exist potential ways to further boost our encoding speed: we may replace the bi-
LSTM in our encoder with more parallelizable feature extractors such as the transformer (Vaswani et al.,
2017). We leave this option for future work.

Encoder Sec/Sen
Ours 0.142

NCRFAE 2.365

Table 5: The time cost for encoders on each sentence

Ablation Test on Latent Continuous Variables
Previous work applying the autoencoder framework to dependency parsing does not make full use of
contextual information in decoding. NCRFAE reconstructs each input token from the embedding of its
dependency head alone. The decoding for C&T leverages LSTM and GCN networks to utilize contextual
information in the sentence being generated to the left of each generated word, but cannot incorporate
contextual information to the right of the generated word because of the left-to-right generative process.

We believe utilizing the complete contextual information in decoding is important. Intuitively is that
what dependent to choose should be determined by the dependency head and its full context from both
the left and the right. In our decoder, the contextual information from the input sentence is conveyed
by latent continuous variables zi. To verify the importance of full contextual information, we design
an ablation test for the latent continuous variables by restricting their encoder so that they contain no
contextual information or partial contextual information. In the no context case, we directly assign word
embeddings to the latent variables, so the generation of each word depends on its dependency head word
alone, which is similar to the decoder of NCRFAE. In the partial context case, we use a left-to-right
LSTM instead of a bi-LSTM to produce the Gaussian distributions over the latent variables. The results
are listed in Table 6. In Table 6, we see a clear drop of performance after contextual information is

Encoder UAS ∆
Full Context 92.55 +0.0

Partial Context 92.23 -0.22
No Context 91.71 -0.84

Table 6: The ablation test results. The ∆ column shows the relative changes of UAS compared with the
full context baseline.

removed or partially removed from the latent variables. This proves the importance of the full contextual
information in our model.

7 Conclusion

In this paper, we presented a semi-supervised dependency parsing model based on the VAE framework.
We tackle the main challenges brought by the tree structure constraint of dependency parsing by relaxing
the tree constraint during training and making the learning of our model fully arc-factored. The experi-
ments show that the simplicity of the model does not hinder its performance and it achieves better parsing
accuracy and faster speed than previous work. In future work we plan to extend our model to other tasks
such as semantic dependency parsing and apply it to fully unsupervised scenarios.
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